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ABSTRACT

Data Placement in Shared-Virtual-Memory
Multiprocessors with Non-Uniform Memory

Access Times
By

Jayashree Ramanathan

Each processor in a multiprocessor usually has some local memory and, in addi-
tion, it may share a global memory with all the other processors. Such a memory
organization is motivated by price/performance reasons, but results in a non-uniform
memory access (NUMA) time due to the difference in the latency of the interconnects
used to access the local and the non-local memories. Many NUMA multiprocessors
allow processes of an application to interact by means of a shared virtual memory
because of the advantages of virtual memory and the ease of programming using the
shared-memory model. To achieve an acceptable performance in these multiproces-
sors, it is important to properly place the data of a parallel application in the memory
hierarchy. The primary aim of this thesis is to identify the limitations of existing data
placement techniques and to develop better methods of placing data when providing
a shared virtual memory in NUMA multiprocessors.

Existing data placement techniques include data replication and data migration,
both of which place data in terms of blocks such as pages or cache lines. Using analysis

and trace-driven simulations, we study the factors affecting page-level replication, and



show that it needs to be adaptive to page reference patterns and hardware parameters
such as the available physical memory and the time to transfer data between the local
and the non-local memories. We also demonstrate that proper layout of data in the
shared virtual memory reduces the false sharing of each page, creates simple page
reference patterns, and simplifies data placement. These results apply to other block-
level placement strategies as well. In the absence of help from the compiler or the
applications programmer however, such strategies incur runtime overhead when being
adaptive and further, are unable to optimally place blocks that are falsely-shared and
those whose reference patterns change rapidly.

The conclusions from our investigation thus motivate our study of compiler-
assisted data placement. Qur approach to assist data placement is by using compile-
time objects containing data of the same variable type and with similar reference
patterns. We demonstrate how our approach can be incorporated in a compiler. We
then develop a compile-time object-creation scheme that assists block-level placement;
we also propose solutions to several related issues. Next, we develop a scheme that
assists object-level placement which requires the applications programmer to specify
when data placement operations are needed. We derive the compile-time overhead

of applying our schemes. We also compare the performance of applications for these

h 1

al si ions. We d. trate

different types of pl t by experi
that there is significant performance improvement when the compiler assists data
placement. Further, the best performance is obtained when data placement oper-

ations are entirely specified by the compiler. In summary, compiler-directed data

pl tis a p PP

h to improve the performance of applications and

the programmability of NUMA multiprocessors.
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CHAPTER 1

INTRODUCTION

The speed of a single-processor computer has increased by several orders of mag-
nitude since the first electronic digital computer was introduced in 1940, primarily
due to advances in hardware technology. However, many important problems remain
unsolved as their solution requires computational power that are far beyond the ca-
pabilities of the fastest single-processor computers currently available. For instance,
there exist problems that need computers capable of executing 10'? floating point op-
erations per second (teraflops). Since hardware technology is approaching its physical
limitations, such computational power can be realized only by introducing parallelism
in computers. An important class of parallel computers are multiprocessors, which
consist of multiple processors and memory modules connected together by one or
more interconnects.

In this thesis, we consider multiprocessors with a non-uniform memory access
(NUMA) time, i.e., the access time is not the same for all memory locations. Pro-
cessors in such a multiprocessor concurrently execute either different applications or
different processes of the same parallel application. We consider the latter case and

assume that there are enough processors so that each application is allocated as many

s as the ber of p it creates and further, each process is statically

igned to a given p . Most existing multiprocessor operating systems, such

as the BBN’s nX [1], allow such exclusive allocation of resources to a given application,

thereby allowing its performance to be maximized, independent of other appli

We also assume that the processes of an application communicate and synchronize by



using the same virtual addresses for data they share. This method of communication

is achieved by assigni dd to the application’s data and code from a set of

virtual addresses shared by all processors, referred to as the shared virtual memory
(SVM). Due to the variation in cost to access different physical memory locations in
a NUMA multiprocessor, data in the SVM needs to be placed in the NUMA physical
memory such that the time to access it is minimized for all processors. In this thesis,

1 new data pl t techni that help to achieve this

we and

goal.
In this chapter, we first present a typical architecture of a NUMA multiprocessor
and then discuss the advantages of a SVM and the implementation issues in providing

it in a NUMA multiprocessor. Next we provide an overview of existing techniques to

address the problem of data placement. We then ize the contributions of our
thesis in addressing the data placement problem. We conclude with an overview of

the remaining chapters.

1.1 A NUMA Multiprocessor

Typically, each processor in a multiprocessor has some memory placed local to it and,
in addition, it may share a global memory with all the other processors as shown in
Figure 1.1. Such a memory organization is motivated by price/performance reasons
similar to the cache and the main memory hierarchy prevalent in uniprocessors. For

s in small-scale multi s such as the Alliant’s FX/8 (2] and

the Sequent’s Symmetry [3] are connected by a single bus interconnect to a global main
memory. Each processor has a local cache, and a snoopy hardware cache protocol
keeps all the caches consistent by listening to memory accesses on the shared bus.

A single bus is limited in bandwidth for large-scale multiprocessors, and technol-
ogy limitations make it too expensive to provide hardware connectivity from each

processor to every other processor. Therefore, large-scale multiprocessors are built

with int; diat ivity using inter s such as multi-stage i

as in the BBN’s TC2000 [1] and the IBM’s RP3 [4], point-to-point interconnects as



[_Local Interconnect | [ Local Interconnect |

Global Interconnect

Global
Memory

Figure 1.1. A NUMA multiprocessor.

in the Intel’s DELTA [5], and hierarchical interconnects as in the Kendall Square
Research’s KSR1 [6] and the DASH multiprocessor [7]. Since there is no longer a
single bus to snoop at, some of these multiprocessors such as the TC2000, RP3, and
DELTA do not provide hardware cache consistency. Others use a directory-based
cache consistency protocol to maintain information about cache lines in either cen-
tralized or distributed directories as in the DASH. Some others, such as the KSR1,
use a hardware protocol that traverses the interconnect hierarchically. Details of the
IEEE scalable coherent interface and related projects can be found in [8].

Main memory in large-scale multiprocessors includes modules global to all pro-
cessors just as in small-scale multiprocessors. In addition, there are modules placed

local to each processor. Note that in small-scale multiprocessors, the memory local to



each processor includes only its cache. However, in large-scale multiprocessors, each
processor has a private cache as well as a portion of the main memory, which we refer
to as the local memory. For example, processors in the TC2000, DELTA, Horizon
[9], Symult 2010 [10], and networked workstations have local memories, those in the
RP3 can be set up to have local and/or global memory, while those in the IBM’s
ACE [11] have local and global memory. Further, either all available main memory
can be directly addressed in hardware by all processors as in the RP3 and the ACE,
or each processor can address all memory except another processor’s local memory
(called remote memory) as in the DELTA and networked workstations.

The memory access time is defined as the number of processor clock cycles that
elapse between the time a processor issues a memory read request and the time the
data arrives from memory. It depends on the speed with which the memory can
deliver data and the characteristics of the interconnect(s) connecting the processor to
the memory location containing the data. Two main characteristics of an interconnect
are the latency and the peak bandwidth. The latency of an interconnect is the minimum
number of clock cycles required to transfer one word of data either from one processor
to another, or from one processor to a memory module. The peak bandwidth gives the

maximum rate at which data can be transferred across the interconnect and is usually

measured in words/cycle [12]. The variation in the latencies of the inter ts used

to access the different memory locations results in a non-uniform memory access

time, and hence the name NUMA multiprocessors. For ple, the difference in

the times to access the cache and main memory gives rise to a NUMA time in small-
scale multiprocessors. An additional NUMA time in large-scale multiprocessors is
due to the difference in the times to access local, global, and remote memory. As an
example, in TC2000, a remote memory access takes four times longer than a local

memory access.



1.2 Shared Virtual Memory

Due to cost considerations, all computer systems use physical memories of only limited
size. However, in order to allow application programmers to be not constrained
by physical memory limitations, most existing operating systems provide them a

virtual memory, which is much larger than the actual physical memory. Therefore,

ap or refé any data el t by using its virtual address in the address
field of the instruction. The maximum size of virtual memory is limited only by the
number of bits in this address field and the swap area of the disk which stores data
that cannot fit in main memory. Virtual memory systems use either paging, where
the virtual memory is divided into units of equal size called pages, or segmentation,
where the virtual memory is divided into units of unequal size called segments, or a
combination of both [13]. Since most current multiprocessors use paging, we restrict
our discussion to paging.

In any virtual memory system, a map from virtual memory to physical memory is
maintained as shown in Figure 1.2. For example, in a paged virtual memory system,
a page table stores the mappings from virtual pages to physical pages. The page
table can be an indezed page table as shown in Figure 1.3, or an inverted page
table in which case the mappings from physical to virtual pages are maintained. We

1 ol

restrict our di ion to the ly p t d page table. A large virtual

N

memory implies a large number of virtual pages and quently, a large
of mappings to be stored in the page table. Therefore, the page table might not
fit in a single physical page, in which case a multi-level page table is necessary. All
physical pages belonging to a page table are referred to as page directories. The page
table base register stores the pointer to the first page directory page. During the
virtual-to-physical address translation, the virtual address is split into various fields
that provide the index into the different physical pages of the page table (Figure 1.3).
In practice, the entire page table does not reside in physical memory. Rather, pages
belonging to the page table are brought into physical memory on demand.
Consulting a multi-level page table for each instruction containing a memory ref-
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Figure 1.2. Mapping from virtual memory to physical memory.

erence results in performance degradation. To alleviate the above problem, virtual
memory systems usually use a fast associative memory called the translation lookaside
buffer (TLB) that has a subset of the mappings in the page table. During address
translation, the processor first consults the TLB and if the mapping corresponding

to the virtual page is not in the TLB, then it consults the page table. The TLB can

be organized to allow mappings of multiple applications as shown in Figure 1.4. If it
contains the mappings of only a single application, then there is no need for the field
containing the application’s ID. In this case, the TLB needs to be flushed every time a
processor switches from executing one application to another. Each entry in the TLB
and the page table also contains flags such as dirty, which indicates whether the page
has been updated, reference, which indicates whether the page has been referenced,
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Figure 1.3. Virtual-to-physical address translation using a three-level page table.

and protect, which indicates the page’s protection level. Due to cost considerations,
the TLB has a limited number of entries, and therefore, TLB replacement policies
are used to determine which TLB entry to replace in order to make room for a new
mapping.

Usually, the number of physical pages is much smaller than the number of virtual
pages. Therefore, the same physical page is allocated to different virtual pages at
various times and consequently, the mappings in the TLB and the page table also
change with time. A page fault is said to occur if a processor references a virtual
address belonging to a virtual page which is not mapped to any physical page. The

fault is resolved by mapping this virtual page to one of the free physical pages. Due
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Figure 1.4. A TLB with address mappings of multiple applications.

to the NUMA nature of the physical memory, the scheme used to choose this physical
page is important, and is referred to as the page placement scheme. In other words,
page placement determines where in physical memory a given virtual page is placed.
If no free pages are available, one of the already allocated physical pages is reclaimed,
and the scheme used to make this choice is called the page replacement scheme.
In other words, page replacement determines which virtual page will be replaced in
memory by the currently referenced virtual page. It follows that the page replacement
determines page placement when there are no free physical pages. Once the page fault
is resolved, the TLB and the page table are updated to reflect the resulting change
in the address map.

Specific virtual addresses are assigned to the data and code of an application ex-
€cuting on a uniprocessor that provides virtual memory. Extending this concept to a
Parallel application executing on a multiprocessor, all data and code, including those

shared among processors, are assigned the same virtual address in all processors. Such

b i allows the application to be written in the shared-variable program-

™Ming model, in which processors synchronize and communicate by means of shared

data mapped in a shared virtual memory or SVM. Therefore, the SVM offers the



benefits of virtual memory and the ease of programming in the shared-variable model
to the applications programmer. Further, placing the operating system’s code and
data in the SVM allows better memory utilization by enabling pages to be mapped to
remote or global memory instead of disk. It also facilitates easy distribution of work
among processors by means of one or more shared queues of ready-to-run processes.
SVM is one example of a process-interaction paradigm which defines the method
by which processes of a parallel application can synchronize and communicate with
each other. Other process-interaction paradigms are the remote procedure call (RPC),
object-oriented systems, and data-unit [14]. Each of these approaches have their mer-
its and demerits. The RPC mechanism can be used among heterogeneous machines
but lacks support for shared data and cannot be extended easily into the asynchronous
domain. Object-oriented systems provide application-level features, are free from
some of the problems with SVM which we discuss in a later section, but are not
appropriate for all applications. The data-unit approach is a combination of features
derived from the SVM and the object-oriented systems. A data unit is a region of
virtual memory that can be mapped into the address map of various processors. As
in object-oriented systems, application-level operations on data units are supported
which enable synchronization and communication among processes. In this thesis, we
consider the SVM process-interaction paradigm and develop methods to efficiently
provide such a paradigm in NUMA multiprocessors.

SVM implementations exist for NUMA multiprocessors in which either all proces-
sors can directly address all available memory (15, 16, 17, 18], or processors cannot
directly address remote memory [19, 20, 21, 22, 23, 24]. The implementation issues in
the two cases are different as we discuss below. When providing a SVM in a NUMA
multiprocessor with local and/or global memory, any virtual address (either in the

kernel or in the user virtual memory) can be mapped to a physical memory location
in any of these memories. Let us first consider the case when each memory location
has 5 unique physical address and all locations can be directly addressed in hardware
by an processors. Each processor obtains the physical address corresponding to the

Virtaal address in a memory reference from its TLB or page table. It directly issues a
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Figure 1.5. Implementation of a shared virtual memory on networked workstations.

memory request for this physical address for the read or write operation. In this case,
all processors can share a single operating system which resides in the kernel portion
of the shared virtual memory. The data area of this portion includes information
about each virtual page such as whether it is placed in physical memory or not, and
the processors sharing it. The code area of this portion includes various operating

SYStem services such as that provided by the page fault handler. We now illustrate

how , page fault is handled in this case.
For simplicity, let us assume that all processors share a single physical copy of the
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kernel virtual memory. For ease of explanation, we consider a page placement scheme

which statically places any virtual page in the local memory of the processor that first

incurs a fault for the page. Consider for ple what happens when a processor P,
incurs the first page fault for virtual page V.Py. P; switches to the kernel mode
and looks up the information about V P; in the kernel data area. It determines the
placement scheme and also that V Py is not placed anywhere in physical memory.
V P, is then mapped to a physical page PP, in the local memory of P;, the TLB and
page table of Py are updated to include this new mapping, and the information about
VP, is updated in the kernel data area. Assume that processor P, now incurs a fault
for V Py, and switches to kernel mode. On looking up the information for V Py in the
kernel data area, it determines the placement scheme and also that V P, is already
mapped in physical memory. Therefore, it updates its TLB and page table to include
this mapping, and references PP, remotely.

The method described above is inapplicable if all processors cannot directly ad-
dress all available memory. We illustrate the basic idea behind the strategy used in
those situations by considering the implementation of SVM on a network of worksta-
tions (Figure 1.5). In this case, processors do not share a single operating system.
Each processor’s operating system resides in its private virtual memory and is placed
in its local memory. Again, we consider a static placement scheme and refer to the
Pprocessor in whose local memory a given virtual page is placed as the virtual page’s
page holder. Further, each virtual page is assigned a static owner processor that stores
information about the page in the data area of its operating system. In order to get
information about a given virtual page, processors contact the page’s owner. Page
ownership schemes deal with issues such as determination of a virtual page’s owner,

and efficient storage and dissemination of information about virtual pages. For ease
of explanation, we assume that the information about owners of all virtual pages is
either stored or can be easily computed by all processors.

Let us consider the actions in this case for the page fault sequence mentioned

€arlier. Assume that virtual page VP, is owned by processor P;. When P, incurs a

Page fault for V Py, it contacts P3 to get information about V P;. As in the previous

.
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case, a physical page PP, is allocated in the local memory of P, and the TLB and
page table of P; are updated. However, the virtual page information is updated by
P, which records that P, is the page holder of VP,. When P, incurs a fault for
V P,, it contacts P3 and learns that P, is the page holder of V P;. P, sends a memory
request to Pj, which services the request and sends a response. The TLB and page
table of P, are not updated and any further references to V Py by P, are handled in a
similar fashion because P, cannot address the local memory of P; directly. Therefore,
requests to a page in remote memory are serviced using messages after obtaining the
page’s holder information from its owner.

We discussed the two methods of implementing a SVM for a static page placement
scheme. When this strategy is applied to a shared page, the references to the page
by all but one processor require non-local memory accesses, which are expensive in

a NUMA multi This problem is addressed by data placement strategies

which are covered in the next section.

1.3 Data Placement

The goal of data placement strategies is to place data in the NUMA physical memory
such that the time to access it is minimized. One well-known method to achieve this
goal is data replication, which replicates data in the local memory of the referencing

H r, with replication, it is 'y to guarantee some form of rela-

tionship bet these multiple physical copies. This relationship is referred to as the

P

consistency model and is used by the applications programmer to write applications
that execute correctly. To enforce the consistency model, when a processor issues a
Write operation, either all copies are updated, referred to as the write-update (WU)
Policy, or all other copies are removed, referred to as the write-invalidate (WI) policy.

Most NUMA multi s provide replication at the level of a block which is the

unit of data transfer at a given level of the memory hierarchy. Block-level replication
is shownin Figure 1.6, where a virtual block containing the referenced data element is

Teplicated in local memory. For ple, NUMA multip s with hardware cache

.
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Figure 1.6. Block-level data replication.
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consistency replicate the virtual cache line containing the referenced data element
and keep the various physical cache lines consistent [2, 25, 3, 26, 27, 7, 17]. Others
provide software mechanisms that replicate virtual pages containing the referenced
data element and keep the corresponding physical pages consistent [28, 15, 22, 29, 18,
24].

The strictest consistency model is sequential consistency [30], which requires the
execution of the parallel program to appear as some interleaving of the execution of the
parallel processes on a sequential machine. For example, when sequential consistency
and the WU policy is provided, a write to any data element is not complete unless
all copies of the data element have been updated. There are NUMA multiprocessors
that provide sequential consistency in hardware (2, 25, 3, 26, 27, 6], and those that
provide it in software [28, 15, 22, 18]. Due to the high latency and the potential for
contention among memory requests, sequential consistency is expensive for large-scale

1ti s with intermediat tivity. Further, the strictest consistency

model provided by sequential consistency is not always necessary to guarantee correct
program execution. These factors have motivated research on weaker consistency
models.

Figure 1.7 compares sequential consistency with release consistency, a weak con-
sistency model provided in hardware by the DASH multiprocessor [31]. Release con-

sistency exploits the fact that applications typically use synchronization variables
pdated a data el t before other processors read

to ensure that a p has
it. Theref it i not on the completion of each write but

only when a release operation is executed on a synchronization variable. Release
ided in soft by the Munin [24] and the SSVM [23] operating

consist

y is p
systems. Another weak consistency model is weak coherence [17], which guarantees
that all copies of a data element are updated in the same order. Other weak consis-
tency models proposed in the literature include (32, 33]. Weak consistency models

Offer performance improvement at the cost of either additional programmer effort in
effort in automatically parallelizing

Writing a parallel application or extra pil
i h of improving performance by transferring

a g Warilication: ‘The

. PP PP



Processor 1 Processor 2

acquire(lock)

Time
write A
t1 while empty
write B
2
empty =0
® release(lock) acquire(lock)
read A
read B

release(lock)

Sequential Consistency guarantees consistency
of all copies of A at t1, all copies of B at t2.

Release Consistency guarantees consistency of
all copies of A and B at t3.

Figure 1.7. Consistency models.



16

data only during synchronization operations has also been used in Clouds [21], an
object-oriented shared-virtual-memory implementation on networked workstations.
Certain other issues need to be addressed when providing page-level replication.
The entry for a replicated virtual page in each processor’s TLB contains the physical
page allocated in the processor’s local memory. The problem of ensuring that the TLB
entries in various processors for a given virtual page are consistent is referred to as the
TLB consistency problem [34, 35, 36]. For example, with the WI policy, on a write
operation, not only should the physical pages in other processors be deallocated, the
corresponding TLB entry should be invalidated as well. Further, either all processors
can share a single page table or the page tables can be replicated [37, 38]. In the
latter case, page table entries in all processors for each virtual page need to be kept
consistent, and this problem is referred to as the page table consistency problem [15].

Other than replication, another data pl t technique used to minimize the

data access time is data migration, which does not replicate but instead migrates the
data element among the local memories of the processors that reference it. As in the
case of data replication, most NUMA multiprocessors provide block-level migration as
shown in Figure 1.8, where the virtual block containing the referenced data element
is migrated among the local memories of the referencing processors. Interestingly,
when caching and the WI policy are used, migration of a virtual cache line occurs
on a write operation; however, several physical copies of the cache line exist during
periods when it is only read and not written. Software-controlled page-level migration
is provided by some of the NUMA multiprocessors lacking hardware cache consistency
[39, 16, 19, 40, 18].

Next, we discuss certain issues in implementing the data placement schemes. The
information about each cache line which is required by hardware-controlled cache-
line-level placement strategies is maintained in either a centralized or a distributed

Mamnner in hardware. Software-controlled page-level placement strategies also need
to mmaintain information about each virtual page and make it efficiently available to
all processors. For example, to maintain consistency of a page that is replicated, it

IS maecessary to know which processors have its copy in their local memory. Similarly,
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for page migration, information about where the virtual page is currently placed
in physical memory is needed. More sophisticated page placement strategies need
additional information such as the history of read and write references to the various
pages by different processors. When all available physical memory can be directly
addressed by all processors, this information can be stored in the data area of the
single operating system which is shared by all processors. When each processor cannot
directly address remote memory, each virtual page’s information is stored in the data

area of the operating system of its owner.

1.4 Summary of Major Contributions

In this section, we summarize the major contributions of our thesis which aims to
address the limitations of existing data placement techniques. We define a data place-
ment strategy to be block-level if it places a data element in terms of the basic data
block containing it. Therefore, cache-line-level and page-level strategies discussed
earlier are all examples of block-level placement. We define the reference pattern of
a data element or a block as a temporal order of the read and the write references
originating from different processors to the data element or the block, respectively.
In order to identify the limitations of existing block-level placement strategies, we
conduct simulations to study the relationship among page-level replication, hardware
parameters, and the reference pattern of pages [41, 42]. Note that a block’s reference
pattern depends on the reference pattern of the data elements it contains. Also, the
data elements contained in each block is determined by the layout of the data in the
SVM. In our study, we vary hardware parameters related to replication, and we also
vary the data layout to create virtual pages with different reference patterns for the
same application. We conclude that the effectiveness of replicating a page depends on
its reference pattern and also on hardware parameters. In addition, we found out that
with proper data layout, the amount of sharing of the application’s pages is reduced,
and then the performance of the application with and without replication is almost

the same because the two schemes are equivalent for a non-shared page. Hence, we
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conclude that proper data layout can simplify data placement. These results apply
to other block-level strategies as well.

In related work, Bolosky et al. [43] conclude that page-level migration strategies
need to be dependent on hardware parameters related to migration. Other studies
(surveyed in [44, 45]) emphasize the need for a block’s placement strategy to be
dependent on its reference pattern. Previous studies have also made it straightforward
to choose an appropriate block-level placement strategy once the block’s reference
pattern is known. For example, Bennett et al. [29, 46] identify different types of data
objects that occur in typical applications, and propose placement schemes for each
of these objects. However, our study is unique in that we consider the influence of
varying the layout of data in the SVM and also the relationship between replication
and hardware parameters.

Figure 1.9 shows examples of how to choose placement strategies for virtual blocks
based on their reference pattern. Here, a virtual block is denoted by b(p;, p, ...), where
bis its ID and each p; denotes a processor j that references it. Private blocks 1(1),
2(2), and 3(N) are placed statically in the local memory of processors 1, 2, and N,
respectively. Read-only block 4(1,2) is replicated in the local memory of processors 1
and 2. Block 7(2,N) is read more often than it is written, and is therefore replicated
in the local memory of processors 2 and N. Blocks 6(1,2) and 8(1,2) are actively read
and written by several processors, and are not replicated due to the high overhead
of consistency. Block 6 is placed in global memory, while block 8 is placed in the
local memory of processor 2. Therefore, the ideal placement strategy for a block
can be decided once its reference pattern is known. However, techniques need to be
developed to determine each block’s reference pattern.

Our conclusion that proper data layout can simplify data placement is related to
the problem of false sharing [47], which occurs when a virtual block contains data
elements with different reference patterns. Data placement strategies are limited in
their ability to place a falsely-shared block. For example, assume that block 7(2,N)
in Figure 1.9 contains two data elements each of which is exclusively referenced by

processors 2 and N, respectively. Replicating such a block leads to unnecessary consis-
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Figure 1.9. Block-level placement in a shared-virtual-memory NUMA multiprocessor.

tency overhead, migrating it leads to a ping-pong effect, and placing it statically in a
given processor’s local memory results in non-local memory accesses for the other pro-
cessor. Since the probability of false sharing is higher for larger blocks [48, 49, 50], the
resulting performance loss is severe for NUMA multiprocessors providing page-level
placement.

It is clear that to improve the performance of block-level placement, false sharing
needs to be eliminated and the placement strategy should be tailored to the reference
pattern of blocks. One approach is to address these issues without any help from the
compiler or the applications programmer. For example, certain block-level placement

strategies [15, 16] use the runtime reference history to adapt to changing reference

.
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patterns. Such schemes not only incur runtime overhead but are also unable to
adapt soon enough to rapidly-changing reference patterns, thereby resulting in a
non-optimal data placement. Further, they perform well only if the past reference
history is an accurate predictor of future references. Other studies [50, 51] solve
false sharing by providing block-level replication and a weak consistency model that
updates only those copies of a data element that will actually be used, based on
runtime information. However, these schemes either require additional hardware to
store this information [50] or incur additional software time and space overhead [51].

The other approach to address the problems of block-level placement is to obtain
help from the applications programmer or the compiler. Compiler optimizations [47]

to add the problem of false

P

g

and program transformations [52] have been prop
sharing of cache lines. LaRowe et al. [53] develop a parameterized page placement
scheme which can be tuned by the applications programmer in order to be adaptive
to hardware parameters and application characteristics. Both SSVM [23] and Munin
[24] use programmer-specified information to solve the false sharing problem. They
allow blocks to be falsely-shared and invoke placement operations only when they
are actually required, as determined by the programmer-specified information. In
addition, SSVM allows the programmer to place data in terms of objects rather than
blocks, which we refer to as object-level placement.

Our approach to address the problems of block-level placement isAby developing
new techniques that assist data placement which can be incorporated in a compiler.
These techniques reduce the runtime overhead and they also minimize the program-
mer effort involved in proper data placement. Our method for compiler-assisted data
placement uses compile-time objects containing data with the same variable type and
similar reference patterns. We design a compiler that uses our method, and we de-
velop algorithms to determine the type and reference pattern of data. We also develop
specific object-creation schemes for different types of data placement strategies viz.,
the block-level and object-level types of placement.

Our object-creation scheme that assists block-level placement [54] creates objects

that are not falsely-shared and that have temporal locality. We propose methods to

.,
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implement these objects which ensure that blocks are not falsely-shared. Further,
we use these objects to provide information required for proper placement, thereby
reducing the runtime overhead of collecting this information. Our scheme that directs
object-level placement creates objects based on the data exchange pattern [55, 56]
and automatically generates all the programmer-specified information required by
SSVM. We evaluate the cost of applying our schemes by deriving their time and space
complexity.

We use experimental simulations to compare the performance of applications for
the block-level placement (with and without compiler assistance) and the compiler-
directed object-level placement strategies. We conclude that compiler-specified in-
formation about objects leads to a significantly better performance than that in the
absence of such information. Further, the best performance is achieved when place-
ment is directed rather than assisted by the compiler. Our work demonstrates that
compiler-directed data placement is a promising approach to improve the performance

of applications and the programmability of NUMA multiprocessors.

1.5 Thesis Organization

The rest of our thesis is organized as follows. In Chapter 2, we present the results of
our study on factors affecting data placement schemes. In Chapter 3, we outline our
approach for compiler-assisted data placement. In Chapter 4, we discuss our work
on compiler-assisted block-level placement. In Chapter 5, we present our work on
compiler-directed object-level placement. In Chapter 6, we outline the results of our
experimental evaluation of various types of placement schemes. Finally, in Chapter
7, we summarize the contributions of our thesis and present directions for future

research.



CHAPTER 2

FACTORS AFFECTING DATA
PLACEMENT

The primary aim of this thesis is to develop efficient data placement techniques, which
minimize the data access time, when providing a shared virtual memory in a NUMA
multiprocessor. As a first step toward achieving this aim, we conduct a study (41, 42]
to identify the limitations of existing data placement strategies, most of which provide
block-level placement. We present the results of our study in this chapter, which is
organized as follows. First, we provide a detailed overview of related work, which was
done prior to our study and which motivates the goals of our work. Next, we outline
our assumptions about the hardware features of the NUMA multiprocessor and the
manner in which the shared virtual memory (SVM) is provided. After presenting our
work on page replacement, we outline the methodology, performance metrics, and
workload of our study. Next, we discuss our experiments in detail, and present our

conclusions.

2.1 Related Work

The issues of providing a SVM have been studied for both NUMA multiprocessors in
which all processors can directly address all available memory and those in which each
processor cannot directly address another processor’s local memory. Li [28] was the

first to propose the idea of providing a SVM for a NUMA multiprocessor belonging to

..
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the latter category. SVM is also provided by the Mach operating system [57], which
has been ported to a wide variety of paged uniprocessors and multiprocessors. Studies
about SVM which were done prior to our study considered block-level data placement
using either replication or migration. Further, in the case of block-level replication,
studies differed in the consistency model used and whether the write-invalidate (WI)

or the write-update (WU) scheme was used to maintain consistency.

Data Replication

First, we discuss studies that considered block-level data replication and maintained
sequential consistency using the WI scheme. IVY [28, 20] is a user-level SVM, which
is implemented for a network of Apollo workstations. It uses several page own-
ership schemes such as the single-owner, statically-determined multiple-owner, and
dynamically-determined multiple-owner schemes. The port of Mach to workstations
interconnected by a token-ring [58) accommodates multiple page sizes and heteroge-
neous architectures. It also uses the single-owner and multiple-owner page ownership
schemes, with fault tolerance being implemented for the former. Mirage [22] is a

kernel-level d-page SVM, impl ted for three VAX 11/750’s networked

by an Ethernet. It uses a lazy sequential consistency model which introduces a delay
before a write request to a segment shared by multiple readers is granted. PLATINUM
[15] is a SVM implemented for a BBN Butterfly Plus. It selectively replicates pages
depending on the number of times the WI scheme is invoked for each page. Fur-
ther, it uses a directory-based page ownership scheme, and replicates page tables and
keeps them consistent by interrupting processors that are actively using the updated
page table entry. DUnX [59, 18] is a SVM implementation for BBN’s GP-1000 [60]

and provides several page-level replication sch While these studies considered

sequential consistency, others provided a weaker consistency model instead. For ex-
ample, Bisiani et al. [61] used trace-driven simulations to study their weak coherence

model maintained using the WU sch They luded that full replication with a

large ber of p is expensive and advocated selective replication instead.
Weak coherence is provided in hardware by the PLUS multiprocessor [17] which also
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supports various hardware synchronization operations that enable applications to be

written for this consistency model.

Data Migration

Next, we discuss studies which considered block-level data migration instead of repli-
cation. In the port of Mach on the ACE [16], a page is migrated to the local memory of
the processor that references it; after a selective number of such migrations, the page
is placed statically in global memory. Further, kernel pages are neither replicated nor
migrated and are placed in global memory. Black et al. [39] used trace-driven simu-

lations to study competitive page-level migration algorithms, which require hardware

fe ters for impl tation. Page-level migration is also provided in the
implementation of a SVM for an iPSC/2 by Li and Schaefer [19]. Mizrahi et al. [62]
used trace-driven simulations to study several block-level migration strategies that
extend the memory hierarchy into the interconnect. Scheurich and Dubois [40] study
page-level migration using page pivoting in a point-to-point mesh interconnect. DUnX
[59, 18] also provides various page-level migration schemes. Different strategies to
distribute the read-only pages of an application among the local memories of various
processors have been studied in [63].

Other problems that need to be solved when providing a SVM in a NUMA mul-
tiprocessor have also been studied in the literature. For example, the TLB and the
page table consistency problem has been studied in [34, 35, 36, 15]. Holland [37)
studied three page table management schemes using software simulation of synthetic
applications on a BBN Butterfly Plus. The study concludes that a single page ta-
ble is a software bottleneck and a fully replicated indexed page table uses a lot of
memory. Therefore, the best choice is a partially replicated indexed page table which
not only uses less memory but also performs almost as well as the fully replicated
indexed page table. In a related paper [38], the most-recently-used page replacement

h is idered, and the infl of the ber of repl t d. and

their frequency of invocation, on typical applications, is studied.
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Motivation and Goals of Study

Most of the previous work involves actual implementation, and performance is mea-
sured in terms of speedup or execution time. Such a performance measure applies to
the hardware parameters of the specific multiprocessor in question. These studies do
not compare the performance of a given placement strategy on different multiproces-
sors. Such a comparison is one of the goals of our study, and we realize this goal by
characterizing each multiprocessor by hardware parameters that are related to the
placement strategy in question. We also study page replacement schemes which have
not been addressed in detail by previous studies. Further, some of the block-level
placement strategies proposed in previous studies are designed to be adaptive to the
block’s reference pattern. For example, PLATINUM [15] replicates pages depending on
their invalidation frequency, and the port of Mach on the ACE [16] migrates pages
only a certain number of times. Also, Bennett et al. [29, 46] propose data placement
schemes that adapt to data objects of different types. Since a block’s reference pat-
tern or a data object’s type is determined by the layout of the application’s data in
the SVM, another goal of our study is to consider the interaction between the data
layout and the data placement strategy. We realize these goals by using a combina-
tion of analytical and trace-driven simulation techniques, which allow great flexibility

in parameter variation.

2.2 Assumptions

In this section, we outline our assumptions about the hardware features of the NUMA
multiprocessor and also the manner in which the SVM is provided. We consider
NUMA multiprocessors such as the BBN TC2000 which lack hardware cache consis-
tency and in which main memory is organized as modules local to each processor.
Further, all processors can directly address all available memory. We assume that
all processors share a single operating system which is allocated in the kernel virtual
memory. The code area of the operating system is replicated in local memory on ref-

erence, but there is a single copy of the data area. For example, all processors share
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a single copy of the data structure that stores information about the various virtual
pages. We do not replicate the operating system’s data because it is frequently up-
dated by all processors, and the overhead of enforcing consistency might nullify the
benefits of replication. Instead, we distribute this data evenly across all available
local memory modules.

The data placement strategy we consider is software-controlled, page-level replica-
tion with sequential consistency maintained using either the WU or the WI scheme.
We refer to the WU scheme alternatively as multicast, as its effect is the same as that
of a multicast communication. We define full replication (FR) as the strategy that
replicates a virtual page in the local memory of each processor that references it, and
no replication (NR) as the case when virtual pages are not replicated. Further, we re-
fer to the first physical page allocated to a given virtual page as the master, and each
physical page allocated thereafter as a replica. Note that if the master is in remote
memory relative to a processor issuing a write request, then both the master and the
local copy need to be updated. We refer to such an update of the master copy as a
remote master write. We do not use explicit page-level migration, but as discussed

in the next section, pages are migrated during specific cases of page replacement.

We use two schemes for initial page pl t: (1) fault processor pl t,
where the virtual page is placed in the faulting processor’s local memory, and (2)
modulo placement, where the virtual page is placed in the local memory of the pro-
cessor given by: (virtual page number) mod (number of processors). Page replacement
has not been given much attention in existing studies, and it is important when using
the FR scheme which needs more memory, and therefore, we study it in detail and
postpone discussion on it until the next section.

To enable fast address translation, each processor has its own TLB and we use a
single-hand clock scheme[64] for TLB replacement. Further, each processor has its
own copy of an indexed page table, the pages of which remain allocated during the
application’s lifetime. In the FR case, each processor has its local copy of any virtual
page, and the page’s entry in the processor’s TLB and page table also pertains to this
local copy, and hence, TLB and page table consistency is not an issue. On the other
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hand, in the NR case, all processors referencing a virtual page share its only physical
page, and the page’s entry in the TLB and the page table of all these processors
pertain to this single physical page. The information in the TLB and page table
that are modified and hence related to the consistency problem are the dirty and the
reference flags. Since our page replacement scheme does not use the reference flag, we
consider only the dirty flag which is used to decide whether a page, on being chosen
to be replaced, needs to be written to the disk. We solve the consistency problem in
the NR case by updating the dirty flag as follows. When a virtual page is written, the
corresponding dirty flag is set in the TLB and the page table of only the processor
issuing the write request. When a page is chosen to be replaced, it is written to the
disk if the dirty flag is set in the TLB or the page table of any of the processors that
referenced it.

We conclude this section by defining terms to denote some of the types of memory
references that can occur during an application’s execution. During the virtual-to-
physical address translation, a processor might find the corresponding mapping in its
TLB, referred to as the TLB hit, or it does not find the mapping in its TLB, but
finds it in its page table, referred to as a page table hit, or it does not find it in both
its TLB and page table, referred to as a fault. We refer to a fault on a virtual page
which is mapped in remote memory as a remote page fault (RPF). We assume that
any physical page returned to the list of free pages is marked as a disk cache page,
and refer to a fault on such a page as a disk cache fault (DCF). Such a disk caching
scheme allows the page to be reused and prevents it from being copied unnecessarily
from the disk. We refer to a fault on a virtual page which is not mapped anywhere

in physical memory as a disk page fault (DPF).

2.3 Page Replacement

Efficient page replacement schemes are important, when providing page-level replica-
tion, because more physical pages are used. This fact is particularly true for appli-

cations with a high degree of data sharing. In this section, we discuss our work on
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Figure 2.1. The software LRU approximation scheme.

page replacement.

2.3.1 CLOCK Scheme

The first scheme we study is the adaptation of the CLOCK algorithm used in the 4.3
BSD UNIX [64]. The CLOCK algorithm periodically resets each page’s reference flag,
thereby making it available for replacement. We conclude that it is preferred over the
LRU algorithm [13] in the 4.3 BSD UNIX, mainly due to the hardware constraints of
the VAX architecture rather than due to its superior performance. Since the CLOCK
algorithm does not use the reference information for a page over a period of time, we

do not study it further.

2.3.2 Software LRU Approximation Scheme

The next scheme we study is the adaptation of the software LRU approximation algo-
rithm. The basic algorithm periodically shifts the reference bit of each physical page
into the most significant bit of the page’s reference counter, whose least significant
bit is discarded (Figure 2.1). The page replacement scheme chooses the page with the

least value of the reference counter. We adapt this algorithm for page replacement
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with a NUMA physical memory as follows. We maintain separate lists for the mas-
ter and the replica pages, and for each page in these lists, we periodically update its
reference counter and reset its reference bit. We also maintain a set of reference coun-
ters, one for each virtual page, and update these counters periodically using either
the hardware reference bits or the reference counters of the corresponding master and
replica physical pages. We allow all the update and the reset intervals to be variable
design parameters. Therefore, the reference information for a virtual page is a com-
bination of its local and remote reference information. In contrast, the adaptation of
software LRU approximation in [59, 18] uses only local reference information. Soft-
ware LRU approximation has the following drawbacks: (1) it is expensive because
the reference counters need to be implemented in hardware for performance reasons,
(2) the overhead of periodically updating all the counters and bits is high, and (3) in

our experience, simulating its operation takes a lot of time.

2.3.3 LRU Scheme

Next, we study the adaptation of the LRU algorithm, which is known to perform
the best for applications that exhibit locality. In the basic LRU algorithm, when
a page is referenced, it is placed at the beginning of the list of active pages. The
page replacement scheme replaces the page at the end of the list, which is the one
least recently used. Clearly, implementing this algorithm in software is too slow to be
practical, while a hardware implementation is too costly. However, even software LRU
approximation needs a hardware implementation for performance reasons. Further,
any approximation to LRU can at best perform as good as LRU, and therefore,
LRU gives a best-case performance estimate. In our experience, it takes less time
to simulate its operation than that of the software LRU approximation. Based on
these considerations, in our study, we develop a new page replacement scheme based
on LRU called LERN, an acronym for LRU Extension for Replicated NUMA memory
management.

We now describe how LERN works in the FR and the NR cases. The state of any
physical page is defined to be free, when it is not allocated to any virtual page, and is
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Figure 2.2. The LERN page replacement scheme.

defined to be replica, when it is allocated for page-level replication and is used locally.
Further, when a physical page is the master copy, its state is defined to be master_L,
master_R, or master_L_R, depending on whether it is used locally, remotely, or in
both places, respectively. Each processor maintains a free list (FL) that contains free
pages, a remote list (RL) that contains master_R pages, and a LRU list (LRUL) that
contains master_L, master_L_R, and replica pages (Figure 2.2). Note that in the case
of NR, LRUL has no replica pages. Tables 2.1 and 2.2 show the state transition
diagram of a physical page when the LERN scheme is used for the FR and the NR

cases, respectively.
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Table 2.1. Page state transition diagram: LERN with full replication.

| Current State | Event | Next State |
free Page replication replica
free DPF master_L
free DPF master R
replica Periodic replacement free
replica Write invalidation free
replica Demand replacement for page replication | replica (New)
replica Swap with master R master_L
replica Demand replacement for DPF master_L
replica Demand replacement for DPF master_ R
replica Swap with master_ R master_L_R
master_L Periodic replacement free
master_L Demand replacement for page replication | replica
master_L Demand replacement for DPF master_L (New)
master_L Demand replacement for DPF master_R
master_L Page replication on a remote node master_L_R
master R Periodic replacement free
master R No more replicas of the virtual page free
master R Demand replacement for page replication | replica
master R Demand replacement for DPF master_L
master_R Demand replacement for DPF master_R (New)
master R Page replication master_R
master R Local page fault master_L_R
master L_R No more replicas master_L
master L_R No local reference master_R
master L_R Page replication master_L_R

LERN for Full Replication

In the FR case, at the end of a reference to a virtual page by a processor, a cor-
responding physical page is found in the processor’s LRUL. Further, each processor
reorders its LRUL on every reference. When LERN is invoked, a page can be replaced
either from the LRUL or from the RL. A page is replaced from the LRUL if it contains
more than a minimum number of pages, which is equivalent to the LRU stack size.
Otherwise, a page is replaced from the RL. If it is decided to replace a page from the
LRUL, master_L_R pages are skipped as long as the number of replica and master_L
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Table 2.2. Page state transition diagram: LERN with no replication.

[ Current State | Event | Next State |
free DPF master_L
free DPF master_R
master_L Periodic replacement free
master_L Demand replacement for DPF | master_ L (New)
master_L Demand replacement for DPF | master R
master_L Remote reference master_L_R
master R Periodic replacement free
master R Demand replacement for DPF | master_L
master R Demand replacement for DPF | master_R (New)
master R Remote reference master R
master R Local page fault master_L_R
master L_R Remote reference master_ L_R
master L_R No local reference master_R

pages is above a minimum value. If a master_L_R page is chosen as the candidate
from the LRUL, it is transferred to the RL after changing its state to master_R, and
the replacement policy on the RL is invoked. Otherwise, a replica or a master_L page
is replaced from the LRUL. The RL replacement scheme replaces the page that has
the least number of replicas, and uses a first-in-first-out rule when there is a tie. The
first replica of the replaced page is made the new master, and in this case, the virtual

page is effectively migrated.

LERN for No Replication

In the case of NR, a virtual page referenced by any processor might be allocated either
in local or in remote memory. While in the former case, the corresponding physical
page is in the local LRUL, in the latter case, it is in the LRUL or the RL of another
processor. To implement exact LRU, each processor, on every reference, needs to
reorder the list (LRUL or RL) in which the page currently referenced is located. It
is obvious that this reordering is costlier in the NR case than in the FR case. The

other option is to reorder only in the case of local references and use a first-in-first-out
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ordering for remote references. When LERN is invoked, a page can be replaced either
from the LRUL or the RL. As in the FR case, a page is replaced from the LRUL, if
it contains more than a minimum number of pages, and from the RL otherwise. In
the former case, master_L_R pages are skipped as long as the number of master_L
pages is above a minimum value. If a master_L_R page is chosen as the candidate
from the LRUL, it is transferred to the RL after changing its state to master_R, and
the RL replacement scheme is invoked. Otherwise, a master_L page is replaced from
the LRUL. The RL replacement scheme replaces the page that is used by the least
number of remote processors. The TLB and the page table entries corresponding to

the replaced page are invalidated in all these processors.

2.4 Method of Study

The technique of simulation has been used extensively to study the memory per-
formance of both uniprocessors and multiprocessors. A given run of a simulator
approximates the execution of an application for a certain data placement scheme
such as cache-line-level replication with sequential consistency maintained using the
WI scheme. One of the key advantages of simulation is the ability to study the
effect of a wide range of parameters at a cost significantly lower than actual imple-
mentation. Two well-known simulation techniques are trace-driven simulation and
execution-driven simulation [65]. In the former approach, the application is modeled
by a global execution order of all its memory references, referred to as its address
trace or just trace. Techniques for collecting such traces as accurately as possible
have been developed (e.g., [66]). A trace-driven simulator simulates the actions that
occur in response to each reference in this global execution order, one reference at a
time. It does not account for changes that can occur to this global execution order
itself due to the placement strategies that are being simulated.

In the case of an execution-driven simulator, the application is modeled not as a
global execution order, but as a set of execution orders, one per processor, each of

which contains an event for every instruction executed by the corresponding processor.
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A time counter is maintained for each processor and is initialized to zero. A given
processor’s time counter is incremented whenever an event from its execution order
is processed. The counter is incremented by the amount of time taken for this event’s
execution, which depends on whether the event is a memory reference or not, and in
the former case, the actions taken by the placement strategy. The simulator chooses
its next event from the execution order of the processor that has the minimum value
of all the time counters. When the values in the time counters of processors coincide,
it makes an approximation by making a random choice. Such a simulation allows
a given processor’s time counter to be incremented by the time taken for actions
of the placement strategy, which are in response to an event from this processor’s
execution order. However, other processors also participate in some of these actions
such as invalidations that occur when the WI scheme is used to maintain consistency
of replicated data. In order to incorporate the time for these actions in the time
counters of the other processors, the time at which these actions took place, relative
to each of these processors is needed, and only approximate values can be assumed for
such cases. Therefore, an execution-driven simulator is only able to approximately
incorporate the changes in the global execution order due to placement strategies.

It is clear that execution-driven simulation is not only time-consuming, but also is
not an accurate simulation of an application’s execution. Further, it requires separate
execution orders for each processor, and additional parameters such as the time taken
to execute each type of instruction. The additional accuracy offered by such a simu-
lation over trace-driven simulation is at the cost of extra complexity, and is justified
only if it is necessary to measure the execution time as accurately as possible. As dis-
cussed in the next section, we measure performance not by the execution time, but by
a metric that needs only the number of memory references for each type of reference.
Due to these considerations, we use trace-driven simulations in our study. Indepen-
dently, Bolosky et al. [43] also use a trace-driven simulator to study the relationship
between page-level migration and hardware parameters when providing a SVM in a
NUMA multiprocessor. They measure performance by the mean cost per reference,

which is similar to one of our measures of performance. Further, they compare re-
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sults obtained for simulations on traces which are generated by arbitrarily perturbing
a given global execution order. They conclude that ignoring the perturbation caused
by the placement strategies does not influence the results obtained.

Our simulator is written in Gnu C++ and its input parameters include the TLB
size, the number of processors, the number of physical pages, the page size, the
number of address bits, and the parameters related to the LERN scheme and the
various schemes for the other problems involved in providing a SVM. Its output
includes various statistical data such as the number of page replacements and the
number of memory references for each reference type, which can be measured at

various points of the simulation run.

2.5 Performance Metrics

Since the goal of data placement is to minimize the data access time, our key mea-
sure of performance is the effective memory access time (EMAT), which is the mean
memory access time for the application averaged over all its memory references. The
access time for a given memory reference depends on the type of the reference and
the placement strategy used. For example, if a reference causes a disk page fault,
then its access time includes the time to transfer the page from disk to memory. If
the reference causes a remote page fault and page-level replication is used, the access
time includes the time to allocate a page in local memory and the time to initialize
the allocated page from the master which is allocated in remote memory. The EMAT

is given by:

Data consistency time + 3 oference { No. of references x Access time}

type
2.1
Total no. of references (2.1)

As mentioned in the previous section, our simulator records the number of references
that occur in each reference type category. We derive the access times taken by

various types of references in terms of parameters that characterize the hardware
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Table 2.3. Parameters.

dfos Disk fault kernel lookup
dmc Disk to memory copy
inval Write invalidation

lern LERN scheme

local Local memory access
multicast | Write update

ptl Page table level

remote Remote memory access
remwr Remote master write
rlc Remote to local copy
rpfos Remote page fault kernel lookup

Table 2.4. TLB hit accesses.

| Page location | Access time

Local tiocal
R'emOte trem ote

t, represents the time it takes.

and also those that represent the software overheads. These parameters are listed in
Table 2.3, and for each parameter p, n, represents the number of times it occurs and
The expressions for the access times are enumerated
in Tables 2.4 through 2.8. Table 2.9 lists the time taken to maintain consistency of
data for all the memory references, where t,,,1ticast 1S normalized to t,emote-

Our second performance measure is the parameter overhead, which is a measure of

Table 2.5. Page table hit accesses.

| Page location | Access time |

Local

Remote Nptitiocal + tremote

nptltlocal + tiocal
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Table 2.6. Remote page fault accesses.

Replicate? | Master | Replica | LERN Access time
Locn. Locn. Replica?
Yes Remote | Local | No Nptitiocal + trpfos + tric + tiocal
Yes Remote | Local Yes nptltlocal + ,trp]os + tric + tiocal + tiern
Yes Local Local NA nplltlocal + trpfos + tiocal
No Local Local NA nptltlocal + trp]oa + tlocal
No Remote | Remote | NA Nptitiocal + trpfos + tremote

Table 2.7. Disk cache fault accesses.

Replicate? | Master | Replica | LERN Access time
Locn. Locn. Replica?
Yes Remote | Local No Nptitiocal + Ldfos + tric + tiocal
Yes Remote | Local Yes nptltlocal + tdfoa + trlc + tlocal + tlern
Yes Local Local NA Nptitiocal + tdfos + tiocal
No Local Local NA Nptitiocal + tdfos + tiocal
No Remote | Remote | NA Nptitiocal + tdfos + tremote

the influence of a particular parameter on the EMAT. By using Tables 2.4 through 2.9
in Eq. 2.1, the EMAT can be expressed as:

No. of times the parameter Time for
X all X

parameters | appears in the total access time the parameter

Total no. of references

Therefore, the overhead of a particular parameter p is given by:

No. of times p appears .
X { Time for p }
in the total access time

EMAT x Total no. of references
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Table 2.8. Disk page fault accesses.

Repli- | Master | Replica | LERN | LERN Access time
-cate | Locn. Locn. Master | Replica?
Yes Remote | Local No No Nputiocal + tdfos + tdmet+
trlc + tlocal
Yes Remote | Local No Yes Nputiocal + tdfos + tame+
trlc + tlocal + tlern
Yes Remote | Local Yes No Nptitiocal + tdfos + tamc+
trlc + tlocal + tlern
Yes Remote | Local Yes Yes Nptitiocal + tdfos + tdmc+
tric + tiocal + 2(tiern)
Yes Local Local No NA nptltlocal + tdfoa + tame + tiocal
Yes Local Local Yes NA Nptitiocal + tdfos + tame+
tlocal + tlern
No Local Local No NA Nptitiocal + tdfos + tame + tiocal
No Local Local Yes NA Nptitiocal + tdfos + tamc+
tlocal + tlern
No Remote | Remote | No NA Nputiocal + tdfos + tame + tremote
No Remote | Remote | Yes NA Nptitiocal + tdfos + tamet+

tremote + tIern

Table 2.9. Time to maintain consistency of data.

[ Consistency scheme | Replicate? | Data consistency time

WI
WI
WU
WU

Yes
No
Yes
No

tinualninual + tremote Nremwr

o s O

remotetmulticastMmulticast + tremoteMremwr
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DOSEQ S,
Initialize A
S END DOSEQ
DOSEQ S3 K= 1 TO m
DOALL S3 I =1 TOn
DOALL S4 J =1 TOn
A(I,J) = 0.25 * (A(I-1,J) + A(I+1,J) + A(I,J-1) + A(I,J+1))
Sa END DOALL
S END DOALL
S; END DOSEQ
DOSEQ S;
Output A
Ss END DOSEQ

Figure 2.3. Application parallel iterative solver.

2.6 Workload

The workload for our simulations consists of synthetic traces as well as address traces
of actual applications. We input synthetic traces of well-known reference patterns
to the simulator, and test the validity of the simulator by comparing its output
to the expected output. One of the actual application address traces used in our
study is collected by executing the Particle-In-Cell benchmark on an Alliant emulator
for an eight-processor configuration [67], and we refer to it as application PIC. We
also consider the class of applications which solve partial differential equations using
iterative methods [68], and develop a program to generate the address trace for the
case of a two-dimensional problem with a 5-point stencil, the typical code for which
is shown in Figure 2.3.

Here, each outermost loop iteration (corresponding to S;) uses the results of the

previous iteration and hence must be executed sequentially. However, the iterations
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Figure 2.4. Different methods of data layout for a 4 x 4 array partitioned into four
partitions.

of the two inner loops (corresponding to S3 and S4) can be executed in parallel. Since
this application involves communication only with the nearest neighbors, we refer to
it as application near neighbor.

The inputs to the program that generates the address trace for application near
neighbor include the array size, the number of processors, the virtual page size,
number of array elements per virtual page, and the layout of the array elements in
the SVM. The address trace corresponds to a rectangular partitioning of the array
elements among the various processors, each of which processes the elements allo-
cated to it in a row-wise manner. We do not include the references corresponding to
initialization, termination, and synchronization, when generating the address trace,
because for the purposes of our study, it is sufficient to record the read and the write
references corresponding to the computation. We also assume the presence of an
instruction cache and therefore ignore instructions.

We study three schemes for laying out the array A in the SVM, out of which the
row major and the column major schemes layout the array elements in row major
and column major form, respectively. We refer to the portion of the array which
is assigned to each processor as a block, and the block major scheme lays out ar-

ray elements that belong to different blocks in separate regions of the SVM. These
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schemes are illustrated for an example in Figure 2.4, where the number assigned to
each array element is its virtual address. We refer to the three address traces gen-
erated due to these three schemes as applications near neighbor/row major, near
neighbor/column major, and near neighbor/block major, respectively. The be-
havior of the first two applications are similar, except that the latter incurs more
page faults because the array elements are processed row-wise and the layout of the
data is in the column major form. Therefore, we do not consider application near

neighbor/column major further in our study.

2.7 Experimental Results

Our objective is to study the interaction of page-level replication with hardware pa-
rameters and with page reference patterns created by various data layout schemes,
and hence, we consider the FR and the NR placement strategies. Since replication
is used to alleviate the high cost of accessing remote memory, we choose the ratio of
the times to access remote and local memories (R) as a variable hardware parame-
ter. Further, since replication needs more memory, we choose the number of pages
allocated to the application as another variable hardware parameter. The number
of pages is varied to cover both the low page range region, where there are a lot
of disk page faults and the high page range region, where increasing the number of
pages further did not lead to an improvement in performance. We use the applica-
tions PIC, near neighbor/row major, and near neighbor/block major to study
various page reference patterns.

We now outline the fixed parameters used in our experiments. We conduct detailed
experiments and conclude that for our workload, the fault processor scheme is better
than the modulo scheme for initial page placement, and also, the WU scheme is
better than the WI scheme to maintain consistency. Therefore, we choose the fault
processor scheme and the WU scheme as fixed parameters. The values for the other
fixed parameters are listed in Table 2.10. These values are typical of the TC2000

multiprocessor and are all normalized to the local memory access time t;,.,, which
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Table 2.10. Fixed parameters.

[ Parameter p | ¢, (unit tocq1) |

rpfos 100
dfos 100
rlc 560
dmc 40000
lern 500
multicast tremote

is assumed to be 0.5 us. We assume a disk access time of 20 ms and choose values
for the software overhead to process various types of references and that for the LERN
scheme based on the fact that the operating system’s data is distributed evenly across
all memory modules. The value of t,¢more for the multicast operation that enforces
the WU scheme is based on the assumption that all remote updates can take place
simultaneously, which might not be true always. As we will see, our results are in
fact strengthened when this assumption, which favors the FR case, does not hold.
We now discuss the results of simulations conducted with these fixed and variable
parameters in terms of the performance metrics (EMAT and parameter overhead)

defined earlier.

Application near neighbor/row major

Figures 2.5 through 2.8 show the parameter overhead versus the number of pages for
R = 2 and R = 10, for both the FR and the NR cases. The parameter overhead
graphs for the FR case can be divided into the low page range, the high page range,
and the transition range regions. The overhead due to the LERN scheme, which is
invoked in the low but not in the high page range region, causes the transition range
region. The insignificance of this overhead in the NR case, because of infrequent page
replacement, eliminates the transition range region in the corresponding graph. When
the number of pages and R are both low (R = 2), disk page faults constitute the major
overhead for both the FR and the NR cases. At high values of R (R = 10), remote
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Figure 2.5. Parameter overhead (%) vs. No. of pages (FR/R=2/near neighbor/row
major)

accesses share the overhead with disk page faults for the NR case. However, disk page
faults still constitute the major overhead for the FR case, as replication reduces the
number of remote accesses. When the number of pages is high, disk page faults are
the minimum possible for both the FR and the NR cases. In the case of FR, local
memory accesses account for a major share of the overhead, which is desirable because
our goal is to make the EMAT as close to tjoca1 as possible. Therefore, multicast and
remote master writes constitute the major overhead and their share is more for higher
values of R (R = 10). Remote accesses constitute the major overhead in the NR case
for both high and low values of R.

The EMAT for the FR and the NR cases are shown in Figures 2.9 and 2.10,
respectively. The steep slope corresponds to the transition from the low page range
region to the high page range region. When both the number of pages and R is
low (R = 2), the FR case incurs lots of LERN invocations and remote page faults, and

therefore, its EMAT is worse than that for the NR case. When R is high, these factors
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Figure 2.6. Parameter overhead (%) vs. No. of pages (NR/R=2/near neighbor/row
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Figure 2.7. Parameter overhead (%) vs. No. of pages (FR/R=10/near
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Figure 2.8. Parameter overhead (%) vs. No. of pages (NR/R=10/near
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are overshadowed by the remote accesses in the NR case, and hence, the EMAT for
the FR case is better than that for the NR case. When the number of pages is high,
the EMAT graph flattens after a certain number of pages, the actual number being
smaller for the NR case than for the FR case. Again, for R = 2, the reduction in the
EMAT for the FR case from that for the NR case is small, while it is significant when
R>2.

The best values of the EMAT occur in the high page range region for both the
FR and the NR cases. The dominant parameters that affect the EMAT then are
the remote accesses for the NR case and the remote master writes and the multicast
for the FR case. Right now, pages are migrated only during certain types of page
replacement, which are absent in the high page range region. Explicit page-level
migration can reduce the number of remote master writes and remote accesses, and
therefore, reduce the EMAT. Further, efficient multicast algorithms can reduce the
multicast overhead and reduce the EMAT for the FR case. These results show that the

effectiveness of replication depends on hardware parameters such as R, the available
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physical memory, and the overhead of maintaining consistency.

Application near neighbor/block major

Figures 2.11 through 2.14 show the parameter overhead for R = 2 and R = 10, as the
number of pages is varied, for the FR and the NR cases. As in the row major case,
the overhead graphs for the FR case can be divided into the low page range, the high
page range, and the transition range regions. The overhead due to page replacements
is present when the number of pages is low and absent when it is high, and hence
the transition range region in the FR case. The infrequent page replacements in the
NR case eliminates the transition range region in the corresponding graph. When
the number of pages is low, disk page faults constitute the major overhead for both
R =2 and R = 10, for both the FR and the NR cases. When the number of pages is
high, for both the FR and the NR cases, disk page faults are at their minimum and it
is desirable for the local access overhead to be high. Therefore, multicast and remote
master write are the dominant parameters for the FR case, while remote access is the
dominant factor for the NR case, for both R = 2 and R = 10.

The EMAT for the FR and the NR cases are shown in Figures 2.15 and 2.16,
respectively. The steep slope corresponds to the transition from the low page range
region to the high page range region. In all cases, EMAT flattens in the high page
range region after a certain number of pages; this number is less for the NR case than
for the FR case. The difference between this number for the FR and the NR cases is
higher for the block major scheme than the row major scheme. Further, the EMAT
for the NR case is better than that for the FR case, for all values of R and for the
entire page range. The lower EMAT is because the block major scheme results in
fewer shared pages and consequently, when the number of pages is high, the overhead
for remote access in the NR case is less than that for multicast and remote master
write in the FR case. Again, as in the row major case, the EMAT can be improved

by explicit page-level migration and efficient multicast algorithms.
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Layout of Data: Row Major vs. Block Major

The row major scheme creates virtual pages with a higher degree of sharing than
the block major scheme and hence, needs more memory for the FR case. Further,
in the address trace for the row major scheme, the leftmost processor references a
given row’s virtual page first. This fact combined with the fault processor scheme
leads to more pages being used by the leftmost processor. Therefore, application
near neighbor/row major needs more memory for the NR case also. On the other
hand, with the block major scheme, processors access virtual pages within their block,
except when processing the border array elements, and consequently, need fewer pages
for both the FR and the NR cases. Therefore, in both cases, the transition from the
low page range region to the high page range region occurs at fewer pages with the
block major scheme than with the row major scheme.

The best EMAT for the row major scheme occurs for the NR case when R = 2
and for the FR case when R > 2. On the other hand, for the block major scheme,
the best EMAT occurs in the NR case for all values of R. When R = 2, the remote
access overhead is lower for the block major scheme when compared to that for the
row major scheme. When R > 2, the remote access overhead for the block major
scheme is less than the remote master write and multicast overhead for the row major
scheme. Therefore, the best EMAT for application near neighbor occurs with the
block major and the NR schemes, and in addition, this combination uses the least
amount of memory. These results underscore the fact that proper layout of data in

the SVM can simplify data placement.

Application PIC

Figures 2.17 through 2.20 show the parameter overhead for R = 2 and R = 10, as
the number of pages is varied for both the FR and the NR cases. For both high and
low values of R in the FR case, disk page faults constitute the major overhead in
the low page range region, and multicast and remote master writes constitute the

major overhead in the high page range region. On the other hand, in the NR case,
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remote accesses constitute the major overhead for all values of R and in the entire
page range, indicating a high degree of sharing in application PIC.
The EMAT for the FR and the NR cases are shown in Figures 2.21 and 2.22,

respectively. The slope corresponds to the transition from the low page range region

to the high page range region. The EMAT graph flattens in all cases after a certain
number of pages, the number of pages being fewer in the NR case than in the FR case.
The fact that more pages are needed in the FR case concurs with the earlier statement
that there is a high degree of sharing in application PIC. While the EMAT for the
NR case is better than that for the FR case by a very small margin when R = 2,
when R > 2, EMAT for the FR case is better than that for the NR case. Therefore,
we conclude that the sharing in application PIC is mostly-read, as otherwise, the
overhead of multicast would have made the EMAT for the FR case much higher. In
summary, when R is high, FR can improve the EMAT for an application with a high
degree of mostly-read sharing.
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Conclusions

Our experiments show that whether to use page-level replication or not must be de-
termined based on hardware parameters related to replication. While full replication
does not provide a substantial performance improvement over no replication when
remote memory accesses are relatively inexpensive, it improves performance when
they are expensive. Further, since full replication needs more physical memory, when
it is used for an application with a lot of shared data, insufficient physical memory
can lead to performance loss due to disk page faults. When data is fully replicated
and sufficient physical memory is available, the performance is limited by the time
taken to keep data consistent. In essence, the choice of the data replication strategy
should be adaptive to hardware parameters such as the remote memory access time,
available physical memory, and the time it takes to make data consistent.

Our experiments also show that a page’s reference pattern determines whether it
should be replicated or not. When the sharing of virtual pages is low (application near

neighbor/block major), performance is the same with and without replication. On
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the other hand, when the sharing is high (applications PIC and near neighbor/row
major), the best performance is achieved when pages are fully replicated. Further,
the amount of sharing determines the physical memory needed to ensure that there
are no disk page faults. In the presence of sufficient physical memory, performance of
replication is determined by the overhead of maintaining consistency, which is directly
related to the amount of sharing of a page.

Further, we find that the layout of data in the SVM influences which placement
strategy provides a better performance. A data layout strategy that reduces the
sharing of pages can eliminate the need for complex placement strategies. With
proper layout of data, our experiments show that the performance of an application
with and without replication is the same. We therefore conclude that proper data
layout can simplify data placement.

In related work, Bolosky et al. [43] have concluded that page-level migration
schemes need to be adaptive to hardware parameters that are related to migration.
Also, LaRowe et al. [53] have developed a parameterized page placement scheme which
can be adapted to hardware parameters and application reference characteristics by

varying parameters.

2.8 Summary

In this chapter, we presented the results of our study which aims at identifying the
limitations of existing block-level placement strategies. We establish that for perfor-
mance reasons, page-level replication strategies must be adaptive to certain hardware
parameters of the NUMA multiprocessor and also to the page’s reference pattern.
These results apply to other block-level placement strategies as well. It is tedious
for the applications programmer to obtain by trial and error the placement scheme
that performs the best for a given application and a specific NUMA multiprocessor.
Further, in the absence of help from the compiler or the applications programmer,
the runtime overhead of adaptive placement schemes is high. Also, the results of our

study demonstrated how the compiler can play a role in simplifying data placement by
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proper data layout in the SVM. These factors motivate our work on compiler-assisted

data placement which is covered in detail in the following chapters.



CHAPTER 3

COMPILER-ASSISTED DATA
PLACEMENT

In this chapter, we present our approach to compiler-assisted data placement when
providing a shared virtual memory (SVM) in a NUMA multiprocessor. First, we
motivate the need for the compiler to assist in placing data in memory, and then
demonstrate that such help is necessary at all levels of the memory hierarchy. In
order to assist data placement, the compiler needs information about the reference
pattern of the SVM, and therefore, we next identify the various factors that determine
this reference pattern. Then, we present our design of a compiler that assists data
placement by using information about these factors. Next, we present our algorithms

to determine this information, and finally we conclude by discussing related work.

3.1 Motivation

Proper data placement is important to reduce the performance degradation due to
non-local memory accesses when providing a SVM in a NUMA multiprocessor. Data
placement can be either static or adaptive depending on whether a fixed strategy
is adopted or not. For example, a static page-level placement strategy replicates
any referenced page while an adaptive strategy might replicate a page depending
on the number of processors sharing it. Studies on block-level placement schemes

have concluded that in order to achieve a high performance, such schemes must be
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adaptive to related hardware parameters [43, 41, 42, 53] and also to the reference
pattern of the block in question [29, 46, 41, 42, 53|. Previous studies have made it
straightforward to choose an adaptive block-level placement strategy once the block’s
reference pattern is known. For example, Bennett et al. [29, 46] identify different types
of data objects that occur in typical applications, and propose adaptive placement
schemes for these objects. A read-only object is only read and never written, a mostly-
read object is read more often than it is written, and a migratory object is shared by
various processors in a round-robin fashion. Read-only and mostly-read objects can
be replicated while migratory objects can be migrated.

Such adaptive placement schemes can be implemented only if the reference pat-
tern is known, and this information can be gathered either at compile-time or during
runtime. Examples of the latter case are page-level placement schemes reported in
(15, 16] which maintain each page’s reference history. In addition to space overhead,
such schemes also incur time overhead because they frequently re-evaluate their de-
cisions in order to ensure proper placement of pages whose reference patterns change
rapidly. Such frequent re-evaluations, however, cause unnecessary overhead for pages
whose reference pattern remains unchanged or changes infrequently. Further, these
schemes can make proper placement decisions only if the past reference history is an
accurate predictor of future references. LaRowe et al. [69] demonstrate that these
schemes can benefit from hints in an application about changes in page reference pat-
terns. Further, our study [41, 42] shows that simple reference patterns can simplify
placement schemes. It is difficult for the applications programmer either to ensure
that the reference patterns are simple or to provide hints about the reference pattern.
It is therefore important to develop techniques that enable the compiler to achieve
these objectives, when possible.

Another problem that limits the performance of block-level placement strategies is
false sharing of blocks. We shall illustrate the problem by considering the application
shown in Figure 3.1, which we use for illustration throughout this chapter. Assume
that p processors are allocated to the application and that loop 5; is parallelized by

allocating consecutive sets of iterations to these processors. Further, the elements of
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Initialization

DOS; I=1TOn
A(I) = B(I) + C(I)
S, END DO

DO S; I=1T0Om
A(I) = D(I) + E(I)
S, END DO

DO S;I=1T0q
F(K(I)) = G(I) + H(I)
S;  END DO

Termination

Figure 3.1. An example of a sequential application.

the array variables are laid out consecutively in the SVM. Then, for certain values
of the block size s, it is possible for data elements which are exclusively accessed by
different processors to reside in the same block (cache line or page), thus making it
falsely-shared. For example, false sharing of certain blocks occurs when n = 1000,
p = 10, s = 32 bytes, and each data element occupies four bytes, because each
processor exclusively accesses 100 consecutive elements and a block contains eight
elements.

Block-level placement strategies consider every processor that references at least
one of the elements of a given block as one that shares the entire block. Hence, they
consider all data elements of a falsely-shared block to be actually shared by proces-
sors referencing any of these data elements. Consider the situation when such a block
is replicated and sequential consistency is maintained using the write-update (WU)

scheme. On a write operation to a given data element, all copies of the block contain-
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ing this data element are updated, even though some of the processors owning these
copies will never reference this element. Though weaker consistency models such as
release consistency reduce the frequency of updates, they also incur the performance
loss due to unnecessary updates of falsely-shared blocks on a release operation. A
write-invalidate (WI) scheme on the other hand causes unnecessary invalidations and
subsequent misses. Alternatively, if this block is migrated among the local memories
of interested processors, there is a ping-pong effect due to repeated invalidations and
transfers. Instead, if the block is placed statically in a given processor’s local memory,
every other processor referencing any of its data elements incurs the cost of accessing
it remotely.

Studies on caching in multiprocessors [48, 49, 50] have found that as the size of
the cache line is increased, the number of cache misses decreases up to a certain line
size, after which it increases. The initial reduction in cache misses is credited to
prefetching facilitated by a larger block, while the subsequent increase is attributed
to the higher degree of false sharing in a larger block. Since a page is much larger
than a cache line, the potential of it being falsely-shared is correspondingly higher.
Therefore, when NUMA multiprocessors lacking hardware cache consistency provide
page-level placement schemes, it is important to eliminate the false sharing of pages,
as rightly emphasized in [43, 69]. Our study [41, 42] also shows that proper layout
of the data in the SVM reduces false sharing of pages and therefore simplies their
placement.

One can argue that the performance loss due to false sharing can be minimized
by reducing the granularity of placement operations. For example, in the KSR1 [6],
each page is divided into several sub-pages, and the hardware provides replication
with sequential consistency at a sub-page-level. The granularity of placement oper-
ations can also be reduced for software placement schemes. This reduction can be
achieved either using hardware features for locking sub-pages such as that provided
by the IBM’s RISC System/6000 [70] or by maintaining software flags for each sub-
page. However, the reduced block size in such an approach diminishes the benefits of

prefetching. The reason large blocks provide the benefits of prefetching and do not
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suffer false sharing in uniprocessors is because they contain data elements which are
all referenced by a single processor. Similar results can be achieved in the case of
multiprocessors if it is ensured that the blocks are not falsely-shared, irrespective of
their size. Our study [41, 42] shows that false sharing of blocks can be reduced or
eliminated by proper layout of data in the SVM, but it cannot be easily done by the
applications programmer. Hence, it is important to develop techniques that enable
the compiler to do it.

Another approach to solving the false sharing problem is to allow blocks to be
falsely-shared, but invoke placement operations only when they are actually required.
For example, consider one of the blocks belonging to array A when the loop S; of
Figure 3.1 is parallelized as mentioned earlier. The data elements of this block are
each exclusively written by a single processor. When such a block is replicated, it is
sufficient to maintain consistency at the end of the loop, not for every write operation
within the loop. In the case where data elements of a block are shared by different
sets of processors, it is sufficient to maintain consistency of data elements which are
actually shared, not the entire block. SSVM [23] and Munin [24] solve the false sharing
problem in this manner, but they require the applications programmer to specify
information about the reference behavior of data objects. It would be better if this
information is provided by the compiler instead.

These factors motivate our work on compiler-assisted data placement when pro-
viding a SVM in a NUMA multiprocessor. There is some additional compile-time
overhead when applying our techniques that assist data placement. This overhead,
however, is not as critical as the runtime overhead of adaptive placement schemes
which have no help from the compiler or the applications programmer. In addition,
the overhead can be amortized over several runs of the application. It is also com-
pensated by the ease of programming for the applications programmer who neither
needs to layout the data properly nor provide information about the reference pat-
tern. Finally, since the compiler can provide reasonably accurate information about
the reference pattern in most situations, there is a high potential of improvement in

runtime performance.
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3.2 Data Placement and the Memory Hierarchy

The problem of data placement in NUMA multiprocessors has been addressed both
by hardware cache-line-level protocols and software page-level placement strategies,
which are provided at the cache and main memory levels of the memory hierarchy,
respectively. In this section, we show that even when data is cached and hardware
cache consistency is provided, proper page-level placement in the main memory is
important, because it reduces remote page accesses that occur during cache line re-
placements, cache misses, and certain consistency operations. Therefore, techniques
for compiler-assisted data placement should provide assistance to place data at all
levels of the memory hierarchy.

We now derive an expression for the performance degradation in the absence
of page placement, when data is cached. For simplicity, we ignore main memory
accesses for cache consistency operations and cache line replacements, and measure
performance by the EMAT, which we defined in Chapter 2. We ignore the time
taken to service TLB hits and misses, and further, assume that there are no disk
page faults. Therefore, a memory reference can result in a cache miss or a cache hit,
and in the former case, the cache line is fetched either from remote or local memory,
depending on where the corresponding page is located. We assume that the cache line
is one word long and we also do not consider the times involved in page replication
or migration when the page is absent in local memory.

Let tcaches tiocal, and tremote be the times to access a single word in the cache, local,
and remote memory, respectively, and let L = t;,ca1/tcache and R = tremote/tcache-
Let h. and h; be the cache and the local memory hit ratios, respectively, and p
be the number of processors allocated to the application. We measure the EMAT,
normalized to t.,ch.. In the presence of page placement, a cache miss is serviced from

local memory with a probability of k;, and therefore, the EMAT is given by:

EMATwith_page_placemcnt = hc + (1 - hc)(L X hl + R(l - hl)) (31)

In the absence of page placement, a cache miss has equal probability of being serviced
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Figure 3.2. Performance degradation with caching and without page placement.

from the local memory of any of the processors. Therefore, the EMAT is given by:

EMATwithout_pagc-placemcnt = hc + (1 - hc)(L/p + R(p - 1)/p)) (32)

The performance degradation in the absence of page placement A(h,, h;) is given by:

EMATwithout.page_placement - EMATwith_page_placemcnt

A (he, b)) = 3.3

( I) EMATwith_page-placement ( )
Substituting Equations 3.1 and 3.2 in Equation 3.3, we get

A (hm hl) _ (1 - hc)(hl - l/p)(R — L) (34)

" he+ (1 =h)(L x ki + R(1 — hy))

Equation 3.3 provides us information about the relationship of the performance
degradation A(h., h;) with various parameters. For example, when there are no cache
misses (h, = 1) or when the main memory access time is uniform (R = L), or when
the local memory hit ratio equals the random placement hit ratio (k; = 1/p), there

is no performance degradation in the absence of page placement. Equation 3.3 gives
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a value of zero for A(h,, hi) for each of these cases. For a given value of h;, A(k,, ki)
increases as h, decreases. For a given value of h., A(h, h;) increases as h; increases.
As the number of processors increases, the choice made by the random placement
scheme becomes worse, and A(h,, h;) increases. The larger the values of L and R,
the higher the performance degradation. Figure 3.2 shows how A(h,, h;) varies as h,
and h; are varied, fo; fixed parameters of L = 4, R = 16, and p = 10. It is seen that
even for high cache hit ratios (.90-.98), the performance degradation in the absence
of page placement is quite high (20-80%).

Our analysis does not include the additional memory access involved in case a
cache line needs to be replaced to service a cache miss. Such replacements occur
for a fully utilized cache in the steady-state condition, and the benefits of proper
page placement will be even higher under such conditions. We conclude that proper
page placement is important even when data is cached and therefore, techniques for
compiler-assisted data placement should be designed to help place data at all levels

of the memory hierarchy.

3.3 Reference Pattern of the Shared Virtual
Memory

Data placement strategies require information about the reference pattern of the var-
ious portions of the SVM. As a first step toward compiler-assisted data placement,
we identify the various factors that determine this reference pattern. The applica-
tion’s code and data are allocated virtual space in the SVM. The portion of the SVM
that contains the application’s code is only read and never written. The area con-
taining the application’s data can be allocated statically or dynamically. It is not
possible to determine at compile-time the reference pattern of the area which is al-
located dynamically, and hence, we do not discuss it further. The area allocated for
statically-declared variables can contain array, scalar, and synchronization variables.
The reference pattern of a synchronization variable depends on the method of syn-

chronization. The various factors that determine the reference pattern of scalar and
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array variables are shown in Figure 3.3.

Here, control partitioning refers to the distribution of the work of a parallel appli-
cation among the various allocated processors. For example, loop S; in Figure 3.1 can
be control-partitioned by assigning to each processor a distinct set of the values taken
by the loop index I. A data reference refers to any reference to a data element in the
program. A data reference can be a scalar or an array reference and an example of the
latter is A(I) which appears in loop S). In this array reference, the value of I deter-
mines which element of array A is referenced, and since A(I) appears on the left hand
side of the program statement, the corresponding element is written. On the other
hand, array reference B(I) in the same loop appears on the right hand side and hence
the element referenced by it is read. When the iterations of loop S, are partitioned
as mentioned above, each processor executes instances of the array references A(I),
B(I), and C([I) corresponding to its assigned values of I. The data reference pattern
of array variables are influenced by these factors and a similar discussion applies to

scalar variables as well. Hence, control partitioning and the nature of data references
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in the code together determine each data element’s reference pattern and hence, that
of its virtual address.

The layout of data determines which data elements reside in a given block of the
SVM such as a page or a cache line. Therefore, the reference pattern of each block
is influenced by that of the data elements it contains. In addition, it is influenced by
various runtime factors which include replacement and placement schemes, the syn-
chronization needs of the application, and contention for hardware resources such as
the interconnect, memory module, and the memory port. These factors do not change
the number of read and write references in the user state by the various processors
to each block in the SVM, but change only the order in which these references occur.
It is difficult at compile-time to accurately predict and incorporate the perturbation
to the reference pattern due to these runtime factors. Also, we do not think that
this perturbation is significant enough to warrant a change to the placement strategy
of a block chosen based on its reference pattern in the absence of this perturbation.
Hence, we ignore these runtime factors when developing techniques that assist data
placement.

In general, the nature of references to data elements is different in various parts
of the program. Further, control partitioning is different for various loops of the
application. Hence, the data reference pattern changes with time during the execution
of a parallel application and so does the reference pattern of the SVM. For example,
the reference pattern of the elements of array A can be different in loops S; and S;
in Figure 3.1, for some combination of the values for n and m and certain methods

of control-partitioning the iterations of these loops.

3.4 Design of the Compiler

In this section, we outline our design of a compiler that assists data placement. We
present our design by considering the various factors that influence the reference

pattern of the SVM (Figure 3.3), and also other factors.
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DOSEQ
Initialization
END DOSEQ

DOALL S; I =1 TO n
A(I) = B(I) + C(I)
S, END DOALL

DOALL S; I = 1 TO m
A(I) = D(I) + E(I)
S,  END DOALL

DOSEQ S3 I =1 TO q
F(K(I)) = G(I) + H(I)
Ss  END DOSEQ

DOSEQ
Termination
END DOSEQ

Figure 3.4. An example of a parallel application.

Application Programmer Interface

The applications programmer writes the application‘ either in a sequential language
or in a parallel language. In the former case, the application is converted into a
parallel application as done by parallelizing compilers [71, 72, 73, 74, 75]. In both
cases, the parallel application consists of several code segments. We define a code
segment to be sequential if it is executed by a single processor, and parallel if it is
executed by more than one processor. A parallel code segment contains DOALL loops

[73] in which all iterations are independent and can be executed in parallel and in
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any order without any synchronization, or DOACROSS loops [73] in which there are
dependencies among different loop iterations. Barrier synchronization operations are
inserted after each parallel code segment. For example, the sequential application in
Figure 3.1 can be converted into a parallel application shown in Figure 3.4, where

DOSEQ refers to a sequential code segment.

Control-Partitioning

As shown in Figure 3.3, in order to determine the reference pattern of the SVM
and assist data placement, the control-partitioning information needs to be available
at compile-time. In general, loop iterations can be partitioned either at compile-
time (static scheduling) or during runtime (dynamic scheduling). Though dynamic
scheduling policies such as self-scheduling [76], guided self-scheduling [77], trapezoidal
self-scheduling [78], and factoring [79] may reduce processing time, they do not allow
the data reference pattern to be determined at compile-time. With processors getting
faster relative to memory, the time spent on memory accesses constitute the major
fraction of the execution time and must be reduced for good performance, particularly
for NUMA multiprocessors. Also, Abraham and Hudak [80] control-partition iterative
parallel loops at compile-time in order to reduce interprocessor communication, and
show that the performance is better than guided self-scheduling. It is precisely for
the same reason that compile-time data partitioning techniques e.g., [81, 82], have
been studied for message-passing NUMA multiprocessors. Therefore, we consider
compile-time partitioning of the loop iterations.

In our compiler that assists data placement, for the general case, the applications
programmer specifies the control-partitioning of iterations for each parallel code seg-
ment. This requirement is similar to the need for the applications programmer to spec-
ify the data partitioning in languages such as FORTRAN-D [83] for message-passing
NUMA multiprocessors. For specific cases, our compiler uses heuristics, which are
derived from studies in the area of either parallel algorithms [84, 68] or compile-time

control-partitioning of iterations [80].



71

Data References

In order to assist data placement, the compiler should also be able to resolve data
references. We develop new algorithms as well as extend existing dependence analysis
techniques (surveyed in [85, 86]) to resolve data references, as discussed in detail in the
next section. It is not possible, however, to resolve data references that are functions
of values which are unknown at compile-time. For example, the data references in the
loops in Figure 3.1 cannot be resolved when the loop upper bounds n, m, and ¢ are
unknown at compile-time. Even if the loop upper bound ¢ is known at compile-time,
it is not possible to resolve the array reference F(K(I)) in loop S3. Another condition
under which the data reference pattern cannot be determined at compile-time is when
processors execute code conditionally and the condition depends on the input data.
An example is the QR factorization application in which processors choose a column of
an array that has the maximum sum of the square of its elements. Note however that
the applications programmer also cannot resolve these references which are dependent
on values known only during runtime. We propose that the compiler try to resolve
such references using profiling as in IMPACT [87]. If profiling does not help either, then
the corresponding data reference pattern cannot be determined and consequently, the

compiler cannot assist in placing data for related portions of the SVM.

Temporal Variation of Reference Pattern

We represent the reference pattern of a data element in a given code segment by the
processors that read and those that write the data element in this code segment. We
take care of the temporal variation of the reference pattern by using this representa-

tion individually for each code segment.

Assistance in Data Placement

The algorithms we discuss in the next section can be used to determine the type and
the reference pattern of the data in each code segment. We use this information to

assist data placement by means of compile-time objects which contain data of the
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program — {code segment}*

code segment — sequential code segment | parallel code segment
sequential code segment — sequential code | placement directives
parallel code segment — Nested DOALL | Nested DOACROSS

Figure 3.5. A model of a parallel application with placement directives.

same variable type and similar reference patterns. These objects assist data place-
ment at all levels of the memory hierarchy, and the manner in which they are created
depends on the type of placement. In our thesis, we consider block-level placement
and also object-level placement which is similar to that provided by SSVM [23]. Be-
tween each pair of consecutive code segments, our object-creation schemes insert a
set of placement directives which assist data placement and which are to be executed
sequentially. The parallel application is thus transformed as shown in Figure 3.5.
In the next two chapters, we discuss the object-creation schemes, their compile-time
complexity, the runtime performance they offer, and other implementation issues, for
the block-level and object-level types of placement, respectively.

If the compiler is unable to resolve some data references, it cannot determine the
reference pattern of corresponding data elements. In this case, it specifies that it
cannot assist in placing data for related portions of the SVM. The influence of these
unresolved references depends on the type of data placement, and we discuss it in the
context of the block-level and object-level types of placement in the next two chapters.
The data elements which cannot be placed by the compiler need to be placed using
the runtime reference history. The runtime overhead is still less than that in the
absence of any form of compiler assistance. Therefore, as shown in Figure 3.6, our
approach is for the compiler to assist data placement whenever possible, and leave
the rest of the cases for the runtime mechanisms. The compilation process in our

compiler that assists data placement is shown in Figure 3.7.
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Shared Virtual Memory
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. Compiler provides placement information

D Compiler provides no placement information

Figure 3.6. Placement information about the shared virtual memory.

3.5 Type and Reference Pattern of Variables

Our object-creation schemes which assist the block-level and object-level types of
placement need the type and the reference pattern of data elements. It is easy to
determine by inspection whether a variable is of the array or the scalar type. The
type of each synchronization variable is specified by the applications programmer
for applications written in a parallel language. It is provided by the compiler if the
parallel application is derived from a sequential version using parallelizing techniques.

We consider the barrier, wait/signal and the lock types of synchronization. We

determine the reference pattern of synchronization variables as follows. In general,
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Sequential Application
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l Object-Creation I
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Parallel Application with Placement Directives

Figure 3.7. Steps in compiling an application to assist data placement.

barrier synchronization is used to ensure that the execution of the code before the
barrier is completed before the start of the execution of the code after the barrier.
For example, it is can be used at the end of a parallel code segment, in which case
the corresponding synchronization variable is referenced equally by all processors.
Wait/signal synchronization is used either to wait for an event to occur or to signal
that an event has occurred. For example, it can be used to enforce dependencies
inm a DOACROSS loop, in which case the corresponding synchronization variable
is referenced by the processors involved in the dependency in question. The lock
synchronization variable is used to ensure mutual exclusion in accessing shared data,
and is referenced by the processors that share the data elements it protects. Its

reference pattern is the same as that of these data elements.
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We now present our algorithms to determine the reference pattern of statically-
declared array and scalar variables in a given code segment. Recall that the reference
pattern of a data element is represented by the processors which read and those that
write it. We record the information about the read references for each data element
either by a flag or by a counter per processor. The information about write refer-
ences is recorded in a similar fashion. A flag records whether there is a reference or
not while a counter records the actual number of references. It is straightforward
to determine the reference pattern for scalar variables and that for array variables
with constant subscripts. When such references occur within the scope of the in-
duction variable whose iterations are control-partitioned among the processors, the
corresponding element is referenced by all processors. Further, the element is read
or written depending on whether the reference appears on the right or the left hand
side of the program statement. We now present algorithms to determine the reference

pattern for other types of references.

Algorithm A

The first algorithm, which we refer to as Algorithm A, is shown in Figure 3.8. For our
purposes, a scalar variable is a single-element array variable. Algorithm A computes
the data reference pattern by determining the elements referenced for each point in
the iteration space for each array reference. Though we present the algorithm for
a perfectly nested loop, it can be easily generalized to loops that are not perfectly
nested. Since it scans the entire iteration space, Algorithm A provides the reference
pattern of each data element in terms of the actual number of read and write references
to it by each processor.

We now illustrate how Algorithm A determines the data reference pattern of a
given parallel code segment. We consider the loop S; shown in Figure 3.4. Assume
that n = 20 and that four consecutive iterations of the loop index I are each allocated
to five processors. Each point in the iteration space corresponds to a given value of
I. For the array references in loop S;, each such point writes an element of A, and

reads an element of both B and C. The processor that executes this point of the
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FOR each array reference
FOR each loop induction variable
FOR all iterations

/* The element referenced is determined by the subscripts and the
current values of the loop induction variables. The processor that
references the element is the one that executes the iteration
corresponding to the current values of the loop induction variables.
The reference is a read (write) if the array reference appears on the
right (left) hand side. */

update reference pattern of appropriate element
END FOR
END FOR
END FOR

Figure 3.8. Determination of reference pattern: Algorithm A.

iteration space is also the one that executes these write and read operations. Using
these facts, Algorithm A determines that the read counters for elements 0-3 of arrays
A,B,and Care (00000),(10000), and (1 00 0 0), respectively. Similarly, the
write counters for elements 0-3 of arrays A, B, and C are (1000 0), (000 0 0), (0
0 0 0 0), respectively. It determines the counters for the other elements in a similar
manner.

We now derive the time and the space complexity of Algorithm A. Let ! be the
depth of the loop, ¢ be the maximum out of the number of iterations for each loop
induction variable, r be the number of data references, d be the maximum out of the
number of dimensions for each array variable, and p be the number of processors al-
located to the application. We ignore the time spent in parsing, and assume that the
data references have already been obtained. Therefore, the worst-case time complex-

ity to determine the reference pattern of all data elements referenced in a given code
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segment is O(I x ¢ x r x d). The space complexity for each data element is (2 x p) units,
where the unit is a bit if we only need to store whether a processor reads or writes a
data element or not. If we need to store the actual number of reads and writes, the
unit is the storage space required for an integer. It is possible to reduce the space
requirements by allocating space for only one variable and processing variables one

at a time.

Algorithm B

Since the loop depth and the number of loop iterations appear in the time complexity
of Algorithm A, it is computationally intensive for large values of these parameters.
Our next algorithm, referred to as Algorithm B, has a lower time complexity than
Algorithm A, and is motivated by the work done by Jeremiassen and Eggers [86].
In this work, they propose an algorithm to determine the per-process side effect
information, which represents the variables read and those written by each process,
and is equivalent to our representation of the data reference pattern for each code
segment. Their algorithm uses existing dependence analysis techniques [71, 72, 73,
74, 75] that are used to extract the control and data dependences of a sequential
application, which is then parallelized such that these dependenées are satisfied.

We now provide the traditional definition of data dependence [73]. Consider two
statements S; and S; in the control flow graph (CFG) of a sequential application. A
data dependence exists between statements S; and S,, with respect to a variable X

if and only if

1. There exists a path in the CFG from S; to S; with no intervening write to X,

and
2. at least one of the following is true:
(a) flow, X is written by S;, and later read by S, or

(b) anti, X is read by Sy, and later written by S, or

(c) output, X is written by S;, and later written by Sy, or
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(d) input, X is read by S;, and later read by S,.

In general, in order to determine the data dependences in a sequential applica-
tion, dependence analysis techniques compute the side-effect information for each
statement S;, which is represented by the USE(S;) and the MOD(S; ) sets, that con-
tain the variables it uses and those that it modifies, respectively. Input dependences
represent reads to the same variable and can be performed in any order. Therefore,
they can be safely ignored for automatic parallelization. The depend<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>