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ABSTRACT

MANAGING THE OVERALL BALANCE OF OPERATING SYSTEM THREADS ON

A MULTIPROCESSOR USING AUTOMATIC SELF-ALLOCATING THREADS

(ASAT)

By

Charles R. Severance

While commodity processor based parallel processing systems have an advantage over

traditional supercomputers in price/performance, traditional supercomputers retain a

significant advantage over parallel processing systems in overall system dynamic load

balancing. Traditional supercomputers can easily handle a mix of interactive, batch,

scalar, vector, parallel, and large memory jobs simultaneously while maintaining high

utilization. This work focuses on an effort to make a large commodity based shared-

memory parallel processing system perform as well as a traditional parallel/vector

supercomputer under dynamic load conditions with many users. A solution called

Automatic Self-Allocating Threads (ASAT) is proposed as a way to balance the number

of active threads across a multi-processing system. Dynamically matching the number of

active threads to the available system resources improves performance by eliminating

contention for resources. The approach used by ASAT is significant in that it is designed

for a system running multiple jobs, and it considers the load of all running jobs in its

thread allocation. In addition, the overhead of ASAT is sufficiently small so that it can be

used as part of the startup processing for every parallel loop. Furthermore, the approach

uses self-scheduling so it can be implemented in a run-time environment rather than in an

operating system and not all jobs need to be using ASAT scheduling.
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CHAPTER

1.

INTRODUCTION

This thesis describes a tool called Automatic Self-Allocating Threads (ASAT) which

addresses the problem Of dynamic load balancing to make efficient use of low cost

parallel processing systems under widely varying loads. ASAT has been implemented as

part of the FORTRAN run-time environment for parallel applications. ASAT adjusts the

number of active threads executing in an application as the overall system load changes to

maintain thread balance across the entire system.

Most dynamic load balancing research focuses on the effective division of computations,

data, or tasks among the threads of a running process or across several computer systems.

This work focuses on how a single parallel processing system processing multiple

unrelated processes each with multiple threads can most effectively make joint use of the

overall system resources.

1.1 Motivation

The high performance computing and scientific computing market segments are making a

dramatic transformation from the heavy use of vector supercomputers to medium scale

symmetric parallel processing systems based on commodity processors. The peak

performance of a high-end commodity Central Processing Unit (CPU) is within a factor
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of three of all but the fastest supercomputer CPU. This price/performance has caused a

migration away from Shared central computer resources toward dedicated desktop

compute resources for many applications. However, regardless of how fast individual

desk top systems become, many users still have applications which need more cycles,

memory, or disk than are available on their desk top. In order to satisfy those users’ quest

for more cycles, parallelism is the only remaining way to provide 2-3 orders of magnitude

performance increase over the typical desktop system. In this computing environment,

parallel processing systems such as the SGI Challenge and Power Challenge have enjoyed

excellent market penetration against the traditional Cray or Convex vector

supercomputers. Computing centers have been purchasing these systems with 16 to 32

processors and large memories to replace central vector supercomputers.

However, unlike a workstation, such a large single resource must often be shared among

a pool of compute users in order to amortize its cost. AS we will Show later, these

parallel processors have excellent performance for a multi-processing load and excellent

performance for a single multi-threaded compute application. Unfortunately, these

processors still have trouble dealing with the combination of running a multi-processing

load and a multi-threaded compute application simultaneously. Furthermore, these

processors have difficulty in handling more than one multi-threaded compute application

simultaneously without using Gang Scheduling. The problem occurs when there are

more active threads than available processors. This limitation in flexibility remains a

primary disadvantage with respect to older supercomputer systems.
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This lack of flexibility on these commodity-processor based parallel processors has not

significantly slowed the migration away from vector supercomputers. The

price/performance of these systems is so superior that even if 50% of the cycles are

wasted, these Symmetric Multi-Processing (SMP) systems are still the better purchase in

many situations. When vendors of these systems are asked about the limitations of their

systems in being used as a shared computing resource, they have one of several reactions:

0 They suggest that because “CPUS are so cheap” you can buy some extra CPUS to

make up for the inability to use the existing CPUS at 100%.

0 They suggest that you “partition” (also known as space sharing) your 16-way

parallel processing system into four 4—way parallel processing systems. In this

way at least four people can operate without impacting each other.

0 They suggest that you buy two or more of their systems. One system can be used

for interactive use and the second system can be used as a “batch back end”.

Again this is a form of space sharing and limits the ability to achieve 100%

overall utilization. It is also expensive to replicate features such as a very large

memory across two systems to make the interactive environment precisely mirror

the production environment.

The interesting running theme in each of these vendor approaches to solving the problem

is that they entail purchasing more hardware. Also, in each of the vendor solutions

above, the user community must take some of the responsibility for these systems

inability to handle dynamic computational load. Few procurements actually take into
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account the ability to perform dynamic load balancing between a multi-processing and

multi-threaded load when designing benchmarks for these low cost systems. Most

benchmarks (user developed or industry-wide) are run on “stand-alone” systems with no

other activity so effective utilization is not an issue. As we demonstrate later, the

negative performance impact of a dynamic load is surprisingly large.

The purpose of ASAT is to allow the users of these new style parallel processing systems

to “have their cake and eat it too”. That is, they will have all of the price/performance

advantages of the low-cost SMP systems with the flexibility of the vector

supercomputers. Most importantly, when a user purchases a system with sixteen CPUS

which supports ASAT, they will actually be able to expect to use 100% of those sixteen

CPUS regardless of the dynamic load patterns on the system.

1.2 Execution Model

The goal of ASAT is to dynamically adjust the number of threads of a process so that the

number of threads matches the number of available processors. The basic concepts of

ASAT can be used in a wide variety of multi-threaded applications ranging from explicit,

user-controlled threads to run-time environments for parallel implementations of

functional languages. This work focuses on FORTRAN applications using automatic,

compiler-generated parallelism. ASAT depends on an execution model in which a serial

portion of the code is periodically executed between the parallel sections of the code. In

Figure 1, the time profile of this type of application is shown.
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Utlllzatlon Serial Parallel ASAT  
1 00%

Tlme

Figure 1 - Execution Model

The duration of the serial and parallel portions of the time profile varies widely, but many

applications which are well suited to parallel processors have relatively short periods of

serial execution followed by relatively long periods of parallel execution. ASAT depends

on the existence of the serial code because it performs the thread adjustment as part of the

startup of the parallel portion of the code as shown in red in Figure l.

A FORTRAN program similar to the following will generate this common serial-parallel

pattern when compiled with compiler-detected parallelism:

DO ITIME=1 , INFINITY

Do ' PARALLEL IPROB=1, PROBSIZE

smabé'

ENDDO. ‘

ASAT determines the proper number of threads to execute a parallel loop each time the

parallel loop starts. The proper number of threads depends on the system’s multi-

processing load and other multi-threaded compute jobs.



1.3 ASAT Implementation

The key implementation detail in ASAT is determining the appropriate number of threads

before each parallel loop without adding significant overhead to the loop startup. Each

ASATjob evaluates the overall system load independently, eliminating any need for a

central server process, shared data structure, or operating system modification. Because

of its completely distributed load evaluation, ASAT jobs can efficiently operate with any

combination of multitasking and multi-threaded jobs which are not using ASAT.

The actual goal of the of ASAT is not to precisely determine the number of threads which

is appropriate, but rather to determine if the current number of threads is too large or too

small. The situation in which there are an inappropriate number of threads is called

“thread imbalance”. When there more active threads than processors it is called “excess

threads”, and the situation where there are fewer threads than processors is called “wasted

resources”. When an ASAT process detects that there are more active threads than

processors operating across the entire system it drops a thread. When an ASAT process

detects that there are more processors than active threads across the entire system, it adds

a thread. In this way, ASAT jobs always move toward overall system equilibrium by

implicitly reacting to any combination of innumerable changes in system load.

A number of different approaches to determine the relative thread balance were tried [26,

27, 29, 30]. The approach which was the most successful was to periodically run a

barrier synchronization and time the barrier passage. It will be Shown later that that there

is up to three orders of magnitude difference in barrier passage times when comparing

thread-balanced to thread-imbalanced conditions. The system real-time clock and a user-



7

settable parameter are used to insure that the ASAT evaluation is not run too frequently.

This timed barrier must be run during the serial portion of the code, and any changes in

the number of active threads takes effect when the next parallel loop is encountered.

For example, to use the public domain version of ASAT on the SGI Challenge[35], the

calls to the ASAT run-time library must be added immediately before each parallel loop:

DO ITIME=1, INFINITY

CALL ASAT_ADJUST()

DO PARALLEL I PROB=1 , PROBSI 213

Work..

ENDDO

ENDDO

END

The ASAT_ADJUST routine handles all the timer operations, performs the thread

balance test if necessary, and adjusts the number of threads for the next parallel loop, if

thread imbalance is detected. This routine also periodically determines if there are idle

cycles and increases threads, if it is appropriate. The details of ASAT implementation

are covered in Chapter 3.

1.4 ASAT In Operation

Using ASAT, an application can react to changes in system load regardless of the source

of the changes. ASAT can react to other long running parallel jobs, medium length jobs

such as compiler runs, bursts of interactive usage such as editing, load due to incoming

network activity, load due to system server processes, excessive operating system

overhead, and implicitly compensates for input-output activity on the system. Figure 2

shows how an application with ASAT generally operates when working on a four-

processor system with variable load. In this figure, a single application using ASAT is

executing while other users are using the system in different ways. As the load average
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increases due to other users, the ASAT application releases threads to maintain balance.

Under high load conditions, the ASAT application only has one thread. As the other load

decreases, the ASAT application adds threads, increasing its throughput by using the idle
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Figure 2 - Operation of ASAT Over Time

In the rest of this thesis, the dynamic load balancing ability of ASAT is shown to be

excellent under a wide variety of different loads, and is studied on several computer

architectures.

1.5 ASAT in a Compiler Run-Time Environment

The initial versions of ASAT required that library calls be manually added before the

parallel loops as shown above. The ultimate goal is for ASAT to be supported directly by

the compiler. In this latter case, there are two possible options for its implementation. In

the first option, ASAT is transparently called before every parallel loop as part of the run-

time library. In this way, all parallel users using that compiler will use ASAT processing



9

(i.e. ASAT is not optional — like ASAP on the Convex). Another approach is to control

its use through a compiler directive such as:

DO ITIME=1,INFINITY

C$DOACROSS LOCAL(IPROB),THREADS(ASAT)

DO IPROB=1,PROBSIZE

ENDDO

ENDDO

In this way, the user can decide when ASAT is used on a particular loop. The actual

approach may vary from compiler to compiler and possibly even from system to system

under the control of the system administrator.

There is one possible programming style which will be in conflict with a compiler run-

time which provides ASAT without the awareness of the programmer. Some highly

tuned parallel applications contain code which depends on a particular number of threads

or that the same number of threads execute in every loop. A contrived example of this

programming style is as follows:

REAL*8 A(1000,4)

IF ( NUM_THREADS() .GT. 4 ) STOP

C$ DO_PARALLEL

DO I=1,NUM_THRBADS()

DO J=1,1000

A(J,I) = 0.0

ENDDO

ENDDO

C$ DO_PARALLEL

DO I=1,NUM_THREADS()

DO J=1,1000

A(J,I) = A(J,I) + 3.14159

ENDDO

ENDDO
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The above code will work properly without ASAT as long as the number of threads never

exceeds four. However, if ASAT implicitly adjusts (increases or decreases) the number

of threads between the loops, the results will most likely be incorrect.

This style of programming can also be used to allow the programmer to manually perform

load balancing, iteration scheduling, or control the patterns of access to memory when

the compiler does not provide a robust enough solution for their particular application.

Like iteration scheduling, these techniques often assume a fixed number of threads and

may not work efficiently when the number of threads changes from one loop execution to

another.

1.6 Previous Work

The first part of this section covers the previous work which relates directly to the

dynamic management of the number of run-time threads for compute-intensive

applications. The second part of this section covers the broader area of dynamic load

balancing and places ASAT relative to other dynamic load balancing work. Chapter 2

covers some additional previous work combined with experimental results which

develop a broader framework for the environment in which ASAT is intended to be

deployed.

1.6.1 Dynamic Thread Adjustment Techniques

The dynamic thread management work most closely related to ASAT falls into three

categories:

0 Hardware approaches
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0 Software approaches which depend on operating system modifications

0 Software approaches which depend on all the processes cooperating through a

central data structure

The Convex C-Series [7] vector/parallel supercomputers implemented low-overhead

dynamic thread count adjustment using significant hardware features collectively called

Automatic Self-Allocating Processors (ASAP). In many ways the design of ASAT is

inspired by ASAP. In [29] and in later chapters, the performance of ASAT will be

directly compared to the performance of ASAP.

Cray Research’s Autotasking [9] dynamically manages threads, but does not actually alter

the number of threads during run-time. Through a combination of hardware, run-time

software, iteration scheduling, and operating system support, Autotasking can operate

efficiently across a wide range of load conditions. Autotasking allows the number of

threads executing in a particular parallel loop to change during the execution of the loop

as a result of load change through a cooperative agreement between the run-time library

and operating system.

Both [1] and [37] proposed a solution which can dynamically adjust the number of run-

time threads to accomplish overall load balancing. This approach depends on

modifications to the operating system to maintain information regarding the load state of

the system. In [1] the operating system actually removes an executing thread from the

application when it detects excess threads. The application and run-time library had to

cope with the loss of the thread and still insure correct program execution. In [Tuck93]
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this load information was periodically consulted by the SPLASH run-time environment

which would then adjust the thread usage appropriately for each parallel section. In [1]

the technique is called “scheduler activation’s” and in [37] it is called “process control”.

The significant negative performance impact of thread imbalance on these commodity

processor based parallel processing systems was identified in [1,37,21]. In [37] the

negative performance impact was broken down into its component causes and carefully

measured using the SPLASH [SPLASH] benchmark applications. These issues are

explored further in Chapter 2.

Recent work in [41,42,43] is most closely related to the current ASAT . This work seems

to have evolved at about the same time as ASAT although ASAT was published earlier.

The technique is called “Loop-Level Process Control” (LLPC). Like ASAT, LLPC does

not require any operating system or hardware modifications. The primary difference

between LLPC and ASAT is that LLPC communicates the overall system load

information among the LLPC-enabled processes using a shared memory location. The

primary limitation of the LLPC approach is that it is difficult for this approach to adapt to

a changing multi-processing load or a multi-threaded load which does not use LLPC.

This limitation could be mitigated by creating a “shepherd” process to periodically update

the central data structure with operating system provided load information.

Unfortunately, this would require the addition of a locking protocol which was eliminated

from LLPC because of its negative performance impacts.

While the implementation of the LLPC run-time load test is inferior to that used in

ASAT, they performed an excellent study [43] of the positive value of dynamically
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adjusting the number of run-time threads. This study showed that a wide range of

applications (Perfect Club) [Perfect] demonstrate the parallel-serial pattern of execution

necessary for all of these software-based approaches (ASAT, LLPC, Scheduler

Activation’s, and Process Control) to work effectively.

This thesis summarizes and extends a long history of ASAT publications. The initial

work on ASAT for the SGI Challenge was described in [26]. A second version of ASAT

was developed and ported to the Convex Exemplar [CONEXMP] and those results were

reported in [27]. The results of ASAT on the SGI and Convex Exemplar were presented

as a poster session in [28]. The ASAT performance on the Convex Exemplar was

compared to the Convex ASAP hardware solution in [29]. In [30] the second version of

ASAT was evaluated on the SGI Challenge. ASAT is currently integrated into a Beta

version of a production compiler [11] run-time environment from Kuck and Associates.

The performance of the Guide compiler implementation of ASAT when multiple

processes are executed is presented in [31].

In summary, the previous and concurrent work makes a very strong case that some form

of software-based thread adjustment is necessary for these systems to handle a diverse

dynamic load efficiently. However, none of the earlier or current approaches were

sufficiently well developed to be deployed in a production environment.

1.6.2 Dynamic Load Balancing

ASAT operates within the general framework of Dynamic Load Balancing. Dynamic

Load Balancing is one of the classic topics in the parallel processing area of Computer

Science [23]. Hundreds or thousands of parallel processors are not too useful if all but
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one of the processors is at a barrier waiting for a single processor to complete a

computation.

There are three general computing entities which are the object of dynamic load balancing

approaches: (1) computations , (2) data , and (3) tasks. The use of these dynamic load

balancing approaches often follows computer architectures. Computations are balanced

on shared memory systems. The data distribution approach is often used on clusters of

workstations and multicomputers. Data distribution load balancing is the preferred

technique for SIMD computers. Tasks are balanced on workstation clusters and message

passing multicomputers.

1.6.2.1 Balancing Computations

When computations are being balanced, the location of the data which is being used in

the computations is not considered in the load balancing algorithms. Data is either present

in all of the memories or there is a single shared memory with uniform access

characteristics. The general topic of scheduling for parallel loops on Shared memory

computers is one that is well studied. Many of these techniques are actually implemented

in today’s production parallel compilers [33]. The basic approach of these techniques is to

partition the iterations of a parallel loop among a number of executing threads in a

parallel process. The goal is to have balanced execution times on the processors while

minimizing the overhead for partitioning the iterations and maximizing the potential for

cache reuse. A number of scheduling techniques have been proposed and implemented.

An excellent survey of these techniques is presented in [17]. These iteration scheduling

techniques include Pure Self Scheduling (PSS), Chunk Self Scheduling (CSS), Guided
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Self Scheduling (G88) [24], Trapezoidal Self Scheduling (TSS) [39,40], and Safe Self

Scheduling (SSS) [16,18]. These techniques, their impact on performance and their

relationship to ASAT will be discussed in greater detail in Chapter 2.

1.6.2.2 Balancing Data

When data is being balanced, the challenge is to move data among the processors so that

each processor operates on its local data and has a balanced workload. Often processors

are working in a SIMD or SPMD mode where all of the processors are performing

portions of a single computation. The simplest approach to balancing data is direct

decomposition. In direct decomposition, the data structures are divided geometrically and

the subsets are mapped onto processors maintaining the geometric relationship between

the subsets. Each processor is assigned a uniformly sized section of the data structure. It

is hoped that by balancing the distribution of the data structure, the computations

associated with that data structure will naturally be balanced. The primary contribution

of the High Performance FORTRAN (HPF) [12] language is to add directives to

FORTRAN-90 which support direct decomposition.

Direct decomposition has a number of advantages including: 1) it is relatively simple to

implement, 2) it scales very nicely—with more processors, more grids can be created, and

3) it takes advantage of geometric relationships present in many parallel processors (e.g.

2D Mesh, 3D Mesh, or Hypercube).

The primary disadvantage of direct decomposition is that the overall processor utilization

can be very low when patterns of computation times are different for different areas of the

data structures. With the right problem direct mapping can perform very well on SIMD or
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SPMD system as shown in [3]. Interestingly, the limitation of direct decomposition is

one of the problems which HPF-2 [13] is attempting to fix by adding non-uniform data

distribution constructs to the language.

There are a number of approaches to non-uniform partitioning data in order to balance

computations which are not suitable for direct decomposition including scattered

decomposition [22], Orthogonal Recursive Bisection [2], and Eigenvalue Recursive

Bisection [Will91], Parallel Simulated Annealing, Parallel Neural Network, Parallel

Genetic Algorithms [20], and Real-Valued Indexed Arrays [32]. Unlike direct

decomposition, these approaches are not supported by high level FORTRAN constructs

but must be accessed using explicit calls to subroutine libraries or are only supported in

object oriented languages such as C-H- [4].

1.6.2.3 Balancing Tasks

Tasks are units of work which consist of both the data and computations. In the load

balancing activity, the self-contained tasks migrate around the system seeking

computational resources. Sometimes the tasks which are balanced are completely

independent (e.g. an operating system) and other times, the tasks are all part of a single

large problem which can be independently computed (such as Monte Carlo trials). Some

approaches in this area of load balancing include the V- System[36], Sprite [10], Condor

[15], Stealth[14], and Utopia [Zhthe93]. A formal model for this type of load

balancing was proposed in [5] and [6].
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1.6.2.4 Dynamic Load Balancing Summary

Of the load balancing approaches described in this section, the techniques which have the

broadest use include:

o Iteration scheduling is in broad use on supercomputers and parallel processors

including: Cray, Convex, SGI, SUN, DEC, and others

0 Direct decomposition is typically done using HPF, in a subroutine library, or

explicitly coded by the programmer. It is used on systems such as the IBM SP—2,

MasPar, or networks of workstations (NOW).

0 Balancing of unrelated tasks is often used in a distributed operating system or a

batch queuing environment such as the Load Sharing Facility [19]. This approach

is most prevalent on networks of workstations (NOW).

Within the broad framework of dynaan load balancing, ASAT expands the area of

dynamic load balancing using processor self scheduling on shared-memory parallel

processors.

1.7 ASAT Contributions

This work contains a number of significant unique contributions. No other solution to the

problem of matching the overall number of threads to the number of processors has all of

these features:

0 Requires no special hardware to support its dynamic load balancing

o Requires no operating system modifications to support its dynamic load balancing
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0 Does not require that all of the processes running on a system use ASAT

0 Does not require any centrally managed information for its operation

0 Can be used without any compiler modifications

0 Sufficiently well developed to be cleanly integrated into existing production

compilers

The most significant contribution is the fact that when ASAT becomes generally

available in production parallel compilers, shared memory parallel computers around the

world processing a combination of multi-threaded and multi-processing load will

immediately experience up to a 100% improvement in throughput.

In summary, ASAT is a straightforward, portable technique which can be implemented on

a wide variety of parallel processing architectures and thread environments. ASAT takes

a large step in moving the dynamic load balancing capability of the commodity-based

parallel processors to be nearly equivalent to the capabilities long enjoyed on the

traditional vector/parallel supercomputers.



CHAPTER

2.

THE STATE-OF-THE-ART IN SHARED-MEMORY PARALLEL PROCESSOR

RUN-TINIE ENVIRONMENTS

In this chapter, we examine the current techniques in use in production compilers on

existing shared-memory parallel processing systems. We identify the strengths and

weaknesses in the actual environments currently in use around the world for High

Performance Computing. First, we examine the general field of choosing a distribution

of iterations to threads based on the expected distribution of individual iteration times.

Second, we examine how the Convex C-Series vector/parallel supercomputers uses

hardware features to enable excellent dynamic load balancing. Finally, we examine the

shortcomings of commodity-based parallel processing systems when trying to implement

loop-based load balancing on systems experiencing dynamic load.

2.1 Processor Self Scheduling

The most common dynamic load balancing approach for shared-memory parallel

processors is called processor self-scheduling. In processor self-scheduling, each

processor determines which iterations of a particular loop it will process independently.

Processor self-scheduling can be contrasted with a master-slave approach where tasks or

messages are placed on a queue by a master process and independently removed by Slave

processes running in parallel. Consider the following pair of example code segments:

19
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C VECTOR ADD

DO PARALLEL IPROB=1,10000

A(IPROB) = B(IPROB) + C(IPROB)

ENDDO

C PARTICLE TRACKING

DO PARALLEL IPROB=1, 10000

RANVAL = RAND(IPROB)

CALL I TERATE_ENERGY ( RANVAL)

ENDDO

In both loops, all the computations are independent so if there were 10,000 processors,

each processor could execute a single iteration. In [25] such a loop with no cross-

iteration dependencies is called a DOALL loop. In the vector-add example, each iteration

would be relatively short and the execution time would be relatively constant from

iteration to iteration. In the particle tracking example, each iteration will choose a

random number for an initial particle position and iterate to find the minimum energy.

Each iteration will take a relatively long time to complete, and there will be a wide

variation of completion times from iteration to iteration.

These two examples are effectively the ends of a continuous spectrum of the iteration

scheduling challenges facing the FORTRAN parallel run-time environment.

2.1.] Compiler Options on the SGI

The SGI compiler has options for programmer-controlled iteration scheduling provided as

part of its parallel FORTRAN compiler [33] and [34]. Similar options are typically

available on most parallel FORTRAN compilers. The iteration scheduling options for a

parallel loop on the SGI include:
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0 Simple — At the beginning of a parallel loop each thread takes a fixed continuous

portion of iterations of the loop based on the number of threads executing the

loop.

0 Dynamic — With dynamic scheduling, each thread processes a “chu ” of data and

when it has completed processing, a new “chunk” is processed. The “chunk size”

can be varied by the programmer, but is fixed for the duration of the loop.

0 Guided Self Scheduled (GSS) — This is essentially a modification of “dynamic”

scheduling except that large “chunks” are taken during the first few iterations, and

the “chunk size" is reduced as the loop nears completion.

The two example loops above can be used to show how these iteration scheduling

approaches might Operate on a four-processor system. In the vector-add loop, simple

scheduling would distribute iterations 1-2500 to processor 0, 2501-5000 to processor 1,

5001—7500 to processor 2 and 7501-10000 to processor 3. In Figure 3, the mapping of

iterations to threads is shown for the simple scheduling option.

Thread

3

2

1

0

 

Tlme

Figure 3 - Iteration Assignment for Simple Scheduling
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Since the loop body (a single statement) is short with a consistent execution time, Simple

scheduling should result in roughly the same amount of overall work (and time if you

assume a dedicated CPU for each thread) assigned to each thread per loop execution.

Even though the “work” might be exactly the same across the threads, there may still be a

load imbalance at the end of the loop because of cache effect, interrupts, or timesharing.

Also, there is sometimes a lag in getting the threads other than thread zero started

processing the loop which can lead to some imbalance at the start of a parallel loop [10].

Later, we will precisely measure this thread startup skew on the SGI Challenge.

A further advantage of simple scheduling may occur if the entire loop is executed

repeatedly. If the same iterations execute repeatedly on the same processors, the cache

for each processor might actually contain the values for A, B, and C from the previous

loop execution. The run-time pseudo-code for simple scheduling in the first loop might

look as follows:

C VECTOR ADD - Simple Scheduled

ISTART = (PROCESSOR_NUMBER * 2500 ) + 1

IEND = ISTART + 2499

DO ILOCAL = ISTART,IEND

A(ILOCAL) = B(ILOCAL) + C(ILOCAL)

ENDDO

Using the simple approach of giving a fixed number of iterations to each thread, is not

always a good strategy. If it were used in the second loop example, it would result in

poor load balancing given that the iteration times are long and varying. A better approach

is to have each processor simply get the next value for IPROB each time at the top of the

loop. That approach is called dynamic scheduling and it can adapt to widely varying

iteration times. In Figure 4, the mapping of iterations to processors using dynamic
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scheduling is shown. As soon as a processor finishes one iteration, it processes the next

available iteration in order.

Thread
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Figure 4 - Iteration Assignment in Dynamic Scheduling

If a loop is executed repeatedly, the assignment of iterations to threads may vary due to

very subtle timing issues which randomly affect threads. Any remaining load imbalance

is caused by thread start skew and the lengths of the last iterations executed by each

thread. The pseudo code for the dynamic scheduled loop at run-time is as follows:

C PARTICLE TRACKING - Dynamic Scheduled

IPROB = 0

WHILE (IPROB <= 10000 )

BEGIN_CRITICAL_SECTION

IPROB = IPROB + 1

ILOCAL = IPROB

END_CRITICAL_SECTION

RANVAL = RAND(ILOCAL)

CALL ITERATE_ENERGY(RANVAL)

ENDWHILE

While each of these loop iteration scheduling approaches works well for one loop, there

is a significant negative performance impact if the programmer were to use the wrong

approach for the loop. For example if the dynamic approach were used for the vector-add

loop, the time to process the critical section to determine which iteration to process may
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be larger than the time to actually process the iteration. Furthermore, any cache affinity

of the data would be effectively lost because of the virtually random assignment of

iterations to processors.

Because the choice of loop iteration approach is so important, the compiler relies on

directives from the programmer to specify which approach to use. On the SGI the

following directives would be added to insure the right approach was taken in each of our

example loops:

C VECTOR ADD

CsDOACRoss LOCAL(IPROB),SBARE(A,B,C),HP_SCBEDTYPE-SIHPLB

DO PARALLEL IPROB=1,10000

A(IPROB) = B(IPROB) + C(IPROB)

ENDDO

C PARTICLE TRACKING

C$DOACROSS LOCAL(IPROB,RANVAL),HP_SCHEDTYPE'DYNAHIC

DO PARALLEL IPROB=1,10000

RANVAL = RAND(IPROB)

CALL ITERATE_ENERGY(RANVAL)

ENDDO

Figure 5 shows parallel performance of a simple application, much like the vector-add

loop example, on an unloaded 4-CPU SGI with various iteration scheduling options. As

expected, the Dynamic and GSS options add overhead to the loops and are the worst

performers for this particular loop. Further, the “random” assignment of threads

(Dynamic, GSS) to processors results in the loss of cache affinity which occurs when

iterations are distributed deterministicaly among processors (Simple).
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Figure 5 - Impact of SGI Iteration Scheduling Options

 

Even on an empty system, the critical section overhead and loss of cache affinity caused

by using the dynamic iteration scheduling options on the SGI is apparent.

Iteration scheduling does not solve the problem of thread imbalance. Iteration scheduling

choices should only be made based on the nature of the iterations. If an application is

well suited to dynamic iteration scheduling, it has a chance of acceptable performance

when there are excess threads. On the other hand, if an application is well suited to

simple scheduling, converting it to have dynamic scheduling will have a significant

negative performance impact as shown above. ASAT solves the problem of having more

active threads than processors independently of iteration scheduling approach. ASAT

enhances all the iteration scheduling approaches because when ASAT is enabled they can

depend on threads which have nearly 100% access to a CPU.

While these example FORTRAN loops are two ends of a spectrum, there are a number of

different types of processor self-scheduling approaches. Part of the challenge is to

balance the cost (or existence) of the critical section against the amount of work done per
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invocation of the critical section. In the ideal world, the critical section would be free and

all of the scheduling would be done dynamically. Convex’s ASAP can nearly achieve the

ideal using dynamic approaches with relatively small chunk size and expensive hardware.

The following section summarizes some of the research into the choice of iteration

scheduling technique.

2.1.2 Processor Self Scheduling Research

The primary focus of the dynamic load balancing of loop iterations has been in the study

of the assignment of iterations to threads for different loop bodies. The challenge is to

balance the overhead of distributing the iterations dynamically and the cost of waiting for

an out-of-balance computation to complete.

The following is the breakdown of iteration scheduling techniques:

0 Pure Self Scheduling (PSS)

0 Chunk Self Scheduling (CSS)

0 Guided Self Scheduling (GSS)

- Trapezoid Self Scheduling (1‘88)

0 Safe Self Scheduling (SSS)

Pure Self Scheduling (PSS) is the same as dynamic scheduling in the SGI compiler as

described in the previous section. PSS allocates iterations to a processor dynamically for

each iteration. As each processor reaches the top of a parallel loop, it enters a critical

section to determine the next iteration to be performed. PSS has the potential for having
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ideal load balancing because its granularity is a single iteration, but the overhead of the

critical section may be prohibitive.

Chunk Self Scheduling (CSS) is an improvement to P88 for situations where iterations

are Short but still have some variation. In CSS a “CHUNK” of iterations are “grabbed”

during each critical section. CSS reduces the scheduling overhead, but can have problems

in producing a balanced execution time for each processor [24]. The run-time would be

modified as follows to perform the particle tracking loop example using a chunk size of

100:

IPROB = 1

CHUNKSIZE = 100

WHILE (IPROB <= 10000 )

BEGIN_CRITICAL_SECTION

ISTART = IPROB

IPROB = IPROB + CHUNKSIZE

END_CRITICAL_SECTION

DO ILOCAL = ISTART,ISTART+CHUNKSIZE-1

RANVAL = RAND(ILOCAL)

CALL ITERATE_ENERGY(RANVAL)

ENDDO

ENDWHILE

The choice of chunk size is a compromise between overhead and termination imbalance.

Again, typically the programmer must get involved through directives in order to control

chunk size.

Guided Self Scheduling (GSS) and Trapezoidal Self SchedulingCI‘SS) are more

complicated approaches which dynamically alter the chunk size as the loop progresses to

attempt to blend the benefits of PSS and CSS while minimizing their negative impacts.

In GSS [24], the chunk size is varied throughout the execution of the loop. Early in the

execution of the loop, large chunks are processed, and as the loop nears termination, the
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chunk size is reduced. This technique has the advantage that for the early iterations,

overhead is minimized because many iterations of the loop execute for each critical

section execution. As the loop nears termination, GSS approaches pure self scheduling. In

GSS the chunk size is reduced in a geometric fashion as the loop proceeds. One example

would be to have the chunk size divided by two each time though the critical section. In

Figure 6, one possible iteration assignment for GSS is shown.

Thread
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Figure 6 - Iteration Assignment for Guided Self Scheduling

Note that the first time each thread takes iterations, it takes 100 iterations and the second

time through it takes 50. A slight modification to GSS called GSS(k) bounds the

minimum chunk size to a fixed value (k) so GSS approaches CSS toward the end of the

loop. GSS(k) is used in loops with short iteration times to keep GSS from performing one

and two iterations per critical section execution during the final phase of the loop. GSS

is supported in the SGI Power FORTRAN [33] compiler.

Trapezoid Self Scheduling (TSS) [39,40] improves on GSS. One problem with GSS is

that the number of critical section executions required at the end of the loop becomes

quite large as the chunk size approaches one. The other problem occurs when there is a
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widely varying execution time for the work of each iteration. A processor which grabs a

large number of iterations at the beginning of the loop may get an inordinate number of

iterations which take a long time causing significant imbalance. Another case in which

GSS performs poorly is when the time of execution for each iteration is decreasing

uniformly. The first large chunk grabbed at the beginning of the loop will have the

longest execution time per iteration. TSS reduces the number of iterations in a linear

fashion as the loop progresses. TSS achieves a balanced workload under a broader range

of execution conditions than any of the other scheduling techniques.

In TSS, the size of the first and last chunk is specified as well as the change in chunk size.

The chunk size starts out high and during each critical section, the chunk size is

decremented. By reducing the chunk size in a linear fashion, TSS has less overhead than

PSS and is more capable of coping with varied work loads than CSS or GSS.

An important aspect of T88 is the choice of the starting, ending, and incremental chunk

size. To determine the optimum for these values, some advance lmowledge of the

iteration times is needed. However, there are some conservative values which can be

chosen without pre-knowledge of loop execution time for the starting, ending, and

incremental chunk size which yield good results for a wide range of loops. TSS has

been implemented in a Beta version of a production compiler [11].

The goal of Safe Self Scheduling (SSS) [16] is to assign each processor the largest

possible number of iterations as its initial chunk size and then perform the rest of the loop

in a Simple self scheduled mode. If the initial assignment of iterations to the processors

accurately reflects the actual execution time, SSS can perform excellent load balancing.
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2.2 Dynamic Load Balancing on Convex Vector/Parallel Supercomputers

Each of these iteration scheduling approaches has its strengths and weaknesses based on

the cost of the critical section and loss of cache affinity. Both problems can be minimized

with sufficient hardware investment. The Convex C-Series (C240, C3240, C3480,

C3880, C4xx) vector/parallel supercomputers have solved both of these problems with

extra hardware.

Convex computer systems are used as departmental and central site computers for many

numerically-intensive computing applications. These systems have a maximum of 4 or 8

CPUS and extensive parallel processing support in hardware called Automatic Self-

allocating Processors (ASAP) [7]. No cache is used and the memory subsystems have a

large number of banks. With these hardware features, the Convex can use dynamic

scheduling for every parallel loop. Because the Convex systems have vector registers

with 128 elements, it is quite natural to schedule most parallel loops with a chunk size of

128 for maximum performance and nearly ideal load balancing.
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Figure 7 - Convex C-Series Architecture

The ASAP processing in the Convex C-Series systems is made possible because of an

architectural feature called “Communication Registers” (Figure 7) which are shared by all

of the CPUS. These communication registers allow a multi-threaded process to create,

delete, or context-switch threads with minimal performance impact. Using this hardware,

the compiler can parallelize loops without regard for the number of threads which will

actually execute in the parallel loop. An idle CPU can dynamically create a thread and

enter a parallel computation with low overhead.

This hardware support allows users to compile their applications assuming a generalized

parallel environment regardless of whether or not there will be enough resources at run—

time to execute with multiple CPUS. One significant benefit of ASAP is that a long

running job that is compiled to run in parallel can “soak-up” idle cycles as load changes.
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This flexibility allows a parallel/vector computer to be nearly 100 percent utilized over

long time periods.

ASAP capabilities are accessed using special machine language extensions. In the

following example, a small FORTRAN loop with its associated machine language is

shown.

L3:

L5:

L6:

DO I

AM)

ENDDO

snd.1

spawn

ldw

inc.w

bra.f

1e.w

jbra.t

ld.w

mul.s

st.w

jbr

join

1,256

= 8(1) * 3.14

30,0x8001

L3,sp

#0,a5

0x8001,a5

L5

1020,a5

L6

B(a5),sO

3.14.50

sO,A(aS)

L3

- Communication Register ****

Post Request for Help ****

- Nice constant

Increment Comm Register ****

° Make sure we get it

' Loop Termination

° Get Out

' Load value

' Multiply

' Store

- Jump Back up

- Drop back to 1 CPU ****

In the above example1 , the instructions marked with asterisks (****) are the instructions

which access the communication registers. The “snd.l” instruction stores a value into a

communication register and the “inc.w” instruction increments the communication

register. The “spawn” instruction indicates the beginning of a parallel loop and requests

that any free processors create a thread and enter the loop. At run-time if there is only one

CPU available, the ASAP “spawn” will be executed, but the ASAP hardware will not

 

' This example was taken from Convex training materials, dated 1988.
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create any additional threads. If additional CPUS become available while the loop is being

executed, new threads will be created and enter the computation at the “spawn” point.

The run-time environment uses the global communications registers for iteration

variables in parallel loops regardless of whether the loop is being executed on one CPU

or several. Accesses to these communication registers are implicitly synchronized across

processors so there is no need for a separate critical section for access to these shared

values.

The “join” instruction indicates the end of the parallel loop. As each thread finishes its

last iteration, it executes the “join”. For all threads except the last thread, the join

destroys the thread. When the last thread executes the join, the join is a no-op and the

thread continues on the serial portion of the code.

Because the ASAP instructions and the communication registers are so fast, the single

CPU performance of an ASAP application is not much slower than the performance of

the application compiled for a single CPU. Using ASAP, the number of processors and

threads assigned to the application depends on the system load. As the load changes

dynamically, the number of processors and threads assigned to the parallel code in an

application changes as the loop is executed.

When ASAP is used on these systems, it is very easy to keep the system 100% utilized

under dynamic load conditions. Parallel applications can get the best possible time to

solution (under current load) while other programs continue to use the system effectively.
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When an ASAP job runs concurrently with a randomly changing load on a four processor

Convex C-240, ASAP automatically adjusts the number of threads in use on the system

so that there are never more than four threads overall. If there are more than four jobs

running, the ASAP job only uses a single thread. ASAP works to maximize overall

system load by allowing the parallel jobs to use all the available cycles which remain after

yielding to the single processor jobs (assuming equal priority).

Figure 8 shows graphically how this resource sharing occurs. In this figure, the

horizontal axis is time and the vertical axis is the percentage of the four CPUS in use. In

the first graph, a parallel application uses all four CPUS because there is no other load on

the system. The second graph of the figure shows several unrelated serial jobs executing

on an otherwise empty system. Each job has a different start time and duration. While this

job is running, at times there are no CPUS in use and at other times, there are 3 CPUS in

use. Because of the variations in load, the system is not 100% utilized over the indicated

time period. This collection ofjobs is the “load” that is put on the system. In the third

graph, the parallel ASAP application is run at the same time as the other serial code. The

ASAP hardware automatically adjusts the usage of the parallel ASAP job to match the

load on the rest of the system. The ASAP job “soaks-up” the available cycles resulting in

high overall utilization under the dynamic load. In addition, the parallel job does not slow

down the serial jobs.
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Figure 8 - The Operation of ASAP Under Load

The time to solution for the parallel application when run with the other applications is

affected by the load on the system, but the total CPU use by the parallel application is

approximately the same as on an unloaded system. Under light load, the parallel

application grabs as many free processors as it is capable of using. It should be noted that

the number of processors an application is capable of using can vary from loop to loop

(see Operating point later in this chapter). When there is a heavy load on the system, the

scheduler does not assign more than one CPU to the ASAP application (assuming the

ASAP application does not have a fixed higher priority than the other applications). In

some sense, the parallel ASAP application politely allows the other applications to use

the processors they need.

Hardware approaches have one advantage over ASAT and other software-based, thread-

adjustrnent solutions because they have the ability to adjust threads while a parallel loop

is executing. The details of this process are rather complex and won't be covered here.
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However, because of this, hardware based approaches do not depend on the existence of

the serial portion of the execution profile to accomplish dynamic load balancing.

There is a disadvantage to the hardware approaches when compared to the software

solutions such as ASAT, LLPC, or Process Control. The hardware approaches are forced

to use some form of dynamic iteration scheduling with a relatively small chunk size to

cope with dynamic load. With small chunk sizes the Overhead of the critical section can

become significant. Simple scheduling, on the other hand, has no overhead during the

processing of the loop because it completely divides the iterations among the threads

before the loop starts. Simple iteration scheduling is ruled out for hardware approaches

because the number of threads which will actually execute the loop is unknown before the

loop starts, and the number may dynamically change throughout the execution of the

loop. Beeause there is a very large number of parallel loops for which simple iteration

scheduling is the proper approach, this disadvantage is not a trivial one.

2.2.1 Performance of the Convex on Parallel Jobs

To test the performance of ASAP on the Convex C-240, a simple, parallel computation

will be used as the benchmark application. The kernel for these tests is as follows:

C$ DO_PARALLEL

DO J=1,100000

A(I) = B(I) + C(I) * 0(1)

ENDDO

Figure 9 shows the performance of the code with several compiler options and load

scenarios. The first bars Show the CPU and wall time for the application on a single CPU.

The second set of bars shows the performance of the same application on four empty
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CPUS. Since the application makes good use of the parallel resources, its CPU time is

roughly the same and its wall time is reduced by 75%. The third bars, labeled “Other”,

indicate the overall time for a set of single-threaded applications spaced out over time.

These applications do not generate enough load to completely utilize the four processor

system. These applications arrive randomly and execute for a random amount of time.

The wall time and CPU time shown in the chart is the aggregate duration for all of the

jobs.

The fourth bar shows the “Ideal” CPU and wall time for the combination of the parallel

job and the set of single-threaded jobs running simultaneously assuming perfect load

balancing on four CPUS. Note that while CPU time increases additively, the wall time

does not increase from the “Other” bars to the “Ideal” bars. This lack of an increase is

because on the four CPU system, there are enough “Spare” cycles while the “Other” job is

running for the parallel job to execute to completion. The ideal performance would only

occur if the ASAP job could “soak up” the free cycles while the “Other” jobs were

running without adding a great deal of overhead. The last bar shows the actual

performance achieved on the Convex C-240 when the jobs are run together.
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Figure 9 - Performance of the Convex Under Load

In the actual run using ASAP and the “Other” jobs, both the CPU time and the wall time

are about 1.05 times longer than the ideal time. This small difference shows that ASAP

is very effective in maintaining good utilization when faced with a combination of a

compute job with other unrelated load. Long term experience has shown that this

excellent load balancing capability with low overhead (~5%) is maintained across a wide

range of load scenarios consisting of various mixes of computer and interactive processes.

2.3 FORTRAN Run-Time Thread Management

Because bus-based commodity parallel processors have no hardware support for the

dynamic creation of threads, a parallel application must depend on the operating system

to manage its threads. Before a loop can begin execution with a number of threads, the

threads must be activated to join the parallel loop. In this section we examine how this is

thread activation is accomplished at run-time. Thread management is only mildly related

to iteration scheduling (Section 2.1). Iteration scheduling assumes that some externally

controlled number of threads are participating in the loop and distributes the iterations
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among those threads. Thread management deals with the issues related to activating

threads which are to participate in a parallel loop. Of particular interest is the number of

threads which are made available to the iteration scheduler for each parallel loop

execution.

One Simple approach would be to invoke the operating system to create the necessary

threads at the beginning of each parallel loop, and destroy the threads at the end of the

loop much like the Convex ASAP processing. Unfortunately, calling the operating

system at the beginning of each loop would incur excessive overhead. In addition to the

operating system overhead, the arrival of these newly created threads to enter the parallel

computation is often skewed significantly [10]. To avoid this overhead and late thread

arrival, the run-time library typically creates its threads once at the beginning of execution

and then manages those threads in user space.

This approach which creates a fixed number of threads at the beginning of execution and

uses them throughout the duration of the application is referred to as Fixed Thread

Scheduling (FTS) throughout this document. The choice of the name “Fixed”

emphasizes the fact that the number of threads does not change once the application

begins execution.

In this section, we will examine how these threads are managed by the run-time library

and the performance of this approach in the face of a dynamic load.
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2.3.1 Run-Time Thread Management Details

When a compiled parallel application is executed, the run-time environment starts up a

number of threads. The number of threads is often the same as the number of installed

processors. These threads are scheduled by the operating system much like UNIX

processes. On some systems, these threads are scheduled by the operating system using

gang scheduling. When a set of threads is gang scheduled, either all of the threads are

executing or all of the threads are suspendedz. In Figure 10 (Free Scheduling) and Figure

11 (Gang Scheduling) these approaches are graphically compared.

CPU

I Free Scheduled

O
l
d
-
N
U
.
)

 

Tlme

Figure 10 - Free (Non-Gang) Thread Scheduling

If gang scheduling is done in its strictest sense, a significant amount of time could be

wasted when a multi-threaded application is timesharing with a single-threaded

application as in Figure 11.

 

2 This is a simplified definition. In actuality the operating system tries to do its best to get all threads started within a

specified time period.
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Regardless of the way the operating system schedules the threads, when the program

starts, one thread begins executing the user application while the other threads “spin",

waiting for a parallel loop to be encountered. The code which these waiting threads

execute is as follows:

while ( wakeup == 0 ) ; // “Infinite loop"

goto beginning_of_loop;

The variable wakeup is initially set to zero. With a bus-based system, this approach

might appear to cause a great deal of unnecessary memory traffic. Actually, each waiting

processor ends up with a shared cached copy of the wakeup variable with the value zero.

Once the caches have been filled, there is no additional memory traffic as these waiting

processors execute this tight loop. Some systems [35] have added special hardware

instructions to make this wakeup from a spin loop perform even more efficiently.

When a parallel loop is encountered, the variable beginning_of_loop is set to indicate

which parallel loop is about to be executed and the variable wakeup is set to one to
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activate the waiting threads. Setting wakeup to one causes all of the cached copies to be

invalidated and the next iteration of the spin loop exits as the caches reload with the new

value of wakeup. The waiting threads immediately notice the change, exit the spin loop

and join the computation. Once the threads arrive at the loop, they each determine the

appropriate iterations to process using the iteration scheduling technique chosen for this

particular loop and begin processing those iterations.

When the loop completes, each executing thread enters a barrier and when all of the

threads have entered the barrier one thread continues executing in serial. The remaining

threads again execute the spin loop waiting for the next parallel loop. This approach

results in extremely quick thread activation times.

TO demonstrate the timing of these operations, the following FORTRAN loop was

executed on the SGI:

IN = WALLTIME()

C$DOACRoss LOCAL(J),SHARE(MIDDLE),MP_SCHEDTYPE=SIMPLE,CHUNK=1

DO J=1,4

MIDDLE(J) = WALLTIME()

ENDDO

OUT = WALLTIME()

The entire source code for this program is included in Appendix A. Because the

scheduling type is SIMPLE, the consistent mapping of a CPU to an iteration of the 1 loop

is forced. By checking the elapsed time between the IN and MIDDLE times, one can

determine the time for a thread to arrive in the parallel section of a loop (spawn time).

By checking the elapsed time between the MIDDLE and OUT, the time spent processing

the loop-end barrier can be determined for each thread. Once the overhead for the

WALLTIME calls is removed, this loop does no work and we should be able to measure
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the performance of the parallel loop startup and completion. This loop will be used to

measure how fast a thread can be brought into the loop from a spinning state. Later we

will measure how these timings change when a loop is executed when there are more

threads than processors.

In the Figure 12, the performance of this loop is measured on an empty system. The loop

was executed a number of times and the average values are reported in this figure.
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Figure 12 - Thread Timing Results

This figure shows the performance of the first and second threads (out of four threads)

using free scheduling and gang scheduling. Using Gang Scheduling, the entire loop takes

36 microseconds and using free scheduling it takes 40 microseconds. Thread one is the

thread which wakes the other threads up so it is the first to arrive in the body of the loop.

Thread one takes 7 microseconds to go from the serial code to the body of the loop in

both cases. Thread two takes 16 microseconds to arrive in the body Of the loop. This

difference shows how quickly the “helper” threads can arrive from their spin loops. The
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barrier at the end of the loop takes somewhat longer in general than the spawn process.

Also, since thread one arrives quicker, it completes its work quicker and as such spends

more time at the barrier waiting until thread two arrives to terminate the loop. The

performance for threads three and four look identical to thread two.

While the spin-wakeup approach results in fast loop startup times, a problem is that it

assumes that all the available threads are actually executing the spin loop at all times

when they are not participating in a parallel loop. There are two reasons that a thread

might not be executing the spin loop when a parallel loop is encountered. The first

reason is that the thread may have decided to voluntarily put itself to sleep because it has

waited too long in the spin loop code at a barrier or waiting for work. The second reason

is that the operating system may have suspended a thread involuntarily because of other

unrelated load.

A spinning thread waiting for work will voluntarily suspend itself to minimize the wasted

CPU time in case an application is about to spend a significant time running serial code.

The pseudocode for this is roughly as follows:

while ( wakeup == 0 ) {

counter = 10000;

while (counter > 0 ) {

if ( wakeup == 0 ) break;

counter --;

}

if ( counter == 0 ) release_cpu();

}

goto beginning_of_loop;

The counter value is typically controllable by the application programmer. The

programmer may also be able to suppress the release_cpu behavior altogether.
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Interestingly, by suppressing the release of the CPU, the programmer gets marginally

better performance for their application. Of course, the CPU time spent spinning is not

accomplishing any real work and is not available for other users. Often, benchmark runs

are executed with the release_cpu behavior suppressed. When a thread voluntarily gives

up the CPU it records this fact so when the serial thread encounters a parallel loop, it can

request that the operating system reschedule the suspended thread.

With the potential that a waiting thread might suspend itself, the pseudocode for starting a

parallel loop is as follows:

If any threads have put themselves to sleep, wake them up

Store starting location of parallel loop

Notify spinning threads via wakeup

Distribute iterations to threads

Process assigned iterations

Perform Barrier

One thread continues execution while others wait for the next parallel

loop to be encountered

If a spinning thread has been suspended involuntarily by the operating system, the startup

latency is much larger because the serial thread is not aware (and is not even allowed to

awaken) the spinning thread which has been suspended. The loop startup code simply

assumes the spinning threads will join in a few microseconds. The operating system must

re-schedule the suspended thread before the thread can execute, detect the changed

wakeup variable, and join the computation. In the worst case, this latency can be on the

order of an operating system time slice. Thread arrival skew can cause a non-dynamic

iteration scheduling algorithm to appear to have very unbalanced load as will be shown

later.
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While this approach seems to waste the CPU in spin loops, a program which is well

suited to parallel processing when properly tuned will typically run in parallel a large part

of the time so the time that processors spend spinning at the end of parallel loops should

be nrinirnized on an unloaded system. The excellent Speedup on the unloaded SGI

Challenge and Convex C-240 for some unmodified end user applications is compared in

Figure 13. It is interesting to note how closely the four CPU SGI Challenge with much

less hardware support (and much less cost) tracks the speedup of the four-CPU Convex

C-240 vector/parallel supercomputer on an empty system.
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Figure 13 - Comparing Speedup on SGI Challenge and Convex C240

In Figure 13 the horizontal axis is the name of a series of benchmarks used in the

procurement process at Michigan State University in 1993. None of the programs were

modified, and the vendor compilers performed automatic parallelism detection. The jobs

were all run on an empty system. The jobs were first run on a single CPU for both

vendors and then on a four-CPU system with parallelism enabled. The single CPU runs

were assigned a value of one and the speedup for the parallel runs were computed.
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Interestingly three out of six of the applications saw a speedup of 3-4 on both systems

and the other three experienced no speedup. The most interesting aspect of these results

was that there was no particular advantage of one architecture over the other when the

systems were empty.

2.4 Problems with Dynamic Load

Computer systems similar to the SGI Challenge perform very well when there is no other

load on the system and each thread has exclusive access to a CPU. The excellent

speedups shown in Figure 13 were achieved with otherwise empty systems. In an earlier

section, we showed how well the Convex vector/parallel supercomputers handled a

dynamic load. Unfortunately, the performance of the SGI gets much worse when there

are more threads than available processors.

The problem of matching the overall system-wide number of threads to the number of

processors was studied on an Encore Multimax [38] and later on the SGI 4D/340 [37].

They identified and measured a number of the major problems with having more threads

than processors including:

- Preemption during spin-lock critical section,

0 Preemption of the wrong thread in a producer-consumer relationship,

0 Unnecessary context switch overhead,

0 Corruption of caches due to context switches, and

0 Operating point effect.
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While most of these are well understood, “operating point effect” is somewhat more

subtle. Some applications can make better use of extra processors than others. Highly

parallel applications such as “particle” in Figure 13 can make use of additional processors

at nearly 100% efficiency. That is, for each processor added, the time-to-solution is

reduced linearly. Other applications such as “Icaot” in Figure 13 with poor speedup make

inefficient use of additional processors. When an application is executing which makes

inefficient use of additional processors, and there is no other load, there is no harm in

utilizing the otherwise idle processors as long as there is some marginal benefit.

However, if the program is operating on a system with other multiprogramming and/or

multi-threaded load which can make more efficient use of the processors, overall system

efficiency is improved if the program with poor speedup operates with fewer threads.

When an application is using more threads than it can use efficiently, it is above its

“operating point” [37].

As the speed of the CPU’S has increased and the increasing reliance on data resident in

cache, the problem of a context switch corrupting cache has become an increasing

performance impact. In [21], when a compute-bound process was context switched on a

cache—based system, the performance of the application was Significantly impacted for the

next 100,000 cycles after the process regained the CPU. The context switch still had a

small negative impact on performance up to 400,000 cycles after the context switch. In

many situations, the cache impact dominated the overall cost of a context switch.
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2.4.1 Loop Performance Under load

In this section, the performance of the simple loop is studied when a single CPU-bound

job is added to the system. The same experiments are run as shown in Figure 12 except

with the addition of load. These experiments are run with the standard SGI compiler

options which use spin without release_cpu at the end of a loop.
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Figure 14 - Loop Timing Under Load

In Figure 14, the spawn and barrier times are Shown for a gang scheduled and a free

scheduled3 application. All the experiments use Fixed-thread scheduling in that four

threads are used for every parallel loop. Both the first and second thread are shown in the

above figure. The performance for the unloaded system is included for reference. When

gang scheduling is used, the change in performance is effectively unmeasurable when

load is added. However, when load is added to the free scheduled program, the

performance suffers dramatically. The following figure changes the y-axis to a

 

3 “Free-Scheduling" indicates the lack of gang-scheduling. This term will be used throughout the remainder the

document to refer to applications which use free scheduling with a fixed number of threads.
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logarithmic scale so that the performance of the loop under free scheduling can be

 

   

observed.
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Figure 15 - Loop Timing Under Load (Log Scale)

In Figure 15, the free thread scheduled application performs over three orders of

magnitude slower. Interestingly, thread one still enters the loop in 14 microseconds

although at the increased scale, it can no longer be seen. The second thread averages

10583 microseconds (or 0.1 seconds) for its arrival. The bulk of the time is spent in the

barrier for all threads with each thread displacing the other spinning threads to spin.

Further, because there are four CPUS and only one single load thread, three threads are

usually active in the application. These threads quickly go to the barrier and spin waiting

for the arrival of the fourth thread. Once the fourth thread arrives, it quickly completes its

15 microseconds of work and goes to the barrier.
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To further understand the values which make up this average, the following figure shows

the performance of thread two (the last bar above) for a selected number of individual

iterations. The vertical axis is again log scaled.
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Figure 16 - Individual Iteration Timing - Thread 2/Free (Log Scale)

In Figure 16, the cost for the spawn and the barrier are shown for the second thread with

free scheduling on a further expanded scale. The barrier contributes the majority of the

performance impact. In some iterations the spawn time (or thread arrival time) is

significant and in a few iterations there is a negative performance impact from both the

thread arrival and barrier time.

2.4.2 Parallel Applications and Load on the SGI

The above tests focus on the potential negative impact when gang scheduling is not used.

However, in a real application on the SGI, gang scheduling is available and loops execute

longer in parallel which reduces the impact of loop startup and termination performance.

In my example, cache effect, context switch overhead and other factors impact
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performance. To measure these negative performance impacts on a typical application,

the multiple job experiment performed earlier on the Convex in Figure 9 is also

performed on a 4—CPU SGI Challenge system. This experiment is run using the SGI

compiler with gang scheduling turned on. Figure 17 Shows the results of that experiment.

As on the Convex, the first set of bars show that the application code parallelizes

automatically without any user modifications using simple iteration scheduling. The

second bars represent set of single-threaded applications with random arrival and

duration. These applications do not generate enough aggregate load to completely utilize

the system which is why the wall time is not 25% of the CPU time. The third bars Show

the CPU and wall time for the ideal combination of the two codes assuming perfect load

balancing on four CPUS. As with Figure 9, the wall time does not increase from the

“Other” bar to the “Ideal” bar because there are enough “spare” cycles while the load job

is running for the parallel job to execute to completion. The next-to-last bar,

“Other+Simple”, shows the actual performance achieved on the SGI Challenge when the

jobs are run together. However, unlike the Convex, the system performs much worse than

ideal when both jobs are run simultaneously. The wall time for the combination job is

1.68 times longer than ideal, and the CPU time of the combination job is 1.76 times

longer than the ideal CPU time. In fact, with the two jobs running simultaneously, the

SGI performs worse than if you ran the jobs sequentially using a batch queue as shown by

the last set of bars in the figure.
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Figure 17 - SGI Performance with Load

When both the parallel and serial jobs are running simultaneously, the parallel application

experiences poor performance and also slows down the non parallel applications as well.

The general problem which causes the poor performance for both jobs when they are run

simultaneously can be explained using Figure 18. When the SGI system is otherwise

empty, either the parallel job or the serial jobs will make good use of the resources.

However, when all of the jobs are run at the same time, at times there are more active

threads than processors. All the threads must be timeshared across the available

processors. This sharing has a significant negative impact on both the parallel and serial

jobs. The parallel job experiences a wide range of effects as described earlier. The serial

job slows due to context switches, cache loss and the simple loss of CPU due to

timesharing. The worst part of this situation is that the parallel work delays the serial

work from getting completed, extending the length of time the system is operating

inefficiently.
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Figure 18 - Impact of Thread Imbalance

The only reasonable choice on such as system (other than the dynamic thread adjustment

described herein) is to run parallel compute jobs on an otherwise empty system. These

incompatible workloads can be separated using a batch queue, a predetermined schedule

for usage during different parts of the day, or some other external management policy.

2.5 Summary

There are many techniques to perform dynamic load balancing within a single application

using iteration scheduling on an otherwise empty SMP parallel processor. These

techniques assume that every thread will have a dedicated processor. There is an

excellent system-wide dynamic load balancing solution available on expensive

parallel/vector supercomputers which allows those systems to maintain 100% utilization

over the long term. Unfortunately, there is no production quality solution for low-cost

SMP systems which provide overall dynamic load balancing.
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3.

AUTOMATIC SELF-ALLOCATING THREADS

In this chapter we explore the mechanisms which Automatic Self-Allocating Threads

(ASAT) uses to maintain the overall balance of threads across an entire system.

3.1 ASAT Design

There are a number of goals of the ASAT design:

0 Must be easily integrated with existing compilers and run-time libraries

0 Must not require operating system modifications

0 Must not use high-cost system calls

0 Must have minimal performance overhead (should compare favorably to the l-4%

cost of Convex ASAP hardware).

The general goal of our ASAT is to eliminate thread imbalance by detecting excess

threads, and then dynamically reducing the number of active threads to achieve balanced

execution over the long term. In this way, multi-threaded ASAT applications will

experience thread imbalance only during a small percentage of the execution time of the

application. To implement ASAT on a parallel processing system, there are a number of

problems which must be solved in the ASAT run-time library. The most important are:

55
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0 Detecting if too many active threads exist.

0 Detecting if too few active threads exist.

0 Adjusting the number of threads.

ASAT takes advantage of the basic loop structure shown earlier in this document. Under

Fixed Thread Scheduling (FTS) the beginning of the parallel loop activates the same

number of threads each time it is executed over the duration of an application. When

ASAT is used, the run-time library will activate the appropriate number of threads based

on the overall load on the system. The goal is to execute with the number of threads

which match the available processors.

ASAT only adjusts the thread count when the applications are running single-threaded.

Given the current state of automatic parallelizing compilers, this parallel segment time

duration tends to be shorter rather than longer. As compilers improve and applications are

re-written, the length of the parallel segments should increase.

It is acknowledged that some programs spawn once and run in parallel for very long

periods of time. These applications will need to be modified to spawn more often to

participate in ASAT. Such applications are often hand coded with explicit parallelism and

as such, a modification to support ASAT may not be a great burden. Most applications

which use compiler-generated parallelism will not exhibit this behavior.

There were two versions of ASAT which were developed. The first version [26] was

developed using a dynamic scheduled loop. The second version [29] was initially
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developed on the Convex Exemplar and later ported back to the SGI. The second version

is the basis for the ASAT built into the Kuck and Associates Guide compiler.

3.2 ASAT Version 1 Implementation

The first version of ASAT was developed on the SGI and described in [26]. This

approach took advantage of an expected increase in thread arrival skew at loop startup

under loaded conditions. It was assumed4 that any operating system call would have

excessive overhead and so the idea was to completely determine the relative thread

imbalance in user space.

To determine if there were excess threads, the following loop was executed as the ASAT

evaluation:

C$DOACROSS LOCAL(I),SHARED(WHICH),CHUNK=1,MP_SCHEDTYPE=DYNAMIC

DO I=1,1000

WHICH(I) = MP_MY_THREADNUM() + 1

ENDDO

DO J=l.4

THREAD(J) = o

ENDDO

DO I=1,1000

THREAD(WHICH(I)) = THREAD(WHICH(I)) + 1

ENDDO

The iterations in the parallel loop were scheduled using the DYNAMIC approach so the

assignment of iterations to threads as recorded in the WHICH array depended on the order

of the threads reaching the critical section to update the iteration variable 1. After this

loop, the maximum and minimum of the four values in the THREAD array were

compared.

 

‘ Mistakenly as will be shown later.
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To make ASAT very sensitive to changes in the other load on the system, gang

scheduling was turned off and the priority of the ASAT jobs was reduced below that of

the other load. The fundamental assumption in ASAT is that the ASAT job is soaking

up only excess cycles. If an ASAT process detects excess threads, it assumes that it is the

process which should give up a thread. By turning off Gang Scheduling and lowering

priority, if there are too many threads, the ASAT job will have a lower probability of

getting “clean” cycles on all of its threads. The reduced priority and free scheduling

increases the probability that the parallel loop will execute unevenly. Once ASAT has

dropped sufficient threads, the remaining threads each have a dedicated CPU and the

slightly lower priorityrs of ASAT processes in the steady state does not affect the actual

processor allocation and the ASAT job ends up with clean cycles.

To test the ability of the above loop to detect load, the loop is run on an empty system and

on a system with one other process and the thread differential is measured. The following

figure shows the distribution of the iteration differential for 500 executions of the loop

with and without load. Since the loop has 1000 iterations, the iteration differential ranges

from 0-1000. An iteration differential of 1000 means that one thread processed all the

iterations in the loop and the other three threads processed no iterations at all. An

iteration differential of zero indicates that each thread processed exactly 250 iterations.

 

5 On the SGI under lRIX there are three priority classes and within each class there are relative priorities. On the SGI,

ASAT operates at the lower end of the middle priority class. If the lowest priority class were used (non-decreasing)

the performance would be very poor even when there is no other load on the system.
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Figure 19 - Iteration Differential In Loaded and Unloaded Conditions

In Figure 19 when there is no load, all four threads process roughly 250 iterations and the

difference between the maximum and minimum is relatively small. The average thread

differential was 70 iterations with a standard deviation of 30. During thread imbalanced

conditions, the thread startup skew would be so severe that it was not uncommon to see

all of the iterations processed by a single thread. The average thread differential under

load was 900 with a standard deviation of 125.

The largest problem with this approach was that the 1000 iteration loop took an average

of 6000 microseconds or 0.006 seconds under ideal conditions. This time could be a

significant overhead given that we showed earlier that the shortest loop took roughly 40

microseconds. Interestingly the 1000 iteration loop took an average of 0.15 seconds

under loaded conditions.
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With this relatively large overhead, the key issue for Version 1 of ASAT was choosing

the appropriate serial portion of code in which to insert the ASAT evaluation. One did

not want the evaluation to be performed too often.

The other challenge with the Version I approach was deciding “when to increase the

threads?”. The problem is that when you mistakenly add a thread, performance was so

poor for the next parallel loop that significant time was wasted. A crude solution was to

consult the UNIX “uptime” command every 30 seconds.

Even with its technical limitations, properly used, ASAT Version 1 work showed

remarkable load balancing ability as is shown in [26]. Some of the performance results

using Version 1 are presented in sections 4.2 and 4.3.

3.3 Timed Barrier Performance Study

When ASAT was ported to the Convex Exemplar [8],we wanted to take advantage of the

high-resolution real-time clock mapped into user space. This clock allowed time to be

determined without a system call. Furthermore, we observed that what the loop in

Version 1 of ASAT was actually measuring was thread arrival skew. In unloaded

conditions one thread would arrive and process lots of iterations long before any other

thread would arrive.

We looked at a barrier as a simpler measure of thread arrival skew. The idea was to time

_ the first thread arriving at a barrier to the last thread leaving the barrier. It was hoped that

the same thread skew would manifest itself as it did in the Version 1 loop.
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The following experiments time a barrier and measure the “worst case passage time”,

that is, the elapsed time from when the first thread arrives to when the last thread leaves.

In the following figure, the barrier passage on an empty system is shown for gang

scheduled and non-gang scheduled situations on the SGI Challenge using the SGI

compiler and the MP_BARRIER call:
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Figure 20 - Barrier Passage Time (scaling)

In Figure 20, the barrier passage time is shown as the number of threads is increased. The

SGI Challenge provides a hardware instruction to improve the performance of this type

of operation so the performance is quite good ranging from 20 to 90 microseconds for a

barrier passage. The different types of scheduling have little impact on the performance

of a barrier passage. Also, the cost of a barrier appears to scale at least 0(n) where n is

the number of threads.

The key question regarding the timed barrier is whether or not it can detect when there are

excess threads. In the next experiment, a barrier test is run under four conditions: (1)

gang scheduled on an empty system, (2) free scheduled on an empty system, (3) gang
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scheduled on a loaded system, and (4) free scheduled with lower priority on a loaded

system. The graph below summarizes the results of those experiments. Note that the y-

axis is a logarithmic scale.
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Figure 21 - Timed Barrier Passage With and Without Load

In Figure 21, all of the experiments except free with load maintain approximately 90

microseconds for their barrier passage during the 200 tries. There are some anomalies in

all of the first three experiments due to interrupts or context switches. However, when

gang scheduling is turned off and the priority is lowered, the average barrier passage time

dramatically increases to 0.3 seconds. Furthermore, in none of the 200 iterations in the

Load-Free case is the barrier passage less than 10000 microseconds. There is roughly

three orders of magnitude between a loaded and unloaded barrier passage.

These measurements indicated that the timed barrier passage would be a reliable indicator

of load as long as gang scheduling was turned off and the priority was reduced.

In further testing on the SGI, it was determined that the operating system can be called to

read the real time clock in roughly 14 microseconds. Once the timed barrier test was
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proven to be useful on the Convex Exemplar, and the SGI IRIX operating system could

quickly provide the time, the timed barrier approach was integrated into the SGI Version

2 of ASAT.

3.4 ASAT Version 2 Implementation

The Version 2 implementation of ASAT on all platforms uses a timed barrier test to

detect thread imbalance on the system. Before the barrier test is performed, the clock is

called to determine the amount of time since the last timed barrier test was run. This

elapsed time value can be tuned by the user. It is a good approach because the clock

overhead (14 microseconds) is lower than a barrier test (20-90 microseconds) in all cases

and a clock call in single threaded code is constant as the number of processors are

increased.

The pseudo code for the timed barrier is a follows:

static double entering[MAX_THREADS];

static double 1eaving[MAX_THREADS];

double timed_barrier_test(int THREADS) {

spawn(THREADS);

barrier_code();

first_in = min(entering);

1ast_out = min(leaving);

passage = 1ast_out - first_in;

return(passage);

}

barrier_code() {

entering[MY_THREAD] = rea1_time();

execute_barrier();

leaving[MY_THREAD] a rea1_time();

1

The interval between barrier evaluations can be adjusted. The ASAT software is set to

only run the barrier test once every 0.5 seconds of elapsed time by default. The ASAT

routine could then be called thousands of times per second, but most of the calls would
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return immediately because the specified time between ASAT barrier tests had not yet

expired.

The number of spawned threads is decreased when the barrier transit time indicates a

thread imbalance. ASAT has tunable values which determine the values for what is a

“bad” transit time and the number of “bad” transit times necessary to trigger a drop in

threads.

To determine whether or not to increase the number of threads, the ASAT barrier test is

executed with one additional thread, and the barrier transit time is measured. If the barrier

transit time indicates that one more thread would execute effectively, the computation is

attempted with one more thread. One can think of this as “dipping your toe in the water.”

If the number of threads in use has been working smoothly for a while, test with more

threads for a single barrier. If this barrier runs well, dive in and run the whole application

with more threads. Of course, if the increase in threads results in an imbalance, ASAT

will drop the thread count at the next parallel section.

The pseudo code for the ASAT thread adjustment heuristic is as follows:
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/* The current number of threads */

static int ASAT_THREADS;

asat_adjust_threads() {

Check Time

if ASAT_EVAL_TIME has not expired, return

BAR_TIME - timed_barrier_test(ASAT_THREADS)

IF (BAR_TIME > ASAT_BAD_TIME) {

ASAT_BAD_COUNT++; ASAT_GOOD_COUNT = 0;

1 else {

ASAT_GOOD_COUNT++; ASAT_BAD_COUNT = 0;

1

IF (ASAT_BAD_COUNT >= ASAT_BAD_TRIG

and ASAT_THREADS > 1) ASAT_THREADS";

IF (ASAT_GOOD_COUNT >= ASAT_GOOD_TRIG

and ASAT_THREADS < MAX) {

BAR_TIME =

timed_barrier_test(ASAT_THREADS+1)

IF (BAR_TIME < ASAT_EVAL_TIME)

ASAT_THREADS++;

}

l

The ASAT heuristic is more aggressive about decreasing threads than increasing threads.

This is done for 2 reasons: (1) running with too few threads slows you down by a linear

factor whereas running with too many threads can cause extremely poor performance and

(2) to create a natural hysteresis loop to keep ASAT from repeatedly adding and dropping

athread.

3.5 ASAT Version 2 Tunablu

ASAT has a number of tunable parameters which can be used to adjust its performance.

0 ASAT_FLAG — This flag disables the operation of ASAT. ASAT can be disabled

using an environment variable or by a subroutine call added to the user code.

ASAT can be turned on and off by the application during the execution of the

application. The default is “YES”. If the environment variable is not set, ASAT is

not turned on.
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0 ASAT_EVAL_TIME — This flag specifies the number of seconds to wait between

ASAT evaluations. The default is 0.5 seconds.

I ASAT_BAD_TIME — This value is used to determine if barrier passage time is

“bad”. If the barrier time is less than this value, it is a “good” barrier, and if it

takes longer than this value, it is a “bad” barrier. The default is 0.001 seconds. A

well-balanced barrier passage is much faster than 0.001 seconds, and an

unbalanced barrier passage is much slower than 0.001 seconds.

0 ASAT_BAD_TRIG — This flag specifies the number of successive “bad” barrier

times before the number of active threads is reduced. The default is 2.

o ASAT_GOOD_TRIG - This flag specifies the number of successive “good”

barrier times before ASAT attempts to increase the number of active threads. If

the number of threads is the same as the number of processors, ASAT will not

increase the number of threads. The default is 15.

3.6 Summary

The core concepts and resulting code for ASAT are relatively simple, and it is ready to be

added to any modern automatic parallizing compiler. As will be shown in the next

section, the overhead of ASAT is small enough that it can be effectively added to every

loop worth parallizing. Furthermore, while ASAT does not require gang scheduling it

performs as well as gang scheduling in most cases. ASAT performs as well as or better

than Fixed/Free scheduling in all cases.



CHAPTER

4.

PERFORMANCE RESULTS

In this chapter, the performance results for ASAT are summarized on two computer

architectures. The overall effect of ASAT is explored. Then the effect of the loop

iteration count (grain size) and the effect of multiple jobs are studied.

4.1 Measuring ASAT Overhead and Benefits

In this section we quantify the performance benefits and impact of ASAT using our

microsecond timed loop as described in Section 2.3.

The first four bars of the following figure (EGl - Empty System Gang Scheduled Thread

1, BF] - Empty System Free Scheduled Thread 1, LG] - Loaded System Gang Scheduled

Thread 1, LE] - Loaded System Free Scheduled Thread 1) are simply the previous results

from Figure 14 included for reference. As before, LF1 has a value of 150,000

microseconds and is way above the top of the graph sealed at 80 microseconds. The

remaining bars are the performance ofthe ASATjob on the empty (EAl and EA2) and

loaded (LAl, LA2, and LA3) system.
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Figure 22 - Loop Iteration Timing with ASAT

In Figure 22, ASAT is first run on an empty system in order to determine its impact.

Threads one and two (EAl and EA2) are reported. As before threads three and four are

like thread two. The additional overhead of ASAT increases the overall loop time from

36 microseconds to 51 microseconds. This is exactly the cost (15 microseconds) of a

time call. Because the ASAT_EVAL_TIME is set to 0.1 seconds, the barrier (which is

only 90 micro seconds) is only run every 2000 iterations, and, as such, contributes little to

the average overhead. The thread one/thread two pattern remains in the empty ASAT

runs in that the first thread gets into the loop more quickly, but waits longer at the end of

the loop because each thread processes one iteration. When load is added, the ASAT

loop actually executes like the Load Fixed (LFl) for several iterations (see Figure 23),

and then drops to three threads reacting to the load. The performance reported in Figure

22 is the average steady state once ASAT has dropped to three threads. The overall loop

time is unchanged from the unloaded system. The first thread performance is identical to

the unloaded system.
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The second “thread” profile is somewhat different under ASAT with load than under an

empty system. This anomaly is due to simple iteration scheduling with four iterations and

three threads. The loop actually is coded as I-l,4 using simple iteration scheduling.

When there are four threads, each iteration is processed by a thread. However, when

there are only three threads, one thread must perform two iterations. In simple scheduling

this is done statically, and, in this case, thread one gets both iterations one and two. So

LAl and LA2 are actually processed by thread one and LA3 is processed by thread two.

This can be easily seen as the LA3 results are exactly the same as the EA2 results.

To understand the LA] and LA2 results we will walk through thread one to see roughly

how it executes. At 0 microseconds it checks to see if it is time for a barrier test as part of

the ASAT evaluation. At 15 microseconds, it notifies the other threads that it has

encountered a parallel section. At 22 microseconds it makes its I-l mid-loop timer call

(LAl) which takes 15 microseconds. At 37 microseconds it prepares to processes

iteration I-2. It takes 6 microseconds to get back to the top of the loop. At 43

microseconds it makes the 1-2 timer call (15 microseconds). However, because the

overhead of the time call is subtracted after the loop completes, this timer call “appears”

to be instantaneous so “time” stays at 43 microseconds. At 43 (adjusted) microseconds it

arrives at the barrier (now in LA2) and since the rest of the threads (LA3, lLA4) have been

there since 35 (adjusted) microseconds, thread one (LAl and LA2) passes through the

barrier in about 6 microseconds for a total iteration time of 49 (adjusted) microseconds. In

summary, because the first thread gets started so quickly, it is able to slip the I-2 iteration
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into the time it would have otherwise wasted waiting for the other threads due to their

longer arrival skew.

This problem of unbalanced distribution of iterations to threads in simple scheduling

becomes less of a problem as the number of iterations increases and it not unique to

ASAT. It occurs anytime the number of iterations is not an even multiple of the number

of threads. For an I-1,1000 loop executing with three threads, the threads will process

334, 333, and 333 threads respectively.

While the above figure describes the steady state average ASAT performance, the

following figure shows how ASAT reacts to load over time. The following figure has

three experiments, all performed with load on the system. The application is scheduled

using (1) gang scheduling, (2) free scheduling, and (3) ASAT scheduling. The vertical

axis is a log scale and is the wall time for each iteration. The horizontal axis is the

iteration number. Each iteration from one to 200 was timed separately.
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Figure 23 - ASAT Performance Over Time
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In Figure 23, when the free scheduled application is executing the loop takes an average

of 0.15 seconds per iteration. At the other end of the spectrum, the gang scheduled

application averages 36 microseconds per iteration. For ASAT, it initially starts with four

free scheduled threads and has six very poor iterations and then automatically drops a

thread to execute with three free scheduled threads. At that point and for the remainder of

the experiment ASAT executes the loop in 49 microseconds.

In summary, ASAT has an overhead of about 15 microseconds per parallel loop. In the

shortest possible parallel loop6 this overhead is 30%. In a slightly longer loop such as the

trivial 1000 iteration loop which takes 6000 microseconds, this overhead drops to 0.3%.

In a parallel loop which lasts 2 seconds, such as the particle benchmark in Figure 13, the

overhead of ASAT drops to 0.001%. Since compilers will already suppress automatic

parallization for loops which are too small, in general it is safe to say that if there is

benefit to parallizing a loop, ASAT will benefit the loop under load and add less than 1%

overhead for that loop.

4.2 Single Job Performance with ASAT

The goal for this section is to compare the simple application executed with ASAT on the

SGI and Convex Exemplar with the execution on the Convex C-240 using ASAP.

4.2.1 ASAT Version 1 on the SGI

The first test is to duplicate the experiment which was performed for using ASAT to

adjust the number of threads in the application code. Simple scheduling was used along

with ASAT. This experiment uses ASAT Version 1 and is from [26].

 

6 This is not the shortest practical parallel loop.
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Figure 24 - ASAT Performance on the SGI

There are several observations about Figure 24. Running the application with ASAT

enabled on an empty system did not change the performance of the program significantly

(1-2 percent). The performance of the system with both the application and load running

simultaneously is very close to ideal. Wall time for Both/ASAT was the same as ideal

because the ASAT application ran to completion using the spare cycles before the load

completed. The ASAT job runs at a lower priority than the load job so the load job

effectively received 100 percent of the CPU for the duration of its run. The CPU time for

Both/ASAT was 1.14 times the ideal CPU time. Recall that both the CPU and wall time

were 1.05 times ideal for the ASAP on the Convex in Figure 9. Also the wall time for

gang scheduling is 1.68 times longer than ideal and the CPU time for gang scheduling is

1.76 times longer than the ideal CPU time.

These results were made possible because the loop length was long enough that the 6000

microsecond ASAT Version 1 overhead was balanced by a longer application loop. Also

some tuning on the part of the programmer was required to select an appropriate loop for
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the ASAT evaluation because it was executed before every selected parallel loop since no

timer was used.

4.2.2 ASAT On the Convex Exemplar

In this section a similar experiment is run on a four-CPU Convex Exemplar. This

experiment is the first test of ASAT Version 2 with the timed barrier and is from [29].

The “LOAD” job in this experiment is again a randomly arriving set ofjobs with random

duration, but the specific pattern and total usage are different from the earlier SGI and

Convex C-240 experiments.

Experiment Details (the numbers in parenthesis indicate the seven bar graph pairs of

Figure 25):

A parallel application run on an empty system (1)

o The application with ASAT run on an empty system (2)

o A “load” job with several non-parallel jobs (simulating random activity of varying

length-‘1) (3)

o A combination run with the non-ASAT application and the load jobs run together

(4.5)

A combination run with the ASAT application and the load jobs run together (6,7)

All runs were on a 4—CPU Exemplar with gang scheduling turned off and the ASATjob

executed at lower priority.

The results from this experiment are shown below:
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Figure 25 - ASAT on the Convex Exemplar

In Figure 25, the overhead of ASAT is measured, and the positive impact of ASAT on the

overall performance is shown on the Convex Exemplar. This graph shows the results of

three runs on an empty system and two runs together. The leftmost pair of bars represent

the performance of the individual jobs run on an empty system. First a parallel

application which did not use ASAT was executed (FIXED). Then the same application

was run with ASAT added (ASAT). Both show a 4X speedup of wall time over CPU

time. The ASAT overhead was effectively unmeasurable between the ASAT and FIXED

job. Again, the LOAD job consists of a set of single-threaded jobs which arrive randomly

with random duration. As before, if a parallel job is efficient, enough idle cycles exist

during the elapsed wall time of the LOAD job, that the parallel can run to completion on

the idle cycles only.

The fourth and fifth pairs of bars represent a run with the FIXED and LOAD jobs run

together. The LOAD job did not experience much of a negative performance impact.

However, the wall time of the FIXED job increased by a factor of 10. Effectively on the
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Convex Exemplar, the FIXED application makes almost no progress at all during thread

imbalance periods. These experiments were run on the SPF-1000 version of the Convex

Exemplar. The SPP-1000 memory subsystem was very sensitive to increases in cache

misses. Subsequent versions of this architecture (SPF-1200, SPF-1600, and SPF-2000)

have each improved the memory subsystem performance and this extreme performance

may not appear on those systems. I expect that on the SPP-1600 the effect will be

roughly the same as on the SGI.

The last two pairs of bars represent the ASAT and LOAD jobs executing together. The

LOAD job executed as if it were on an empty system. The ASAT job experienced almost

no increase in CPU time, but did experience an increase in wall time as it only used the

excess cycles.

In summary, the overhead for Version 2 of ASAT is effectively unmeasurable for even

moderately short loops. This compares VERY favorably with the 5% overhead for the

hardware based ASAP solution.

4.3 ASAT Response to Dynamic Load

To test ASAT under more varied load patterns, two time-oriented tests were performed.

Again, these simple tests were performed with the Version 1 ASAT on the SGI. The first

time-oriented test measured the ASAT response to rapidly changing load patterns. In the

rapidly changing load scenario, the varying load conditions consisted of:
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0 One job that averaged 5 minutes CPU time and arrived approximately every 15

minutes

0 Three jobs that averaged 1 minute of CPU time and arrived approximately every 4

minutes

These load jobs were all sequential and had higher priority than the ASAT application.

In Figure 26, the combination job finishes 4 minutes (11 percent) earlier when using

ASAT scheduling. In addition, because ASAT processes run at lower priority, the time

that the random load (simulating other users) completed was only 1 minute (4 percent)

later than when the load completed on an empty system. Using gang scheduling, the

simulated random load completed 7 minutes (20 percent) later than it would have

completed with no competition for resources. In essence, the ASAT process “soaked-up”

the idle cycles of the system with little or no impact on the rest of the load on the system.

Because the ASAT process maintained a balanced number of threads it executed more

efficiently and terminated faster than the gang scheduled process which also had a

significant negative impact on the other jobs.
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Figure 26 - ASAT Response to Rapidly Changing Load

The second time-oriented test is exactly the same as the previous test except that the load

is more regular. At 2.5 minute intervals, the load is increased from 1 to 4 and then back

down to zero. The same ASAT process was run with this new load profile. In Figure 27

the ASAT performance for this more slowly changing load in shown. In addition, the

number of ASAT threads is shown. As the load is increased over the time of the run,

ASAT quickly adjusts the number of its threads, maintaining system balance. As

resources free up, the number of threads is increased to take advantage of the idle

resources. The dynamic adjustment of threads results in complete and efficient utilization

of the resources while providing priority to the short term load on the system.
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Figure 27 - ASAT Responses to Slow Changes in Load

Note that in Figure 27 the load job does not finish much later when run with the ASAT

job than when it is run on the empty system. Further the overall number of threads when

the Load+ASAT are running is maintained at four threads. As would be expected, the

gang scheduled job severely impacts the serial job and negatively impacts its own

performance as both jobs finish much later.

In this section, ASAT is shown to have performance benefits for an application which

uses ASAT and the other applications which use the system. This win-win situation

effectively gives all the users additional compute resources which would have otherwise

been wasted without ASAT.

4.4 Focused ASAT Performance Tests

In the remaining section a series of focused experiments are performed which

demonstrate the effectiveness of ASAT across a wide range of loop sizes and run-time

settings. We have already established that the overhead of ASAT is so small that there is
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no harm in adding it to a loop worth parallizing. We now establish the situations in

which ASAT has the greatest benefit. We also examine how the “load” or single-

threaded jobs are effected by the scheduling choices used by the parallel jobs.

4.4.1 Run Time Scheduling Options

In this and the following section, a highly parallel application is used for all the

experiments. This application is compiled and executed under a wide range of run-time

scheduling options. The possible scheduling choices which can be made with this

application are as follows:

0 The entire computation can be executed in parallel or serial

0 Gang Scheduling can be turned on or off.

0 ASAT thread adjustment can be turned on or off

0 Loop termination strategy can either be a hard-spin or with the release_cpu behavior

(as described in Section 2.3.1) enabled

The following table summarizes the option settings for the various runs:

 

 

Title Number of Gang Thread Loop

Single 1 N/A N/A N/A

ASAT 4 No ASAT Hard_spin

ASAT- 4 No ASAT Release_cpu

Gang 4 Yes Fixed Hard_spin

Gang-R 4 Yes Fixed Release_cpu

Free 4 No Fixed Hard_spin

Free-R 4 No Fixed Release_cpu       
Table l - Types of Run-Time Choices
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The “-R” in the above indicates “release_cpu”. The idea is that with hard-spin turned off,

the performance of the parallel application might suffer, but less CPU time would be

wasted by the loop-end spinning resulting in better overall system utilization. These titles

will be used throughout the remainder of this section and the following section to label

the graphs.
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4.4.2 Code Structure

The basic structure of the code is a parallel inner loop with a serial outer loop. The code

uses the ANSI X31113 parallel FORTRAN directive format as supported by the Kuck and

Associates Guide compiler:

DO I = 1,EXCOUNT

C Perform ASAT adjustment if appropriate

C$PAR PARALLEL

C$PAR& SHARED(A,B,C) LOCAL (J)

C$PAR PDO

DO J=1,GRAINSIZE

A(J) = B(J) + C(J)

ENDDO

C$PAR END PARALLEL

ENDDO

In order to test the effect on programs with different memory access patterns and loop

duration times, the inner loop length (GRAINSIZE) is varied. This inner loop length is

called the “grain size” as it affects the granularity of the parallel sections. The number of

iterations of the inner parallel loop can be adjusted from 1K to 4M. The size of the data

structure used in the loop is also adjusted. Varying the data structure size will affect how

much of the data accessed by the application will actually reside in the cache of the

system. In order to processes the same “wor ”, the number of outer loop executions

(EXCOUNT) is decreased as the inner loop iteration length (grain size) is increased. The

following table relates the grain size to execution count, the wall time used per iteration

on a single unloaded CPU, and the size of the data structure accessed by the system.

 

 

    

Grain Execution Iteration Time Data Accessed

2K 200,000 0.000358 48K

10K 40,000 0.00228 240K

100K 4000 0.0358 2.4M

1M 400 0.353 24M

4M 100 1.4 8 96M
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Table 2 - Parameters Relative to Grain size

4.4.3 Execution Environment

The compiler used for these tests is a Beta version of the Kuck and Associates Guide

compiler with the Flow(ASAT) run-time extensions. The version of the compiler used

for these results is: “Guide 2.00 k270721 960606”. The system used for these tests is an

SGI Challenge with the following attributes:

4 150 MHZ IP19 Processors

CPU: MIPS R4400 Processor Chip Revision: 5.0

FPU: MIPS R4000 Floating Point Coprocessor Revision: 0.0

Secondary unified instruction/data cache size: 1 Mbyte

Data cache size: 16 Kbytes

Instruction cache size: 16 Kbytes

Main memory size: 384 Mbytes, 2-way interleaved

Operating system: IRIX 6.2

For the ASAT jobs, the following settings were used:

 

ASAT Parameter Value

ASAT_EVAL_TIME 1.00

ASAT_ BAD_TRIG (KMP_ASAT_DEC) 1

ASAT_ GOOD_TRIG (KMP_ASAT_INC) 10

Table 3 - ASAT Run-Time Settings

 

   
 

See the previous chapter for the definitions of these variables.

4.5 Running Jobs on an Empty System

The following figures show the performance of the different jobs on an empty system for

various grain sizes. The green lines are the release_cpu lines and the blue lines are the

hard-spin lines.
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Figure 29 - Runs on Empty System (Expanded Vertical Axis)

As expected, in Figure 28 and Figure 29 the parallel jobs on an empty system have

essentially the same running time regardless of basic scheduling choice (ASAT, Fixed, or

Gang) as long as hard-spin is enabled. When the release_cpu behavior (“-R” runs) is

enabled performance suffers across all loop sizes with a more significant impact with

grain sizes of 50K or less. Interestingly for small grain sizes (< 10K) Gang Scheduling

has slightly better performance among the six experiments shown when hard-spins are
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used (Gang) and the worst performance of the six experiments when release_cpu (Gang-

R) is used. In general, the parallel jobs execution time is considerably faster than the

single-threaded execution.

One can see the effect of the first and second levels of cache as jumps in the graph of the

single threaded run. While even the smallest loop at 2K (48K working set size) will not

completely fit into the 16K L1 cache, it fits in the L2 cache and the L1 cache can hold

much of the data. Between 50K and 100K in the single threaded run, the data structure

can fit in the 1MB L2 cache. Above 200 K, none of the data structure fits in any of the

caches from iteration to iteration and the application executes at main-memory speeds.

To see the speedup of the parallel application over the serial application more clearly and

factor out some of the cache effect, in the following figure the vertical axis indicates the

performance as a ratio relative to the single threaded application execution time on an
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Figure 30 - Speedup for Parallel Jobs on Empty System
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Figure 31 - Speedup for Parallel Jobs on Empty System (Expanded Vertical Axis)

In Figure 30 and Figure 31, the benefits and effects of parallelism on this application are

shown. The first observation is that the performance of ASAT tracks the performance of

gang scheduling very closely. Gang Scheduling only has a benefit over ASAT for very

small loops (<-4K) . On these small loop sizes (<-4K), no scheduling setting achieves

linear speedup due primarily to the overhead of the parallel loop. A line representing the

performance for linear speedup is drawn at 0.25. Between iteration sizes of 8K and

300K, the application experiences super-linear speedup. The first dip in the graph

represents the parallel application taking advantage of an effective 64K of L1 cache. The

second dip represents the advantage of the effective 4M L2 cache due to the four

processors cooperating. At 300K the speedup is linear and above 300K the speedup is

close to linear as both the serial and parallel applications are executing out of main

memory.

While all these cache effects are interesting, the strong result from these two figures is

that ASAT is not a significant negative performance impact across a wide range of
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iteration sizes. Further, gang scheduling is not required to achieve excellent performance

on an empty system. Also, the release_cpu option has a slight negative impact on the

performance of parallel applications. In the next section, we examine the effect of adding

a single threaded load application to these parallel jobs.

4.6 Running Combinations of Serial and Parallel Jobs

In this series of experiments, the parallel applications are run simultaneously with a serial

application. The memory reference patterns and iteration sizes are identical for each trial. '

When the parallel application has a grain size of 2K, the corresponding serial application

also has a grain size of 2K. For each experiment the pair ofjobs were run twice. First the

serial job was run to completion and timed while the parallel job executed in the

background continuously. Then the parallel job was run to completion and timed while

the serial job executed in the background continuously. In this way, we see the steady-

state impact of each job on the other. In the following figure, the performance of each of

the ASAT and Gang combination runs is shown. The line color is changed to red to

indicate that the hard-spin jobs were run under loaded conditions. The purple lines are

the loaded conditions with the release_cpu behavior enabled. In these graphs, a label

such as “Single/ASAT” is used for the performance of the single threaded job when the

ASAT job was running in the background. A label such as “Gang/Single” is used when

the performance of the gang scheduled job is measured while the single threaded job runs

in the background. The solid symbols are the parallel jobs executing with the single

threaded job and the outline symbols are the single threaded jobs executing with parallel
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jobs. The symbol shape indicates which type of scheduling was used in the parallel job (

Circle - ASAT, Square - Gang, and Triangle - Free).
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Figure 32 - Performance of ASAT and Gang Combination Runs

In Figure 32, the most dramatic result is the significant slowdown shown by the single

threaded application when executed simultaneously with the Gang Scheduled application

with either loop termination option. In comparison, the slowdown experienced by the

single threaded application when executing with the ASAT job is nearly imperceptible.

This result is similar to the earlier single job results which shows that ASAT can use up

“excess” cycles from a serial job without banning the performance of the serial job. The

performance of the Single/ASAT and Single/ASAT-R are so close that they appear as a

single line slightly above the Single (on an empty system) line in the center of the graph.
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Figure 33 - Performance of ASAT and Gang Combination Runs (Expanded Vertical

Axis)

In Figure 33, the addition of the release_cpu behavior in the parallel job does not

significantly improve the performance of the serial application under load for ASAT or

Gang Scheduling. Releasing the CPU (purple lines) can have a negative performance

impact on the parallel application of up to 400% at small grain sizes (<10K) and little or

no negative effect at the larger grain sizes (>100K). Releasing the CPU in a Gang

Scheduled application (Gang-R) seems to confuse the operating system somewhat in that

the application has requested that all of its threads execute simultaneously and now it is

releasing one of its threads. There seems to be little benefit to the serial application

when the gang scheduled application releases the CPU at the end of the loops.

The following figure shows the relative performance of these jobs compared with the

single threaded application. As before a relative performance plot helps eliminate the

effect of cache.
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Figure 34 - Relative Performance of ASAT and Gang Compared to Single Threaded Job

on an Empty System

In Figure 34, the slowdown when the single threaded job executes with the gang

scheduled job is roughly 3.5 times for grain sizes that fit in L2 cache. Once the data

structure no longer fits in the L2 cache (>200K), the performance impact is a factor of

4.5. To understand the smaller details on the parallel job performance curves, this figure

is shown again below with an expanded vertical axis scale.
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Figure 35 - Relative Performance (ASAT and Gang) compared to a Single threaded Job

on an Empty System (Scale)
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In Figure 35, a line is drawn at the “ideal” speed -up ratio of 0.33 (assuming one

processor is dedicated to the single threaded CPU on the average). Also, the super-linear

speedup only occurs when the parallel application can best take advantage of its aggregate

48K L1 cache. However, the effect of the L2 cache can still be seen on the graph.

The following figure shows the performance of the applications which use neither Gang

Scheduling nor ASAT scheduling. We term this “Free7 scheduling” because the

operating system is free to schedule any thread without regard to its relationship to the

other threads. When parallel jobs are run with serial jobs in this manner, the threads are

all executed in a round robin fashion. In a sense, the parallel job is not “demanding”

special scheduling as in Gang Scheduling. Furthermore, the number of threads is fixed at

four throughout the entire duration of the application execution regardless of the load on

the system. The use of Free scheduling is one possible way to allow a parallel job to

“soak-up” excess cycles without negatively impacting the serial job.

The following figure shows the performance of the Free jobs on an empty system and

when run with serial code. Both the hard-spin and release_cpu graphs are shown.

 

7 ASAT uses Free scheduling for its threads, but actively adjusts the number of threads in use to avoid the problems

seen in the Free/Fixed experiments.
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Figure 36 - Performance of Free Scheduled Jobs With Fixed Threads

In Figure 36, the serial jobs experience only a slight negative performance impact when

executed with either Free scheduled job. When the Free scheduled parallel job releases

the CPU, the serial job gets slightly better performance, but the performance of the

parallel job is very poor. The best parallel performance occurs when hard-spins are used,

but even when using all four CPUs, the Free scheduled, hard-spin job runs more slowly

on four processors than on one processor. If the Free scheduled parallel job releases the

CPU, its performance suffers dramatically at some grain sizes. Free scheduling appears

to be a lose-lose situation, when jobs are run in combination, both the serial and parallel

jobs run slower than optimal.

In the following figure, the relative performance of all the single threaded jobs under the

different load scenarios is shown. That is, the various single threaded plots from the

previous figures are combined into one graph.
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Figure 37 - Performance of the Single Threaded Job With Other Jobs Executing

In Figure 37, the best performance occurs when the job ism on an empty system

followed closely by the performance when run with ASAT. The best non-ASAT choice

with respect to single threaded performance is Free scheduling with release_cpu enabled

followed by Free scheduling with hard-spin. Gang, and Gang-R scheduling have a large

negative performance impact on the serial application. Neither Gang Scheduling nor

Free scheduling are sufficient to efficiently “soak-up” excess cycles like the ASAT

scheduling approach. ASAT has the strengths of both Gang and Free with none of the

weaknesses.

In the following figure, the performance of the parallel jobs is shown with only the hard-

spin versions included. The empty single threaded performance and empty system

parallel gang scheduled performance is included for reference.
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Figure 38 - Performance of Various Parallel Jobs with a Single Threaded Job Running

In Figure 38, there is no particular advantage of Gang Scheduling over ASAT when load

is present on the system. Fixed Scheduling performs very badly in the presence of load.

The experiments described in this section were run in the intended environment for

ASAT, and demonstrate its ability to “soak-up” free cycles without impact on the

“foreground” work. ASAT uses its lack of gang scheduling and lower relative priority to

ensure that it always has the precise number of threads. In the next section, we will

explore what happens when multiple ASAT jobs are running at the same time with no

other load on the system. ASAT will no longer have the advantage of its relatively lower

priority to detect system load. In a sense, an ASAT process assumes that any excess

threads are its responsibility. When multiple ASAT jobs are run, they all attempt to be

polite and drop threads. Further because all of the other processes are polite ASAT jobs

may decide to periodically add a thread, causing imbalance. The purpose of this section

is to determine how significant a problem this is for ASAT.



4.7 Running Multiple Parallel Jobs

This section poses a set of experiments which test the stability of ASAT with multiple

parallel jobs on the system. The primary challenge for ASAT in this situation is that

when multiple jobs run on the system with no other load, all of their priorities are equal.

As such the ASAT evaluation cannot take advantage of relative priority as in the

ASAT/Single scenario. It should be noted that this is not the anticipated design target for

ASAT. The assumption is that if there were long-running parallel batch jobs, each

capable of consuming the entire system efficiently, they would be best executed one at a

time from a queue soaking up the all the available cycles from the non-batch system load.

The experiment details are the same as in the previous sections. Five representative

grain sizes will be tested (2K, 10K, 100K, 1M, and 4M). Three of these correspond to

sizes used in the previous section and the 1M and 4M are larger than the previous

experiments. In all cases one to four identical jobs are executed. They all use the same

grain size and run-time scheduling option settings.

4.7.1 Multiple Grain Size-2K Jobs

The first experiments examine the performance for small threads using grain size - 10K.

As described earlier, the effect of running multiple copies of different types ofjobs is

studied. In each case, one to four copies of each type ofjob are run on an otherwise empty

system. For each run, the overall wall time is measured for the completion of all jobs.

The gang scheduled jobs each use four threads so the total number of threads across the

entire system increases from four to sixteen as the number of copies goes from one to
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four. In the following figure, red lines are used for the hard spin behavior and purple

lines indicate that release_cpu is used..
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Figure 39 - Multiple Jobs with Grain Size 2K

In Figure 39, a number of effects can be observed. When looking at the hard-spin jobs,

Gang starts out with a small advantage over ASAT which increases as the number of

copies are increased. This advantage is roughly 20%. At four copies, single threaded is

the fastest. When looking at the release_cpu graphs, the ASAT-R job performs poorly

when there is only a single copy on an otherwise empty system. The problem is that with

such a small grain size, any thread skew at the end-loop barrier will result in the release of

the CPU. Then the released thread must be reactivated at the top of the loop which

causes relatively large thread skew at the top of the loop. The net result is that the ASAT

run-time effectively perceives its own thrashing as load on the system, and drops to one

thread resulting in performance that is about the same on the empty system as the single

threaded job.
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Interestingly, as the number of copies of the ASAT-R job are increased, its relative

performance improves to the point that at four copies it out-perforrns the ASAT without

release_cpu. While this may seem curious, there is a simple explanation. The ASAT-R

job is beyond “polite”, it has become “paranoid”. That is, all of its metrics are indicating

very heavy load, and it quickly drops to one thread and stays at one thread. With the

normal ASAT, at four copies each job “tries” to see if there are available cycles and at

times, the two-threaded barrier runs successfully and ASAT adds a thread. Usually, a

short time (1-2 seconds) later ASAT notices its mistake and drops back to a single thread.

The result is that when four copies of the normal ASAT job are running (with the same

low priority), the load metric used to decide to increase threads provides incorrect

information. The ideal performance of ASAT with four copies should be the same as the

Single-threaded application with a very slight overhead added. As such, the cost of this

ASAT behavior can be easily observed from this that the following graphs. In this

situation because the grain size is so small, the cost is roughly 100%.

The Gang Scheduled parallel job with release_cpu enabled (Gang-R) performs poorly

because it does the same thrashing that ASAT with release_cpu experiences except that it

never drops to one thread. The net result is poor performance which gets worse as more

copies are added.

The Free scheduled jobs perform the same as the ASATjobs on the empty system, but as

soon as two copies are executed, the performance becomes very poor. Four copies

without release_cpu take over seven hours to complete and with release_cpu, takes

nearly three hours to complete.



4.7.2 Multiple Grain Size-10K Jobs

In the 10K grain size experiments, cache effect is still significant so a scheduling

technique will be rewarded for effective use of the cache. Further, the L2 caches are

sufficient to hold all four applications’ data simultaneously so most memory references

will be to L2 cache. Since the loop iteration time is on the order of 2000 microseconds,

several loop executions may be processed during a single time slice. The graph of the

results of running one to four copies with grain size of 10K is as follows:
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Figure 40 - Multiple Jobs with Grain Size 10K

In Figure 40, the choice of scheduling technique has less of an impact. ASAT and ASAT

with release_cpu enabled have nearly identical performance except that ASAT has a

slight advantage below two copies and ASAT-R has a slight advantage for three or four

copies. Again this is because ASAT-R is more conservative about adding threads and

tends to run less often in sub-optimal configurations with four copies. The release_cpu

option has a more significant negative impact for gang scheduling. This is due to two

reasons: (1) the application is ideally load balanced so under gang scheduling the loop-
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end thread skew is very small and releasing the CPU is foolish, and (2) the loop executes

quickly enough that it can be executed several times during a time slice and keep a warm

cache under gang scheduling. Gang Scheduling with hard-spins at loop termination is the

fastest approach. It has super-linear speed-up even when there are four copies executing.

This superlinearity is a combination of the aggregate 64K Ll caches and the ability to

execute more than one iteration during an operating system time slice. The fact that the

SGI IRIX operating system can time slice the CPU cleanly and evenly between four gang

scheduled applications is a compliment to their scheduling implementation.

The ASAT jobs continue to be mislead about the overall load at their thread increment

time resulting in a 42% cost when compared to four copies of the single threaded job.

Again the Free/Fixed jobs experience very bad performance when more than one copy is

executed. At four copies, the Free jobs execute in over five hours and the Free-R jobs

execute in over an hour.

4.7.3 Multiple Grain Size=100K Jobs

As the grain size is increased to 100K, the effect of the L1 caches is less noticeable. Also

with a loop iteration time of roughly 0.035s, there is a reasonable chance that a parallel

loop execution will experience an operating system induced context switch so that an

excess context switch caused by the release_cpu option is less noticeable.
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Figure 41 - Multiple Copies with Grain Size 100K

In Figure 41, the Gang and Gang-R have nearly the same performance because the

overhead caused by releasing and requiring the CPU is small compared to the loop

execution time. Both Gang Scheduled approaches still exhibit super-linear performance

at four copies because of the aggregate cache effect. The negative performance impact of

ASAT is also decreasing as the loop length increases. ASAT has an 45 percent overhead

and the more conservative ASAT-R has dropped to 15 percent.

Again the Free and Free-R jobs perform poorly with multiple copies. At four copies they

take 1.5 hours and 45 minutes respectively.

4.7.4 Multiple Grain Size-1M and 4M Jobs

At larger grain sizes, there is no remaining cache effect and all memory operations are

done to main memory. These working set sizes eliminate any remaining super-linear

speedup.
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Figure 42 - Multiple Jobs with Grain Size 1M

At the grain size of 1M, in Figure 42 all of the curves are approaching the single threaded

performance at four CPUs. There are a number of factors which cause this. (1) Data is

seldom reused in cache, so there is little advantage to being scheduled on a processor with

a “warm” cache. (2) When a context switch does occur there is plenty of effective work to

do in either type ofjob so progress to the solution continues. The ASAT job continues to

have a large (52%) performance loss when compared to the single threaded job because

of its use of too many threads due to its inability to judge when to add a thread. Further,

the lack of deterministic scheduling leads to wasting time spinning at the bottom of the

loops in join barriers. The time spent at join barriers is not used toward productive work.

With such a large grain size, releasing the CPU at a join barrier improves performance

20% for ASAT.

When examining the Free and Free-R performance, while the Free performance is very

poor (4 copies take over 20 minutes) the Free-R jobs complete at about 9 nrinutes. This

is down to a factor of 3X the performance of the other techniques at four copies. With a
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loop iteration time of 0.358, the operating system is probably involved in every loop

termination in Free-R but some progress does occur.

In the following figure, the grain size is set to 4M with a data set size of 96MB for each

process. The SGI Challenge used in this experiment has a total of 384 MB of memory so

three jobs can fit into memory while four jobs cannot fit. The performance for this set of

experiments follows:
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Figure 43 - Multiple Jobs with Grain Size 4M

In Figure 43, the performance trends are very similar for one and two copies. At three

copies some paging begins, but by four copies, there is very little data resident in main

memory for each iteration. Context switches are insignificant given the large number of

page faults. Releasing the CPU and reactivating a thread also does not show up

significantly. However, there are some interesting results when four copies are run.

ASAT with release_cpu performs the best followed by ASAT, and Gang with

release_cpu. Fixed-R is only 20 percent slower than Gang when four copies are run.
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Fixed with hard spin is the worst performer at 17 minutes. Interestingly Gang and Single

have nearly identical results when four copies are run.

The problem with exceeding real memory is that memory operations become I/O

operations. In this situation, more threads are superior so multiple I/O operations can be

performed in parallel. Single has the worst performance because at most four page faults

can be outstanding at any one time. In Gang Scheduling, the operating system keeps the

threads together so the additional threads are often spinning and not free to generate

additional page faults. In any of the release_cpu enabled runs, threads do not spin and

are released to generate more page faults on some other thread. ASAT with hard-spin

loses some performance spinning when it could have released the CPU.

In summary, several conclusions can be drawn regarding the experiments in this section:

0 Gang Scheduling on the SGI Challenge under IRIX 6.1 is excellent at time slicing

between multiple parallel processes with the same number of threads in each process.

The context switching is so effective that superlinear speedup often occurs as the

effective cache size increases.

0 ASAT does not do as well as Gang Scheduling with multiple parallel jobs on an

otherwise empty system. The gang scheduling advantage is greater the more copies

are executed.

The problem with ASAT is two-fold. First, it does not get the benefit of the larger

aggregate caches which occur for gang scheduling. The more disturbing result is that four

ASAT jobs do not perform as well as four single threaded jobs. This indicates that the
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ASAT evaluation is thrashing in its thread determination. For example when four

copies of ASAT jobs are running, they should each move toward one thread and use one

thread for the remainder of the run. Any negative performance should only occur in the

first few seconds of the run. While the ASAT thread reduction mechanism does quickly

move the processes down to one thread each, they remain forever optimistic and

continually try additional threads. Because all processes are running at the same low

priority, ASAT often believes that load has changed and increases the number of threads,

only to drop the thread later. During the time an excess thread exists, the system is

operating poorly as in a Free scheduled situation. ASAT quickly drops back to one thread

but the damage has been done.

There are two possible solutions to the problem. The simple solution is to set the

ASAT_GOOD_TRIG to a relatively large number such as 60 seconds. In this way, even

if multiple jobs are running, they will run poorly about 1/60 of the time. Given the

relatively slow pace of load change and the fact that ASAT will still react quickly to

reduce threads, this is a quite acceptable solution. Another solution may be to consult the

operating system (as in SGI Version 1) every 30 to 60 seconds for a picture of the overall

load. This would only be done at the thread increase decision point. Another solution is

to simply run all the parallel jobs capable of consuming the entire system efficiently one

at a time from a batch queue. This single ASATjob would be quite compatible with

combinations of serial and gang-scheduled jobs which used less than the entire system.
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4.8 Summary

In this section, the performance of ASAT was tested under a wide variety of load

conditions. On an unloaded system, ASAT, Free Scheduling, and Gang Scheduling have

nearly identical performance. When a single-dreaded job is executed in combination with

a parallel job, Gang Scheduling maintains good parallel performance at the expense of the

single-threaded job. Fixed Scheduling maintains good performance for the single-

threaded job at the expense of the parallel job. Only ASAT provides ideal performance

for both the single-threaded and parallel job.

The performance is also studied when multiple (1-4) copies of the parallel application are

run on an otherwise empty system with different scheduling options. In this scenario,

Gang Scheduling outperforms ASAT by up to 50%. ASAT does significantly better than

Fixed Scheduling in this situation. The causes of the performance disadvantage when

comparing ASAT to Gang are explored and potential solutions are proposed.



CHAPTER

5.

CONCLUSION AND FUTURE WORK

5.1 Conclusion

The ability to dynamically adjust a parallel application to the amount of available

resources is an important tool which allows parallel processors to be used more efficiently

and applications to complete more quickly. In this paper, the negative performance

impact of having a system with an unbalanced number of threads was investigated and

reported. ASAT is proposed as an efficient technique which is easily implementable in a

run-time library which effectively balances thread use across an entire system without

requiring any central information. The overhead of ASAT as implemented on the four

CPU SGI Challenge is precisely measured to be 15 microseconds per ASAT evaluation.

The performance of ASAT is compared to the existing state of the art in hardware,

compiler and operating system provided load balancing solutions. ASAT is shown to be

superior to all other scheduling approaches when a single ASATjob is executing on the

system with other non-parallel applications. Because ASAT is completely decentralized,

it depends on a lower priority and free scheduling to get an accurate idea of the overall

load on the system. As such, ASAT has some trouble when there are multiple equal-

priority jobs running on the same system simultaneously. In this case, ASAT is far

105
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superior to Free scheduling, but Gang scheduling has a performance advantage over

ASAT when there is a job mix of multiple competing parallel jobs.

If there are serial jobs running with the gang scheduled jobs, the serial job performance is

negatively impacted. In a sense Gang scheduling is a win-lose situation, the parallel

applications win and the serial applications lose. ASAT is a win-win situation in that a

parallel job wins and the serial jobs have nearly empty-system performance.

The goal of ASAT was to emulate Convex’s Automatic Self-Allocating Processors

(ASAP) hardware solution to dynamic load balancing. In the case of a parallel job

running to soak up excess cycles under a wide variety of load conditions, ASAT has met

and exceeded that goal.

ASAT is a production-ready technique which has already been integrated into one

commercial compiler. As more and more users deploy commodity processor based

parallel processing systems, they will find that ASAT allows them the flexibility for these

systems to be used by a wide range of users with a minimum of manual system

management.

5.2 Future Work

Further study is needed to determine how to best implement ASAT using further compiler

and operating system modifications. ASAT, as currently implemented, does not make or

require any operating system changes. One operating system change which would be

helpful to ASAT is to assign a lower priority to processes with more active threads. This

modification would naturally encourage processes with the largest number of threads to
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give up their threads and balance overall usage in the long run. Such an approach would

also penalize non-ASAT processes which make irresponsible use of system resources.

Also, the operating system needs to provide a non-adjusting priority that does not have a

negative impact on the performance of a parallel application.

Another area of work is to do a long-term study of the overall effect of ASAT. This work

would allow one to study the average time spent in a parallel section across a wide variety

of applications.

Another possible outcome of this work is to develop the thread-skew measurement

program into a benchmark and collect and publish parallel performance data on a wide

range of computer systems and run-time environments.

Another area of work in ASAT is to develop a version of ASAT which consults some

external information before increasing the threads to solve the only remaining advantage

of Gang Scheduling over ASAT. This is the only remaining “production” feature of

ASAT.



APPENDIX A - SOURCE CODE FOR LOOP LATENCY TEST

This is the source test for the loop-skew testing program.

IMPLICIT REAL(A-Z)

INTEGER I,J,K

LOGICAL CHECK_ASAT

REAL*8 MSF77W

REAL*8 COST,BARMAX,BARMIN

REAL*8 LASTTIM

PARAMETER(TSIZE=200)

REAL*8 PRE(tsize),IN(tsize),XIN(tsize,4)

REAL*8 OUT(tSize)

REAL*8 ASAT(tsize),LOOP(tsize),SPAWN(tsize,4),BAREND(tsize,4)

CHARACTER ENVFLAG*lO

PARAMETER(GOODTRIG=0.001)

1
*

Determine the time overhead while you have a good timeslice

PRINT *,’Determining clock Overhead ...’,MSF77W(0.0)

CALL TIMEOVER(COST)

PRINT *,’Cost per time call ’,COST

* If ASAT is off due to environment variable, this call does nothing

* If ASAT is on, it reduces priority and turns off gang

CALL ASAT_INIT()

CALL GETENV(’CHECK_ASAT’,ENVFLAG)

IF ( ENVFLAG(1:1) .EQ. ’Y’ .OR. ENVFLAG(1:1) .EQ. 'y’ ) THEN

PRINT *,’ASAT Evaluation will actually be done'

CHECK_ASAT = .TRUE.

ELSE

PRINT *,' To cause the ASAT_EVAL setenv CHECK_ASAT y '

CHECK_ASAT = .FALSE.

ENDIF

OPEN(UNIT=10,name='testskew.csv')

PRINT *,’Wasting a timeslice in parallel ...',MSF77W(0.0)

CALL KILLTIME()

PRINT *,’Detail timing the trivial loop ’, MSF77W(0.0)

LASTTIM = MSF77W(0.0)

no I=1,TSIZE

PRE(I) = MSF77W(0.0)

* Do the time check by hand

IF ( CHECK_ASAT ) THEN

THISTIM = MSF77W(0.0)

IF ( (THISTIM - LASTTIM) .GT. 0.1 ) THEN

CALL ASAT_EVAL()

LASTTIM = THISTIM

ENDIF

ENDIF
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IN(I) = MSF77W(0.0)

CSDOACROSS LOCAL(J),SHARE(XIN,I),MP_SCHEDTYPE=SIMPLE,CHUNK=1

DO J=1,4

XIN(I,J) = MSF77W(0.0)

ENDDO

OUT(I) = MSF77W(0.0)

ENDDO

DO I=l,TSIZE

ASAT(I) = IN(I) - PRE(I) - (COST)

LOOP(I) = OUT(I) — PRE(I) - (3 * COST)

IF ( I .LT. 5 ) print *,PRE(I),IN(I),OUT(I),ASAT(I),LOOP(I)

DO J=l,4

SPAWN(I,J) = XIN(I,J) - IN(I) - (COST)

BAREND(I,J) = OUT(I) - XIN(I,J) - (COST)

ENDDO

ENDDO

PRINT *,’Writing Results ...’,MSF77W(0.0)

* End-run Print outs

999

1000

WRITE(10,999)

FORMAT(1X,’LOOP,ASAT,SP1,SP2,SP3,SP4,BAR1,BAR2,BAR3,BAR4')

DO I=l,TSIZE

WRITE(10,1000)LOOP(I)*1000000,ASAT(I)*1000000,

(SPAWN(I,J)*1000000,J=1,4),(BAREND(I,J)*1000000,J=1,4)

FORMAT(1X,E13.7,11(’,’,E13.7))

ENDDO

END

SUBROUTINE NOTHING()

RETURN

END
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