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ABSTRACT

AUTO-PARAMETRIZED KERNEL METHODS FOR BIOMOLECULAR MODELING

By

Timothy Andrew Szocinski

Being able to predict various physical quantities of biomolecules is of great importance

to biologists, chemists, and pharmaceutical companies. By applying machine learning

techniques to develop these predictive models, we find much success in our endeavors.

Advanced mathematical techniques involving graph theory, algebraic topology, differen-

tial geometry, etc. have been very profitable in generating first-rate biomolecular rep-

resentations that are used to train a variety of machine learning models. Some of these

representations are dependent on a choice of kernel function along with parameters that

determine its shape. These kernel-based methods of producing features require careful

tuning of the kernel parameters, and the tuning cost increases exponentially as more ker-

nels are involved. This limitation largely restricts us to the use of machine learning mod-

els with less hyper-parameters, such as random forest (RF) and gradient-boosting trees

(GBT), thus precluding the use of neural networks for kernel-based representations.

To alleviate these concerns, we have developed the auto-parametrized weighted element-

specific graph neural network (AweGNN), which uses kernel-based geometric graph fea-

tures in which the kernel parameters are automatically updated throughout the training

to reach an optimal combination of kernel parameters. The AweGNN models have shown

to be particularly success in toxicity and solvation predictions, especially when a multi-

task approach is taken. Although the AweGNN had introduced hundreds of parameters

that were automatically tuned, the ability to include multiple kernel types simultaneously

was hindered because of the computational expense. In response, the GPU-enhanced

AweGNN was developed to tackle the issue.

Working with GPU architecture, the AweGNN’s computation speed was greatly en-



hanced. To achieve a more comprehensive representation, we suggested a network con-

sisting of fixed topological and spectral auxiliary features to bolster the original AweGNN

success. The proposed network was tested on new hydration and solubility datasets,

with excellent results. To extend the auto-parametrized kernel technique to include fea-

tures of a different type, we introduced the theoretical foundation for building an auto-

parametrized spectral layer, which uses kernel-based spectral features to represent biomolec-

ular structures.

In this dissertation, we explore some underlying notions of mathematics useful in

our models, review important topics in machine learning, discuss techniques and mod-

els used in molecular biology, detail the AweGNN architecture and results, and test and

expand new concepts pertaining to these auto-parametrized kernel methods.
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CHAPTER 1

INTRODUCTION

1.1 Machine Learning and its Applications

Machine learning can be defined as a field of computer science that uses algorithms

that help a computer learn from data. More precisely, an algorithm is said to be a machine

learning algorithm if for some task, T, that can be measured with a performance measure,

P, the algorithm directs the computer in some way that will use experience, E, so that it

will improve the performance on task T measured by P [36]. A simpler way to describe a

machine learning algorithm is to say that the algorithm directs a computer to improve its

performance on a task without being explicitly programmed to do so. This is in contrast

to programming that would have to find an output response for each and every input

response, which, in many cases, is totally infeasible. When data becomes too complex for

the human mind to generate a simple set of rules to decide what to do in a given situation,

then we might consider applying machine learning methods.

Machine learning algorithms have been applied in a variety of instances: computer

vision, speech recognition, spam filters, medicine, self-driving vehicles, amongst others

[84, 24, 29, 91, 35]. As the years pass by, many more more applications spring up every

year as new ways of training machine learning models are discovered and computational

capabilities naturally increase over time. Accessibility to massive amounts of data too,

has added to the excitement of developing machine learning models, in which common

people have access to millions and millions of pieces of data that are ready for use, or

require little cleaning. In the field of molecular biology, interest has heightened as de-

tailed molecular data has become available and demand for medical and bio-technologies

has increased. Many successful machine learning models have been employed in the

biomolecular field, and have caught the attention of many pharmaceutical companies,
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which have been relying more and more on machine learning models to avoid costly

experimentation to narrow down candidates for drugs.

1.2 Biomolecular Modeling

Molecular modeling is the science and art of studying molecular structure and func-

tion through model building and computation. The model building can be as simple as

plastic templates or metal rods, or as sophisticated as interactive, animated color stere-

ographics and laser-made wooden sculptures. The computations encompass ab initio

and semi-empirical quantum mechanics, empirical (molecular) mechanics, molecular dy-

namics, Monte Carlo, free energy and solvation methods, quantitative structure/activity

relationships (QSAR), chemical/biochemical information and databases, and many other

established procedures. The refinement of experimental data, such as from nuclear mag-

netic resonance (NMR) or X-ray crystallography, is also a component of biomolecular

modeling.

In particular, we want to create models that will help us predict various quantities or

qualities of different biomolecules or biomolecular structures. For example, predictions

of solvation free energy, toxicity, and solubility of molecular compounds are highly useful

for biomedical purposes. The prediction of the binding free energy of protein-ligand

complexes is also extremely important for drug development and design, saving precious

time and money on costly experimentation. As there has recently been a shift from the

qualitative and phenomenological analysis of biomolecular systems to more detailed and

quantitative approaches, we would like to follow in that path.

We seek to apply machine learning algorithms to obtain models that can help us de-

velop these predictive models, but this requires deep analysis and plenty of data. For-

tunately, there has been an explosion in the availability of detailed biomolecular data,

and methods of computer modeling have improved dramatically, making it possible to

extract important information from the molecular structures to construct accurate pre-
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dictive models. The computational capabilities of modern computers has spurred much

advancement in the area of biomolecular modeling, and has shown no signs of stopping.

1.3 Abstract Mathematical Representations

Advanced mathematics can be used to understand many real-world problems through

modeling and approximation techniques. In particular, we would like to apply these

mathematical tools to the problem of biology. Algebraic topology, geometry, graph theory,

and other techniques have been applied before to obtain successful predictive models that

have state-of-the-art performance [78, 110, 22, 80, 81, 79, 108]. These mathematical tools

are used to describe the geometry, structure, and underlying physics of the biomolecules

and biomolecular constructs through calculation of abstract features. These features are

then combined into representation vectors that describe each molecule in the data set,

from which we may apply a multitude of machine learning algorithms to create predictive

models.

Persistent homology, which measures persistence of the connected components, rings,

and cavities of a cloud of points, can be used to extract features that provide a picture of

the topological and geometric landscape of a biomolecular structure. Differential geom-

etry can be used to measure the curvature of the interactions of the elements within a

biomolecule or between the molecules in a biomolecular complex. Geometric graph the-

ory can be used to describe the pairwise interactions between elements, and algebraic

graphs can be used to provide spectral information, which may reveal information about

the connectivity and other abstract properties about the arrangement of atoms. One can

imagine that there are a plethora of possibilities when attempting to build representa-

tions for the various qualities of biomolecules that would be useful for applying machine

learning algorithms, so we explore them ardently.
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1.4 Kernel-based Methods and Auto-parametrization

Much of these mathematical representations of molecules and biomolecular systems

rely on a chosen kernel function, and a careful tuning of parameters that determine the

shape of the kernel function by setting the center of the cutoff and its sharpness. For

instance, geometric graph features, as in the flexibility-rigidity index used in a previous

paper, rely on the choice of a kernel function such as the Lorentz or exponential kernel

function [78]. These are tuned by adjusting the τ and κ values that determine the dis-

tance of the cutoff and the sharpness of the cutoff. Representations based on curvature

are also based on kernel choice and kernel parameter tuning, as well as the represen-

tations extracted from spectral data of adjacency and Laplacian matrices. Topological

representations in previous works also did introduce kernel-based features, providing an

opportunity to tune the models as well.

When using kernel-based features, we may develop multi-scale representations, where

we combine multiple choices of kernels and kernel parameters that increase the number

of features that we get for our representation. Multi-scale methods reveal extra detail that

cannot be captured by the limited scope of just one kernel function and parameter choice,

and have shown to be very successful in previous attempts [78, 80, 81], while single-scale

models are very limited in comparison. The downfall of the multi-scale models is in the

increase of kernel parameters that must be tuned.

Because of this increase in the amount of parameter choices when optimizing, it be-

comes increasingly time-consuming to tune them. It is computationally infeasible to go

beyond a certain point without using techniques that miss key parameter combinations.

In the case of element-specific features, the kernel and parameter choices per scale too

must be fixed across all pairs, missing out on many possibilities for capturing various

biological effects based on the interactions between different elements. This limits us

significantly in how we can develop our models in that we are virtually constrained to

non-deep learning models, such as gradient boosting trees and random forest algorithms,
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since they are more easily trained with fewer hyper-parameters to adjust.

What we may do to bypass the problems above is to automate the process of parameter

selection. By automating this process, we may tune the parameters during the training

of our models. We can then take care of the parameter tuning with just one model in-

stead of hundreds that must be compared to obtain the best result. Also, the parameters

may be tuned specifically for each individual feature or small group of features. This

means that hundreds of parameters may be tuned with one model instead of tuning 2

parameters after training hundreds of models. To automate the parameter selection, we

utilized the back propagation of a neural network to tune these parameters, thereby intro-

ducing the possibility of using a neural network with kernel-based representations and

solving the problem of the high cost for kernel parameter tuning. This yielded the Auto-

parametrized weighted element-specific Graph Neural Network (AweGNN) [100], which

used an element-specific kernel-based geometric graph representation for the molecules.

This auto-parametrized kernel model was found to be very successful, and was later im-

proved by increasing computational efficiency and adding additional features. Also, the

idea of the AweGNN can be extended to other molecular representations using various

abstract mathematical topics described previously.

1.5 Motivation

There has been exponential growth in the availability of data, even to the general

population, and the rapid advances of machine learning and data science have provided

us with a plethora of tools and techniques for modeling a variety of data sets and con-

structing very successful predictive models that can aid us in almost any situation. This

has been increasingly applied to tackle the big problems in the biological sciences in re-

cent years. The increase in detailed biomolecular datasets give us a large pool of data

from which to develop these machine learning models. Due to this fountain of high-

quality biomolecular data, machine learning has become the most powerful tool in com-
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putational biology. Solvation free energy and hydration free energy, toxicity, solubility,

protein-ligand binding free energy, etc. are all important physical quantities associated

with biomolecules or biomolecular complexes that are useful in industry, medicine, and

science. Machine learning models are commonly utilized to predict these values, in which

advanced mathematical techniques can aid increasing performance greatly.

Kernel-based mathematical representations have been used to develop state-of-the-art

machine learning models for a variety of molecular datasets. Despite the success of these

models, the kernel-based models have a drawback. The kernels are dependent on param-

eters that have to be hand-tuned. This manual tuning can be somewhat time consuming,

especially when multi-scale models are used. For multi-scale models, a parameter grid

search is required, and when the number of kernels becomes too large, the grid search

may be infeasible. Because of the computational cost of the grid search, neural networks

are generally omitted from experimentation, and random forest and/or gradient boosting

trees are applied in place of them. To remedy this issue, we sought to automate the kernel

parameter-tuning by using the backpropagation of a neural network to update the pa-

rameters during training. This auto-parametrization technique, however, requires careful

construction and computational efficiency to be applied successfully to these molecular

datasets.

1.6 Outline

In chapter 2, we provide an some mathematical background in graph theory and per-

sistent homology, providing vital theoretical detail to understand how it may be applied

to extract molecular descriptors for molecular datasets. In chapter 3, we cover funda-

mental concepts in machine learning, including some details on specific machine learn-

ing algorithms, which we apply in later chapters. Chapter 4 introduces the concept of

biomolecular modeling and describes the changes in technology and data availability

that are spurring on the field. Various techniques in biomolecular modeling are covered,
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including physical modeling, and kernel methods applied to machine learning. Chapter

5 details the entire AweGNN paper, which introduces the first auto-parametrized kernel

model. Chapter 6 details the general idea of the auto-parametrized kernel methods and

introduces improvements and theories that extend the original AweGNN concept. Some

brief results for a solubility and hydration dataset are recorded and compared to other

models on a benchmark dataset.
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CHAPTER 2

MATHEMATICAL TECHNIQUES

2.1 Introduction

Mathematics has been applied to many different kinds of problems. Some of the first

applications were found in commerce, land measurement, architecture, and astronomy.

In our current times, we see that all sciences use a variety of mathematical tools to advance

their subject in terms of modeling, understanding, and applying techniques to solve var-

ious problems, and many of these tools are also used in industrial applications. In many

cases, there are teams that will enlist the help of a mathematician for the purposes of un-

derstanding various elements of problems arising within the many scientific disciplines

due to the specialized nature of the matter. For an example of applying advance mathe-

matical topics to scientific modeling, we may look to the physicist Richard Feynman, who

invented the path integral formulation of quantum mechanics by combining his under-

standing of theoretical mathematical concepts and his insight in the field of physics [66].

Today’s research on string theory, which is a scientific theory that attempts to unify the

four fundamental forces of nature, continues to inspire mathematics and spur on many

creative mathematicians to participate. There are many examples apart from this, such as

the application of representation theory in chemistry, but the field of physics draws the

most attention for its focus on mathematical modeling.

Some topics in mathematics are relevant only in the area that inspired it, and are ap-

plied to solve further problems in that particular area, while many times, the problems

being solved even create new areas of mathematics that can be studied independently.

Often times, mathematics inspired by one field proves useful in many different fields,

and so merits the generalized study of a particular area of mathematics. There is often

made a distinction between the study of pure mathematics, in which there is an emphasis
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on strict proof-writing with a disregard for real-world application, and applied mathe-

matics, where application of techniques are the focus and how to apply them to a variety

of situations in the real world. There are many instances, however, of topics which were

considered to be in the sphere of pure mathematics, but were applied to great effect in nu-

merous problems, for example, the application of number theory in cryptography. Due

to the explosion of knowledge in the modern scientific era, there have been scores of spe-

cializations within the field of mathematics, and there are certainly more to come. While

the prospect of having well developed fields of mathematics and an understanding of

the abstract mathematical objects therein is appealing for a number of reasons, we cannot

lose sight of the understanding that there are important problems to tackle in this world,

and abstractions do little on their own to pave the way to prevail against them.

Although there has been much effort to apply mathematics and computational tech-

niques to the understanding of biological systems, we have not seen so many advances

in the use of more abstract techniques as we have seen in physics and chemistry. Thus,

we attempt to present some useful abstract concepts that may be useful in the field. In

this chapter, we discuss special topics in two fields of abstract mathematics, graph theory

and algebraic topology, and focus mainly on the applied elements of the discussed con-

cepts. A base knowledge of linear algebra, abstract algebra, and topology are required to

understand the details in this chapter. The theory described in this chapter will later be

applied to topics in computational biology, as we will see in the later chapters.

2.2 Graph Theory

A simple graph is composed of a set of vertices and a set of edges in which the ver-

tices represent objects of interest or points in space, and the edges represent some sort of

relationship between the vertices, or simply a line between the points. This very basic

definition can be extended to include additional information that describes the system in

more detail. These additions can include a direction of the edges indicating that there is a
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relationship from one vertex to another or that there is a mutual relationship. The edges

might also take on values to represent some quantitative relationship between the two

vertices, or the vertices themselves may have values of their own. The edges or vertices

may be colored to categorize components of the graph that may represent a type of re-

lationship or a type of vertex. Graphs can take on as deep of a complexity as they need,

but in any case they are very useful and natural constructs for analyzing many different

problems in our world.

Graph theory has many ties to different mathematical fields and sciences due to its

simplicity and natural definitions. Set theory, number theory, algebra, topology, compu-

tational biology, computer security, geography, and many more [32, 40]. A deep tie be-

tween graph theory and linear algebra is present by virtue of the notion of the adjacency

and Laplacian graphs that can be obtained from a graph. In our work, we use graphs

to represent molecular structures, and relationships between the atoms that make up the

molecular structures, where we can obtain numerical information from the matrices as-

sociated with the graph structure. This natural representation of biomolecular structures

has been particularly fruitful [80, 78, 81, 79, 90], and so we will revisit the concepts learned

in this section and apply them to biomolecular models. The theorems and definitions are

mainly retrieved from the book, "Modern Graph Theory", by Bollobás [18].

2.2.1 Basic Definitions

An undirected graph, G, is a pair of disjoint sets, (V,E), such that E ⊂ V (2), where V (2) is

the set of unordered pairs of elements of V . Since an element of the edge set, E, can be

described by an unordered pair of vertices, x, y ∈ V , we denote an edge connecting those

two vertices by the two-element set {x, y} ∈ E. We say that G′ = (V ′, E′) is a subgraph

of G = (V,E), denoted G′ ⊂ G, if we have V ′ ⊂ V and E′ ⊂ E. The neighborhood of a

vertex, x ∈ V , denoted by Γ(x), is defined as Γ(x) = {y ∈ V : {x, y} ∈ E}, the set of all

vertices, y, that that are connected to x by an edge. Then the degree of the vertex, d(x), is
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naturally defined by d(x) = |Γ(x)|, the number of edges that are connected to the vertex,

x. A graph, G = (V,E), is called a bipartite graph if there are two vertex sets, V1, V2 ⊂ V ,

with V = V1
⋃
V2, V1

⋂
V2 = ∅, and the condition that for every {x, y} ∈ E, either x ∈ V1

and y ∈ V2 or y ∈ V1 and x ∈ V2. One important, yet trivial, type of graph is the complete

graph, which is a graph that has every vertex connected to every other vertex by an edge.

More specifically, a graph G of n vertices is called a complete graph on n vertices if the edge

set of G, namely E, is exactly E = {{x, y} ∈ V (2) : x, y ∈ V, x 6= y}. In this case, we

denote G by G = Kn.

There are many properties that are important to graphs. One of the most basic prop-

erties of a graph is the number of connected components. For a graph, G = (V,E), two

vertices, x, y ∈ V , are connected vertices if the is a path from x to y. A path from x to y is

defined to be a series of edges, ({x1, y1}, {x2, y2}, ..., {xm, ym}), such that yi−1 = xi for

all i = 2, ...,m, with x = x1 and y = ym. The graph, G, is a connected graph if for every

vertex pair of vertices, x, y ∈ V , such that x 6= y, x is connected to y. A maximal connected

subgraph of the graph, G, is called a connected component of G, or simply a component of G.

One useful property of a graph is its connectivity. To define this, we need some additional

language.

Let W ⊂ V be a subset of vertices of the graph, G. Then we define the subtraction of G

by W asG−W = (V −W, {{x, y} ∈ E : x, y ∈ V −W}). IfG−W is disconnected, then we

say that W separates G. If we let k ≥ 2, then the graph, G, is k-connected if either G = Kk+1

or if G has at least k + 2 vertices and there is no set of k − 1 vertices that separates G.

A graph is called 1-connected if it is a connected graph. The maximal k value such that

a graph, G, is k-connected is defined to be the connectivity of G, and is denoted by κ(G).

This value gives us an idea of the strength of a graph’s overall connection.

In many cases, we may wish to extend the basic notion of a graph to give us extra

detail. If a graph has an edge set of order pairs instead of unordered pairs, i.e. elements

of the edge set, E, have a direction from one vertex to another that is represented by the
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ordered tuple (x, y) ∈ E going from the vertex x to the vertex y, then the graph is called a

directed graph, or digraph. Direction in a graph may be very important, for example, if you

are working with fluid flow or modeling the popularity of internet stars (you may follow

an individual online, but they may not follow you back). A weighted graph is a graph in

which each edge in the edge set has a corresponding value associated with it, or in other

words, the graph G comes with a weight function, w : E → X , from the edge set to a

set of your choosing, where common choices are X = R, Z, or N. Weights are essential

for encoding pertinent information that represents the strength of a connection between

two vertices. This can be the strength of the flow within pipes at different junctions, the

strength of an interaction between two atoms, etc.

2.2.2 Adjacency and Laplacian Matrices

In graph theory, an adjacency matrix is a square matrix that describes the important con-

nective information of a graph. The entries of the matrix express whether the pairs of a set

of vertices are adjacent in the graph or not. Many key features about the graph can be ex-

tracted such as information about the connected components of the graph, calculations of

path and cycles, finding shortest paths, and other important information. Another useful

matrix associated with a graph is the Laplacian matrix. This matrix contains very similar

details, but it has other properties, especially related to the spectrum of the matrix, that

can provide additional information that the adjacency matrix cannot.

The adjacency matrix, A, of an undirected graph, G, is defined by:

Aij =


1 : {i, j} ∈ E

0 : {i, j} /∈ E

It is easy to see that the adjacency matrix is a real symmetric matrix, i.e. A has real

entries and A = AT . This gives us useful properties that we will use later that involve the
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spectrum of the matrix, which is the set of eigenvalues for the matrix. Namely, we have

the important spectral theorem associated with real symmetric matrices:

Spectral Theorem. Let A be a symmetric matrix. There is an orthogonal matrix P , i.e. PTP =

I = PPT , such that D = PTAP is a diagonal matrix.

The corollary of this theorem most importantly shows us that the eigenvalues and

eigenvectors of an orthogonal matrix are real-valued. More precisely, D is a diagonal

matrix of real entries, so the eigenvalues of D are real eigenvalues, say λ1, λ2, ..., λn with

corresponding eigenvectors being the standard basis, e1, e2, ..., en. Now, let us define

vi = Pei for every i. The theorem gives us that D = PTAP with PPT = I , so PD = AP .

Thus, we have that for every i, λivi = λPei = Pλei = PDei = APei = Avi. This

means that the eigenvalues of A are the real eigenvalues of D, and the eigenvectors of A

are the columns of the orthogonal matrix of P (which has real entries), so they form an

orthogonal basis of Rn, with n being the size of the square matirx, A. Therefore, any real

symmetric matrix has real eigenvalues and eigenvectors,

The other important matrix that we can associate with a graph is the Laplacian matrix,

as was mention earlier. The Laplacian matrix is very similar to the adjacency matrix, but

the difference is that the Laplacian matrix has the degree of each vertex encoded on the

diagonal. More precisely, we define the Laplacian, L, as a matrix with the following entries:

Lij =


−1 : {i, j} ∈ E

0 : {i, j} /∈ E, i 6= j

d(i) : i = j

The Laplacian can also be defined in a more concise way. Let us define ∆ to be a

diagonal matrix whose diagonal (i, i) elements are equal to the degree, d(i), of vertex i of

the graph G. Then, if A is the adjacency matrix associated with the graph, G, we define

the Laplacian, L, as the difference of matrices, L = ∆ − A. We note that the Laplacian is
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also a real symmetric matrix, so the same theorem above applies as well, namely that the

eigenvalues are real numbers. The benefit of the Laplacian matrix comes from the results

of the theorems associated with it, that reveal more about the spectrum of the Laplacian,

and the relation of the spectrum to the graph. This theorem gives us some additional

information about the spectrum of the Laplacian [18]:

Theorem. The Laplacian matrix L of a graph, G = (V,E), is a positive semi-definite matrix, i.e.

〈Lx, x〉 ≥ 0 for all x ∈ Cn, where n = |V | and

〈x, y〉 =
n∑
i=1

xi · yi

for x, y ∈ Cn.

With this theorem, we can easily see that all the eigenvalues of the Laplacian are all

non-negative, since for any eigenvalue λ of L, and eigenvector v ∈ Cn normalized to

unit length, i.e. ||v|| = 1, we have 0 ≤ 〈Lv, v〉 = 〈λv, v〉 = λ〈v, v〉 = λ||v|| = λ. Thus all

eigenvalues of the Laplacian matrix of a graph are non-negative, and we also note that the

zero eigenvalue occurs with multiplicy at least 1, since the vector v = 〈1, 1, ..., 1〉 is always

an eigenvector with eigenvalue λ = 0 because the sum of the elements in each row is zero.

A second theorem that may be useful and reveals information about the graph is given

below [18]:

Theorem. Let G be a graph with Laplacian L. Then the dimension of the nullspace of L is the

number of connected components of G.

So, by applying computational techniques in linear algebra to find the dimension of

the nullspace of a matrix, we may find the basic property of the number of connected

components in a graph. We can also find more complex information from a deeper theo-

rem dealing with the connectivity of a graph [18]:

Theorem. The vertex connectivity of an incomplete graph G, i.e. G 6= Kn, is at least as large as

the second smallest eigenvalue of the Laplacian of G.
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Now, we have a tool that can give us a lower bound for the connectivity of any graph

just by using a standard concept from linear algebra, namely the eigenvalues of a matrix.

Having calculated this value, we can understand how strongly connected a network or

structure that can be put into the framework of a mathematical graph is. This second

smallest eigenvalue is commonly referred to as the Fiedler value, and has many applica-

tions, such as the stability analysis of dynamical systems [5]. More generally, the theorem

reveals that there may be some important information locked within the spectrum of a

Laplacian, and so it might behoove us to analyze this.

2.2.3 Adjacency and Laplacian Matrices for Weighted Graphs

We consider now the notion of the adjacency matrix and the Laplacian for a weighted

graph, G = (V,E, φ), where φ : E → R is the weight function that assigns the weights

to the edges of the graph. Now, instead of constructing matrices with discrete values

representing the presence or absence of edges, we construct similar matrices that account

for the weights of the existing edges. More precisely, we define the weighted adjacency

matrix of G, denoted by AGφ to be defined with entries:

(AGφ )ij =


φ({i, j}) : {i, j} ∈ E

0 : {i, j} /∈ E

We then define in a similar way the weighted Laplacian of G, denoted byLGφ to be defined

with entries:

(LGφ )ij =



−φ({i, j}) : {i, j} ∈ E

0 : {i, j} /∈ E, i 6= j

|V |∑
j=1

φ({i, j}) : i = j

Now that we have encoded the weights of the graph into the linear algebraic structures

that are derived from them, we may turn our attention once again to the spectrums of
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these matrices. In the case of the weighted adjacency and Laplacian graphs, we do not

have the benefits of the aforementioned theorems, but we do have various instances of

scholars revealing some connections between the spectrums of weighted Laplacians to

geometry and graph theory [80, 85, 98, 20, 86].

2.3 Algebraic Topology

Although topology can be quite an abstract discipline, topological spaces can repre-

sent physical objects and notions so that they may be applied to problems in the real

world [4, 1]. The biggest hurdle in applying topology is the effort required to take the

smooth and stretchable nature of topological objects and transform them into something

discrete or tangible that can be used for computation. One way to do this is to decompose

the topological space into simpler topological pieces that ultimately can be encoded into

a machine to make concrete computations. The spaces are sometimes approximated in

a sense with these topological pieces, but they are able to give us accurate topological

information because the structure produced is topologically the same. In fact, the field of

algebraic topology gives us the means by which to extract discrete algebraic information

from continuous topological data. A whole array of computational techniques in topol-

ogy can be found in literature, including homology, cohomology, morse theory, and more

[34].

We want to ultimately be able to apply computational topology to our problem of

biomolecular modeling. Persistent homology is a geometry-sensitive extension of the

idea of the homology of a topological space. The homology of a space captures the pres-

ence of n-dimensional holes, and persistent homology looks at the evolution of the ho-

mology of the space as it is being constructed over time. Persistent homology has seen

widespread use in our group, providing a useful tool for building successful machine

learning models [22, 90, 110, 70]. We seek to lay out the theoretical foundation of these

ideas in this section, starting with the notion of the simplex, which are our building blocks
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that we use to construct simplicial complexes. These complexes allow us to apply the rich

theory of homology in a manner that is suitable for computation.

2.3.1 Simplicial Complexes

We wish to now formally present the idea of a simplicial complex, which can be used

to approximate topological spaces so that we can obtain relevant topological information

from computations. We will start with the geometric notion of a simplex, as outlined by

Edelsbrunner [34]. If we let x0, x1, ..., xk be points in Rd. Then we consider linear com-

binations, x =
d∑
i=0

λixi, in which each λi ∈ R and
d∑
i=0

λi = 1. These linear combinations

are called affine combinations. The affine hull of these points is then defined to be the set of

all affine combinations, where we notice that this makes a k-plane if the k + 1 points are

affinely independent, meaning that for any affine combination of points, a =
d∑
i=0

λixi and

b =
d∑
i=0

µixi, then we have that λi = µi for all i. It can be seen that the k + 1 points are

affinely independent iff the k vectors xi − x0 are linearly independent for i = 1, 2, ..., k.

Since Rd has at most d linearly independent vectors, we have that there are at most d + 1

affinely independent points in R.

An affine combination, x =
k∑
i=0

λixi, is a convex combination if λi ≥ 0 for all i and

the convex hull of the points is the set of all convex combinations of those points. A k-

simplex, σ, is then defined to be the convex hull of k + 1 affinely independent points,

denoted by σ = conv{x0, x1, ..., xk}, with its dimension defined to be dimσ = k. On

this note, we observe the first four dimensions of simplices can be represented by a

point, line, triangle, and tetrahedron respectively. This fact is depicted in figure 2.1 be-

low. Consider a non-empty subset of the points whose convex hull describes a simplex,

σ = conv{x1, x2, ..., xk}. We notice that the convex hull of any subset, T ⊂ {x0, x1, ..., xk},

then defines another simplex, and we call this simplex a face of the simplex σ. A face of

a simplex is called proper if the face is not the entire simplex, and we write τ ≤ σ for any
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face, τ , of the simplex, σ, and τ < σ if it is a proper face.

Figure 2.1: This figure displays a vertex, edge, triangle, and tetrahedron from left to right, which are repre-
sentations of the 0, 1, 2, and 3-simplices respectively. These are all realizations of the simplices by embed-
ding them into 3 dimensional space [93].

A simplicial complex, K, is a finite collection of simplices such that σ ∈ K and τ ≤ σ

implies that τ ∈ K, while σ, σ′ ∈ K implies σ ∩ σ′ is empty or a face of both σ and σ′. In

many cases, we want to represent these simplicial complexes in a more abstract way. We

define an abstract simplicial complex, A, as a finite collection of sets such that X ∈ A with

Y ⊂ X implies that Y ∈ A. The dimension of an abstract simplex is denoted dimX = |X|.

A face of the simplex,X , is a non-empty subset Y ⊂ X , and is proper if Y 6= X . We find that

for any geometric simplicial complex, we can produce an abstract simplicial complex, and

vice-versa [34]. Thus, we have an intimate connection between the geometric and abstract

constructs, allowing us to make discrete computations with the abstract complexes which

represent geometric realities. The main computations that we can make are through an

algebraic object associated with a topological space called the homology of a space.

2.3.2 Simplicial Homology

The homology groups of a topological space provide an understanding of the k-dimensional

holes that are present within the space. By looking at how k-simplices are continuously

mapped into the space, we can extract a group structure that yields numerical informa-

tion. To be able to make these calculations using our computational capabilities, we must

use an equivalent version of the homology by using the simplicial structure of the space.
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We begin by defining the objects of interest. For a simplicial complex,K, we define a p-

chain to be a formal sum of p-simplices in K, c =
∑
i aiσi, where the σi are the p-simplices

in K and the ai are the coefficients from a particular group. So as to allow for simple com-

putations and inituitive understanding, we use the group Z/2Z, but other finite groups

can also be used. In a theoretical setting, infinite groups such as Z are used, but groups

like these may not allow us to obtain information from a computational source. The op-

eration of addition can be defined for two p-chains by component-wise addition, i.e. for

p-chains c1 =
∑
aiσi and c2 =

∑
biσi, we have c1 + c2 =

∑
(ai + bi)σi. The set of p-chains

of K under addition then define a group, Cp(K), called the chain group of K of dimension p.

Now we wish to define a map between these chain groups, so that we can get a relation

between simplices of different dimensions. Let us define the boundary of a p-simplex,

σ = [x0, x1, ..., xp], by the sum of its faces, namely

∂pσ =

p∑
j=0

[x0, ..., x̂j , ..., xp],

where the hat over the xj term means that it is omitted. Then, we can extend the idea of

the boundary of one simplex to the whole chain group, Cp(K), by defining ∂p : Cp(K)→

Cp−1(K) by making it linear, i.e. for a chain, c =
∑
i aiσi, we have ∂pc =

∑
i ai∂p(σi).

In fact, this defines a homomorphism from the chain group of p-simplices to the chain

group of (p−1)-simplices, and we call this the boundary map of chains. Now, an important

algebraic structure that comes from these boundary maps is the chain complex, which is

the sequence of chain maps and chain groups of all dimensions, namely

· · ·
∂p+2−→ Cp+1(K)

∂p+1−→ Cp(K)
∂p−→ Cp−1(K)

∂p−1−→ · · ·

To obtain the homology groups that we seek from this chain complex, we must define

two special types of chains, namely p-cycles and p-boundaries. A p-cycle is a p-chain

whose boundary is the 0-chain, i.e. ∂pc = 0. Since the kernel of the homomorphism,

∂p, is a subgroup of Cp(K), then the set of p-cycles under addition, which we denote by
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Zp(K) = ker ∂p, is indeed a group. Next, we define a p-boundary as a p-chain that is the

boundary of a (p + 1)-chain, i.e. c is a p-boundary if there is a d ∈ Cp+1(K) such that

∂p+1d = c. Then, Bp(K) = im ∂p+1 is a group of the p-boundaries of Cp(K). An important

result that allows us to calculate the homology groups of a chain complex is the fact that

∂p∂p+1 = 0. This means that Bp(K) = im ∂p+1 ⊂ ker ∂p = Zp(K), and so we may define

the pth homology group of the simplex K as Hp(K) = Zp(K)/Bp(K). We then define the

dimension of the homology group, denoted by dimHp(K), to be the rank of Hp(K) (or the

dimension of the group when viewed as a vector space). The dimension of Hp(K) is also

known as the pth Betti number. This can be denoted by βp = dimHp(K).

Figure 2.2: This figure displays the calculation of a homology group. The simplicial complex,K, is made up
of one 2-simplex (triangle), abc, 3 1-simplices (lines), ab, bc, and ac, and 3 0-simplices (points), a, b, and c.
If we focus on the 1-dimensional chain groups, we notice that there is one cycle represented geometrically
by the loop going from a to b to c. This loop, however, is cancelled by the boundary of the simplex, abc,
by "closing" the loop, thereby displaying the topological idea that the loop can be deformed continuously
across the triangle surface. Therefore, there are no non-trivial loops in the complex, and so dimH1(K) = 0.
If the simplicial complex did not contain the 2-simplex, then the complex, K, would have one non-trivial
loop and we would have dimH1(K) = 1.

We notice that the cycles represent loops, cavities, and higher-dimensional "holes" that

can be found in a complex, while boundaries represent the higher dimensional simplicial

structures that "fill in" the space inside the holes. This idea is illustrated in figure 2.2,

showing the calculation of the 1-dimensional homology group. The Betti numbers that

we retrieve from the calculation of these homology groups give us numerical information

about the topology of the complex, which may be useful in some applications. We will

extend the ideas in this section to reveal deeper information about the structure of topo-

logical spaces, which are infinitely more useful than the betti numbers of a fixed simplicial
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complex.

2.3.3 Persistent Homology

We wish to now obtain information from an evolving complex that slowly increases the

number of simplices that form it. As new pieces enter the complex, the homology of

the complex will change. Holes will come into and out of existence through merging

classes of cycles, and we would like to capture the persistence of each of these topological

features. We obtain this persistence by first explaining what is known to be the elder rule.

This rule dictates how persistence is understood, by giving precedence to the older cycles

when two cycles merge as a boundary is introduced to disrupt them. The older cycle

persists as the younger cycle dies.

We consider a simplicial complex, K, with a monotonic function, f : K → R, in which

f(τ) ≤ f(σ) whenever τ ≤ σ. With this definition of monotonic, we notice that the

sublevel sets, K(a) = f−1(−∞, a] ⊂ K are a subcomplex of K. Since K is discrete, we

have a finite amount of values, a0, a1, ..., an ∈ K, where we can define Ki = f−1(−∞, ai]

for each i so that we get an increasing sequence of subcomplexes,

∅ = K0 ⊂ K1 ⊂ ... ⊂ Kn = K

.

We call this sequence of subcomplexes a filtration of f. Now, for every, i ≤ j, we have

an inclusion map from the ambient space containing Ki and Kj , namely ιi,j : Ki ↪→ Kj ,

which induces a homomorphism, ιi,jp : Hp(Ki) → Hp(Kj), for every dimension. If we

consider the consecutive induced inclusion maps, we obtain a sequence of homology

groups for every dimension, p,

0 = Hp(K0) −→ Hp(H1) −→ ... −→ Hp(Kn) = Hp(K).
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As we go through the homology groups of the filtration along the induced inclusion

maps, we find that non-trivial cycles in one homology group get merged with others as

new boundaries are introduced. The length at which these non-trivial cycles persist will

then be captured by doing some calculations of Betti numbers. We define the pth persistent

homology groups to be the images of the induced maps, Hi,j(K) = im ι
i,j
p , and the pth

persistent Betti numbers to be the dimensions of the corresponding groups, βi,jp = dimHi,j .

First, notice that Hi,i
p = Hp(Ki). Then notice that the persistent homology group, Hi,j

p ,

consists of the homology classes of Ki that have survived to the complex, Kj . More

formally, we have that Hi,j
p = Zp(Ki)/(Bp(Kj) ∩ Zp(Ki)). For γ ∈ Hp(Ki), we say that γ

is born at Ki if γ /∈ Hi−1,i
p . Second, if γ is born at Ki and then merges with another class at

Kj , i.e. ιi,j−1
p (γ) /∈ Hi−1,j−1

p , but ιi,jp (γ) ∈ Hi−1,j
p , then we say that γ dies entering Kj . This

then is considered to be the elder rule mentioned earlier.

We now have a way to obtain information about the persistence of homology classes,

or cycles, with respect to our filtration function, f . If γ is a class born atKi and died atKj ,

then we define the persistence of the class to be pers(γ) = aj−ai, where the ai and aj are the

values that determined the sublevel sets, Ki = f−1(−∞, ai] and Kj = f−1(−∞, aj ], of the

filtration. We can also similarly define the birth and death by their filtration, i.e. birth(γ) =

ai and death(γ) = aj . These values are calculated with sophisticated packages such as

Ripser, Gudhi, and Dionysus [16, 101, 77]. The filtration functions and the companion

complexes are usually obtained from the evolution of various complexes springing from

a point cloud. In the case computational biology, these point clouds are derived from

the positions of atoms in a molecule. Next, explore the Čech Complex, which gives us a

physically relevant filtration in which we can apply the idea of persistent homology to a

given point cloud.
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2.3.4 Čech and Vietoris-Rips Complexes

Suppose we have a finite set of point, S ⊂ Rn. Let us define the closed ball around a point

x ∈ S with radius, r, by Bx(r) = {y ∈ Rn : ||x − y|| < r}. Then we define the Čech

complex as:

Čech(r) = {σ ⊂ S :
⋂
x∈σ

Bx(r) 6= ∅}.

An abstract p-simplex is included in the Čech complex if there are p + 1 points whose

closed balls of radius, r, have anon-trivial intersection. Although the Čech complex is de-

fined using abstract simplices, we can imagine the process using the notion of geometric

simplices. This idea is illustrated in figure 2.3.

Figure 2.3: This figure displays the geometric construction of a Čech complex from a point cloud, S ⊂ R2,
based on the radius parameter, r. The simplices are added based on the number of balls that have non-
empty intersection.

For computational and geometric reasons, another complex was introduced, namely

the Vietoris-Rips complex. The Vietoris-Rips complex of S and r is defined as:
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Vietoris-Rips(r) = {σ ⊂ S : diam(σ) ≤ 2r}

Instead of checking all subcollections of points to find out which simplices are in

our complex as we do in the Čech complex, we may simply just check pairs and add

2-dimensional and greater simplices whenever we can. It can be shown also that we have

the inequality, Vietoris-Rips(r) ⊂ Čech(r) ⊂ Vietoris-Rips(
√

2r) [34], so we have a close

relationship between the two complexes. In reality, the Vietoris-Rips complex is used

extensively in application because of the ease of computation in relation to persistent ho-

mology.

We can see that the Čech and Vietoris-Rips complex is dependent on the choice of a

point cloud, S, and a choice of parameter, r, determining the radius of the balls around

those points. If we define P(S) to be the set of all subsets of S, then P(S) is a simplicial

complex, and we can define a filtration function, f : P(S) → R, where for a simplex σ,

we have f(σ) = rσ, where rσ ≥ 0 is the value in which σ ∈ Čech(r) for r ≥ rσ, but σ /∈

Čech(r) for r < rsigma. This can be equivalently defined for the Vietoris-Rips complex. In

both cases, these filtration functions give us a way to obtain persistent homological data

from a point cloud of atoms in a molecule, which gives us important physical features

for their analysis. In addition to this, there is a very popular complex called the alpha

complex, which is more complicated to describe, but is more physically representative

of a molecular structure than the Čech and Vietoris-Rips complexes. This construction,

however, will not be discussed here.
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CHAPTER 3

MACHINE LEARNING

3.1 Introduction

Machine learning (ML) is a field of computer science that deals with algorithms that

create models that improve automatically through experience and/or by the application

of fixed data. ML is generally seen as a subfield of artificial intelligence (AI) because on

the surface it seems as though the computer being programmed is "learning" from the

data that is fed into it. In fact, the computer is programmed to do a particular task with-

out being explicitly programmed to do so, giving it the appearance that it is "learning"

from real-world data. In many cases, this might be the only feasible way to create a rea-

sonable program since the direct programming of every single action and response will

be far too much to handle for one or even many human beings. For example, one might

consider the difficulty of producing an explicit algorithm that can identify and differen-

tiate between various objects contained in an image. ML algorithms have a wide variety

of applications: computer vision, speech recognition, spam filters, medicine, self-driving

vehicles, amongst others [84, 24, 29, 91, 35]. More and more applications are discovered

every year as new ways of training these ML models are invented and computational

efficiency increases over time.

There are three main categories in machine learning that explore different ways of

learning from the training data. These categories are supervised learning, unsupervised

learning, and reinforcement learning. Some might include semi-supervised learning as a

category of its own, but semi-supervised learning is really just supervised learning with

some extra techniques that can handle unlabeled data. The most common type of learn-

ing is supervised learning, which learns from data that is labeled in the sense that inputs

are paired with desired outputs usually hand-chosen by a human being through either
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manual affirmation or scientific experimentation. Within supervised learning, there are

two types of tasks that the models are trained for, namely regression and classification.

Regression looks for predictions that may take a continuum of values, i.e. the prediction

of the price of a home, whereby classification looks for outputs that place a piece of data

into a particular category, i.e. the categorization of objects in an image. Unsupervised

learning learns something about a dataset without any labels as described above. In this

type of learning, the goal is to understand the structure of the data and find hidden pat-

terns or insights of the input that can be used to understand how data should be labeled.

Clustering algorithms are commonly used to categorize a given set of data, such as in

the case of search results provided by search engines [2]. In reinforcement learning, the

computer interacts with a dynamic environment through actions and inputs, and learns

through trial and error how to to maximize its reward. An example of this would be the

training of DeepMind’s AlphaZero [102], which is a chess-playing algorithm that learned

how to play by analyzing an inordinate amount of chess games against itself.

In this section we will be describing various concepts in machine learning, focusing

solely on supervised learning algorithms, and going over basic and more advanced algo-

rithms along with their advantages and disadvantages.

3.2 Fundamental Concepts

3.2.1 Data Representations

When implementing most machine learning algorithms, we represent each individual

item in the data set as a vector whose components are numerical values that describe

the object in some way. These vectors are commonly referred to as feature vectors, and

the entries of the vectors are called features. In some cases, we use the term descriptors

instead of features or refer to a feature vector as a representation of a data point, but they

all refer to the same concepts. Although all entries of a feature vector must ultimately

be some real number, we can have different categories of feature types. For instance,
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common categories include numerical, binary, and categorical feature types.

The numerical feature type is the simplest to explain in that the entry in the feature

vector is the exact number that describes that feature, i.e. the entry for height of a particu-

lar person in a data set would be a numerical feature of that person. Binary type features

are entered as 1 or 0 based on whether they are in or out of a category, i.e. a 1 may repre-

sent that someone has a bachelors degree or a higher degree while 0 may represent that

the person has not completed a bachelors degree or higher. Categorical feature types are

originally represented by an integer taken from the range 0 to k−1, where k is the number

of categories for that particular feature. This choice of category is then usually converted

into a vector of length k by a one-hot encoder which outputs a vector with 0s everywhere

except for a 1 in the ith place, in which i is the chosen category. All of the information

from each feature type is concatenated into one long feature vector and the collection of

these feature vectors from each data point is sometimes called a design matrix, where the

rows of the matrix are the feature vectors of each individual data point.

There are some shortcomings to representing data points as the concatenation of a col-

lection of numerical, binary, and categorical features as described above. The first thing

to note is that categorical features that are one-hot encoded into a vector of 1s and 0s are

not able to pick up on the correlations between two different categories. The representa-

tion then is conveying that all categories are equally dissimilar, which is a big assumption

that is in most cases unrealistic. Another problem is that the weight of each feature is not

appropriately captured. Some features will be incredibly important and contribute much

to the construction of the model while others will do very little and perhaps even disrupt

the process and ultimately result in an less accurate model. If some numerical values are

very large in comparison to other features, then there may be an issue in which the large

values outweigh other features in terms of the influence in computation, especially cat-

egorical or binary features, which do not exceed a value of 1. A problem that can occur

with specifically categorical features and the prevalence of them in a representation is
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that when concatenating a one-hot encoded choice of category to the feature vector, the

feature vector can become sparse and waste a lot of memory and increase computing time

significantly. Finally, we are not always able to easily figure out which features are going

to be irrelevant to our analysis, and so we must do our best to eliminate redundant or

uncorrelated features to save time, memory, and create more accurate models.

To deal with these shortcomings, there are several techniques that are applied. The

main technique that is used is rescaling, but sometimes techniques like embedding are

applied as well to deal with some of the remaining issues. Rescaling transforms each in-

dividual feature based on the values of that particular feature with respect to all the other

data points. One way to do this is to take the maximum and minimum of the values of

each individual features and scale them so that every value lies on or between 0 and 1,

more specifically, if kmin and kmax are the minimum and maximum values respectively of

the kth feature, then a feature value is transformed by the function N(x) =
x− kmin

kmax − kmin
.

The most popular method of rescaling employed is the method that sets all features to

have a value from a distribution of mean 0 and standard deviation 1. In this case, for the

kth feature we take the mean, µk, and standard deviation, σk, with respects to all the val-

ues in the data set of the kth feature, then transform the values withN(x) =
x− µk
σk

. There

are also other popular rescaling methods, such as term frequency-inverse document fre-

quency (tf-idf) [62], that are applied in natural language processing, but the above tech-

niques are usually sufficient. This rescaling of all the features, which is also referred to

as normalizing the features is useful for removing any differences in scale between the

different features, and makes sure that the computations do not become too large during

training before they have a chance to converge.

Aside from rescaling features, feature embedding is a technique that reduces the size

of feature vectors that remove sparse elements of a feature vector and include mainly

the important features. There are many ways of doing feature embedding that have

been studied. Popular global dimensionality reduction algorithms include principle com-
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ponent analysis (PCA), independent component analysis (ICA), and multi-dimensional

scaling (MDS) [47, 42, 54]. Local dimensionality reduction algorithms, which are good

for finding local patterns, include t-distributed neighbor embedding (tSNE) and uniform

manifold approximation (UMAP) [58, 68]. Other types of feature embedding are rep-

resentations learned from neural networks, which are encoded using a neural network,

such as is done with auto-encoders, Word2Vec, FastText, BERT, etc [60, 39, 61, 31]. Fi-

nally mixture models have also been used, such as the guassian mixture models (GMM),

Dirichlet multinomial mixture (DMM), etc [88, 41]. These dimensionality reduction al-

gorithms can be incredibly useful for cleaning up your data, reducing computational

weight, and for ultimately creating effective predictive models.

Data extraction, preparation, and cleaning can be just as important, if not more than

choosing the right machine learning algorithm. There is a common saying, which is

"garbage in, garbage out", and is commonly stated in the machine learning sphere. Your

model can only be as good as the data that you train it on, no matter what machine learn-

ing algorithms you use. The most important thing you can do is gather a lot of data and

extract relevant and important features to represent your data. The rest of the process is

in finding a sufficient model to understand your data.

3.2.2 Loss Functions

Loss functions are usually used for a model during training to assess the progress that

is being made in the process of fitting the machine learning model to the data. Different

loss functions will have different advantages and disadvantages, and so should be chosen

based on the goals that you have in mind regarding the accuracy of particular data points

in your data set. Different distributions of the data at hand and the type of machine

learning task, either regression or classification, may also guide your decision. The two

most common loss functions for regression tasks are the mean squared error (MSE) and

the mean absolute error (MAE). These are given below:
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LMSE(ŷ, y) =
1

n

n∑
i=1

(ŷi − yi)2 (3.1)

and

LMAE(ŷ, y) =
1

n

n∑
i=1

|ŷi − yi| (3.2)

where the ŷ vector represents the predictions from the machine learning model, and

the y vector represents the true labels. These two loss functions have their own advan-

tages and disadvantages. The MSE loss is commonly used because it is a convex function,

and so in many cases, this may allow us to find a global minimum. It is also sometimes

possible to find a closed form solution to the minimization of the loss when considering

the entire model, like in the linear regression case. The MSE is not however good at deal-

ing with data sets that contain many outliers because the squaring of the error affects the

loss more significantly in those case, so MSE is generally used as long as the data has a

relatively normal distribution. MAE is not a convex function, and so is usually less desir-

able, however it does have the advantage of ignoring the outlier data points better than

the MSE loss.

In terms of classification problems the most common loss function is the cross entropy

loss (CEL). This is given below:

LCEL(y, ŷ) = −
n∑
i=1

m∑
j=1

yij ln ŷij (3.3)

where in this case, y and ŷ are n × m matrices representing the probability that the

ith data point is in the jth category, and so the rows all add up to one. ŷ represents the

predicted probabilities, while y represents the true values, meaning that each row has a

single 1 with the remaining entries being 0 since each data point is certainly in one of the

categories and absolutely not in any of the other ones. The entropy of a random vari-

able is the uncertainty inherent in the possible outcomes of that random variable. So a
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random variable that is evenly distributed has a high entropy because you can never tell

what value it might take, however, when the random variable is concentrated at one or a

handful of points, then the entropy is significantly reduced. With the cross entropy loss,

we are simultaneously measuring the entropy and the accuracy, where we are penalized

for both giving high probability to incorrect labels and for being uncertain in our predic-

tions. This allows the models that we are training to be optimized in a way that provides

accurate and concrete predictions.

There are other loss functions that are used in classification problems, but we will

not cover those explicitly. When dealing with machine learning algorithms with loss

functions, we must choose these loss functions according to our problems at hand. The

distribution of the data, the algorithm being used, etc. can all affect our choice of the loss

function, but ultimately there are no one-size-fits-all solutions to this dilemma. We must

use our experience and intuition to decide which loss to use, then apply it to the situation

and see if it is an effective measure according to our task.

3.2.3 Evaluation Metrics and Data

While loss functions are used to train models, evaluation metrics are used to evaluate a

model after it has been trained. Although in many cases it is appropriate to use the loss

function to make this evaluation, we may find that another metric may be more desirable

or insightful in certain circumstances. For instance, when building binary classification

models, we are interested in analyzing the precision and recall of our classifiers. Each

prediction that we have is a true positive (TP), true negative (TN), false positive (FP), or

a false negative (FN). The precision and recall scores are given by:

precision =
TP

TP + FP
(3.4)

and
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recall =
TP

TP + FN
(3.5)

The precision measures the accuracy of the classifier on the set of all positively iden-

tified data points, and the recall measures the ability to detect the positively labeled data

points. Depending on our situation, we may value precision over recall or vice-versa.

For example, suppose we have we are creating an app that tells you whether a plant you

found in the wilderness is safe to eat (positive) or not (negative) by looking at an image

of it. In this case, you would like to make sure that there is an extremely low chance that

the app could be wrong if it labels it safe to eat. This means that we would like a very

high precision for the model. On the other hand, a lower recall would be an acceptable

trade-off since we would not be too upset if the app labeled many things that were safe

to eat as potentially dangerous because the alternative would be an app that is very good

at finding exotic plants that are safe to eat, but once in awhile gives the okay for someone

to ingest a poisonous substance. If we consider the case of a model that detects that a

particular location is possibly being infiltrated by intruders to a group of security guards,

it is easy to see that we would prefer the reverse situation, in which the recall is much

more important than the precision. In both of these illustrations, we note that although

we most likely trained our model with the cross-entropy loss function, we did not use

this metric to evaluate our model.

In this work, we are mainly interested in regression tasks, so we want to focus on

evaluation metrics involving regression predictions. The most common metric used for

regression is the root mean squared error (RMSE). This is just the square root of the MSE

loss, i.e. for true labels, y, and predicted labels, ŷ, we have:

RMSE(ŷi, yi) =

√√√√ 1

n

n∑
i=1

(ŷi − yi)2 (3.6)

The main difference between MSE and RMSE is that the units for the RMSE are the

same as that of the labels, so will provide some readability to the results. In some cases,
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we may also use the MAE if we want to understand the tendency towards outliers. These

can often be compared side-by-side to get a full picture of a models performance. A metric

that is commonly used, but is not as intuitive of a measure of success as the RMSE, is the

Pearson correlation coefficient. This metric is a measure of the linear correlation between

the predicted labels and the true labels, and so gives us some information about how well

the model fit the data set. We let cov(x, y) =
1

n

n∑
i=1

(xi−x)(yi−y) and σz =

√√√√ 1

n

n∑
i=1

(z − z)2

be the covariance and standard deviation of the distributions, x, y, and z, where x, y, and

z are the respective means. Then we may define the Pearson correlation coefficient for

predictions, ŷ, and true labels, y, by:

rŷ,y =
cov(ŷ, y)

σŷσy
(3.7)

We note that the value of rŷ,y always satisfies −1 ≤ rŷ,y ≤ 1, where |rŷ,y| → 1 means

that the correlation between the predicted and true values is getting closer to being linear.

A perfect prediction, i.e. ŷ = y, gives a Pearson correlation of rŷ,y = 1, while predictions

that are entirely independent of the labels, i.e. cov(ŷ, y) = 0, gives a Pearson correlation

of rŷ,y = 0. The advantage of using this metric is that it has no units associated with it, so

we can get a rough measure of how well our model is performing based on how close the

correlation coefficient is to 1. The problem with using this metric alone, however, is that

there are instances in which the Pearson correlation is equal to 1, but the predictions are

very inaccurate. For this reason, we still combine this metric with the RMSE and/or MAE.

Other correlation coefficients also exist, such as Spearman’s rank correlation coefficient

and Kendall’s tau rank correlation coefficient. The Spearman coefficient measures how

well the relationship between two distributions can be described by a monotonic function

and Kendall’s tau is a measure of the portion of ranks that match between two data sets.

Although these two metrics are somewhat different from the Pearson correlation, they

can also provide us with the benefit of giving an understanding of the model performance

without analyzing the error in units.
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When we use these metrics to evaluate our model, we are ultimately trying to measure

the generalization error, or the error that we would have with our chosen metric if tested

on new data. For this problem, we generally split our data set into a train and test dataset

in which the test set is made up of around 10-20% random data points of the whole dataset

and the train set is made up of the remaining data points. The model would then be

trained with specific model parameters on the train set to then get an estimate of this

generalization error. Now if you have many parameters that you can tune for your model

and are able to run many tests, you can use this test set to determine the optimal choice

of model parameters. A problem that you may run into when doing this is that you may

be chosing the best model parameters for that specific test set, and so the parameters

chosen cannot generalize as well as you may want. The remedy to this is to introduce a

validation set, which is usually an additional 10-20% of the whole dataset that is taken

specifically from the train set to be able to tune the model parameters. In this case, we

would have 60-80% of the dataset as the train set, 10-20% for the validation set, and 10-

20% for a test set, in which the models are trained on the train set and validated on the

validation set to decide the optimal parameters based on the scores of your performance

metric chosen, then finally tested on the test set to determine generalization error. An

alternative way to tune model parameters would be to do a k-fold cross-validation in

which the dataset is broken into k pieces, where a model can be tested on each piece,

being trained in each instance on the remaining k − 1 pieces, where the average of the

errors of the k instances of trained models of a particular set of model parameters gives

an estimate of the generalization error. The more folds, the more accurate our estimate of

the generalization error will be, but also the more computationally heavy the process will

be. The number of folds used when applying cross-validation is about 5 to 10,

Different metrics can give us different sorts of information and we must use our intu-

ition ultimately to figure out what evaluation metric is the best to use to assess the success

of our models. Each metric has its advantages and disadvantages, and so in many cases,
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we may consider using more than one to better understand their performance. Our main

goal is to improve our generalization error so that we have a model that can understand

how to deal with new instances of data, and so we must use statistical techniques to split

the data up in a way that allows us to measure this error.

3.2.4 Model Weights and Gradient Descent

Many machine learning models make predictions based on intermediate or direct calcula-

tions involving scalar values that are adjusted throughout the training as the model "fits"

the data that it is being trained on. We refer to these adjustable scalar values as weights,

and we differentiate them from the model parameters (or hyperparameters) mainly by

the two properties mentioned; that is, the direct use of them in calculations used to make

a prediction, and the automatics adjustments that are made to them to fit the data at

hand. Model parameters stay fixed throughout the training of a model, and so have to

be hand-tuned by comparing their performance through running many models at once.

Many machine learning models do not have weights that are adjusted throughout train-

ing, but build up a model through various criteria, and have many parameters that can be

changed manually, that determine how these models are built. Machine learning models

that rely on decision trees do not generally have any weights that are associated with their

models, while simple algorithms like linear regression do have model weights that can

be adjusted throughout training, although it turns out that linear regression models can

be trained in one step in special circumstances (see below section). Neural networks are

perhaps the most complicated models involving weights, and they involve a lot of them

in fact. Neural network models tend to have millions of weights involved or more!

The most common way to adjust these weights is through a process called gradient

descent. This process applies the idea of the gradient of a scalar function of multiple

variables. The gradient of a function, f , is defined to be the vector: ∇f(x1, ..., xl) =(
∂f

∂x1
, ...,

∂f

∂xl

)
. The gradient of a function at a given point gives us a vector in the di-
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rection of the greatest ascent, meaning that the directional derivative is optimal in the

direction of the gradient. Since the gradient gives us the direction of greatest ascent, then

the opposite of the direction of the gradient gives us the direction of the greatest descent.

Thus, if we follow the opposite of the gradient at small enough intervals, then we will

eventually reach a local minimum of the function. Suppose we choose a scalar value,

α > 0, in which the smaller α is, the shorter step that we take in the direction of the rate

of steepest descent. If we do n iterations of the gradient descent after choosing an initial

point, (z1, ..., zl), then the following algorithm describes the gradient descent procedure

quite concisely:

Algorithm 1 Gradient Descent

1: (x1, ..., xl)← (z1, ..., zl)
2: for i = 1, ..., n do
3: (x1, ..., xl)← (x1, ..., xl)− α · ∇f(x1, ..., xl)

If we have chosen enough iterations, i.e large enough n, then we should have reached

a local minimum. Now, if we think of the function, f as the loss function with respect

to the weights of our model, i.e. L(w1, ..., wl), then this gradient descent procedure will

give us weights that will minimize our loss locally, if not globally. After we reach a local

minimum, we would consider our model fully trained.

If there is a model with weights, then as long as the loss function is differentiable (or

almost everywhere differentiable) with respect to its weights, then we are able to use gra-

dient descent. In most cases, this is a feasible procedure, but sometimes the loss function

is such that the gradient descent procedure would take too many iterations to effectively

settle on a local minimum. Although a large learning rate may speed up the training

process, if the learning rate is too large, we will not be able to settle at a local minimum.

The loss function might have valleys that are too deep and the landscape of the function

may be too erratic so that a very small learning rate may be required to traverse the pa-

rameter space to properly settle at a point. There are ways to find local minimums more
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efficiently by using momentum and other considerations, so we can usually avoid the

pitfalls of inefficient training times or inability to settle in a local minimums. The idea of

a local minimum can be troubling in general when using a model based on weights. In

general, we want to be able to find global minimums, and so convex functions are sought

after for they can guarantee a global minimum. This is unrealistic, however, especially if

you wish to consider relatively complex models, such as neural networks. Despite any

disadvantages that models with weights may have, they are the easiest to implement, and

have seen widespread use.

3.2.5 Regularization

There are two important problems that arise when applying machine learning algorithms

to a data set to train a predictive model: underfitting and overfitting. Underfitting occurs

when a model is fit to the data set, but does not perform well even on the data set that it

was trained on. Overfitting is characterized by a high performance on the training data

and a low performance on the test data. Overfitting occurs when a model fits the data

that it is trained on so well that it cannot perform well on any new data. The model is

so tailored to the particular data set by finding patterns that are very specific and not

generalizable to new data so that it cannot effectively predict anything that might even

be similar to the training data. Overfitting is characterized by a very high performance

on the training data with low performance on the test data. Although underfitting is an

important thing to avoid, the main focus for machine learning experts is on overfitting

since most machine learning algorithms can create models that almost perfectly fit the

data that they are trained on, but it is hard to find an algorithm that is very generalizable.

In figure 3.1 below, we see a classic example of choosing an appropriate model to avoid

both overfitting and underfitting.

A theoretical result that has important application in machine learning is that a model’s

generalization error (A measure of how accurately the model can predict previously un-
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Figure 3.1: This figure captures the challenge of finding just the right fit for a polynomial whose tunable
parameters include the degree of the polynomial being fit. The true function that generated the distribution
is shown in orange and the models that are fit to the data set are shown in blue. We can see that as we
increase the degree of the polynomial, we more accurately fit the training data, but the model is becomes less
able to generalize to new data points. We must balance the complexity of our model based on complexity
of the distribution of our data [51].

seen data) can be broken up into the sum of three very different components: bias, vari-

ance, and irreducible error. Bias is the error that comes from incorrect assumption about

the shape of the data, which usually implies underfitting. Variance is the error that comes

from sensitivity to variations in the training data. High variance generally comes from

models with too many parameters, and usually results in overfitting. Irreducible error is

the error that comes from the noisiness of the data itself and cannot be reduced by tuning

the model. Irreducible error must be dealt with by retrieving better data, or by cleaning

the data. As the complexity of the model increases, the variance typically increases will

the bias decreases. This is customarily referred to as the bias/variance trade-off.

Regularization in machine learning refers to any attempts to avoid overfitting while

training a machine learning model. In many cases, we try to use the simplest models that

we can to improve our generalizability while still being able to fit both the train and test

data, but we also can use a combination of techniques which are generally classified as

regularization techniques. One common regularization technique is to modify the loss

function that is being used to train the model so that the loss takes into account the com-
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plexity of the model in some way thereby penalizing a model based on how complex it

is with it’s current parameters. The easiest way to do this in most models is to make sure

that the magnitude of the parameters are kept small by incorporating the weights into

the loss function in a way that penalizes the model if the weights are too large. The main

assumption with penalizing large weights in a model is the belief that smaller weights

create a less complicated model.

The two most popular ways to put the above idea into practice are through ridge

regularization and the least absolute shrinkage and selection operator (LASSO). Ridge

regularization, also known as l2 regularization, focuses on penalizing excessively large

weights and usually has a nice form for differentiation purposes. LASSO regularization,

or l1 regularization, has the ability to help with feature selection, but does not have some

of the desirable features of ridge regularization. Suppose that we have weights associated

with a particular machine learning model, say {θl}dl=1, then we have the following terms

for the ridge and LASSO techniques respectively:

Lridge =
d∑
l=1

θ2
l (3.8)

and

Llasso =
d∑
l=1

|θl| (3.9)

Then the loss, Lerror, is modified by the ridge or LASSO loss to get a new loss: L =

Lerror + αLridge or L = Lerror + αLlasso, where α ≥ 0 is a parameter called the regular-

ization constant that can be tuned which determines the amount that the magnitude of

the weights will contribute to the total loss. If α is very small, then the training will be

effectively the same as with no regularization. If α is very large, then our model will be

close to a constant function. Ultimately there is no good value that will give us the best

performance, but we must tune this parameter when training our models to see which
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one allows our model to generalize the most effectively. In the figure 3.2, we observe the

effects of applying ridge regularization to linear and polynomial regression techniques.

Figure 3.2: In this figure we show how varying the regularization constant when training models using
ridge regularization affects how the model fits the data. On the left we see linear regression, and on the
right we see polynomial regression. As the regularization constant increases, the model is "flattened". This
"flattening" decreases the variance of the model, but increases bias [36].

There are also other forms of regularization that are used, particularly in neural net-

works, such as weight decay, dropout, and other indirect forms of regularization. Regu-

larization is perhaps the most important addition to any machine learning model since it

allows us to increase our model’s generalizability if we are lacking a large sum of data.

3.3 Linear Regression

The linear regression algorithm is perhaps the simplest algorithm in the machine

learning toolbox, but it is the most reliable, quickest to train, and the easiest model to

tune. The task of linear regression is to create a linear model that fits the dataset most

closely. The formulation is as follows: A loss function, L, is chosen; usually the mean

squared error (MSE), which is again defined by
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LMSE(ŷ, y) =
1

n

n∑
i=1

(ŷi − yi)2 (3.10)

The predictions, ŷ, are given by the linear predictor:

p(x; a) =
m∑
j=0

ajxj = a · x (3.11)

The vector, a, is the set of coefficients for the linear function, and x is the vector of

variables in which the component, x0, is held to be a constant 1. In the case of the loss

L = LMSE , the optimization problem becomes:

min
a

n∑
i=1

(p(x(i); a)− yi)2 = min
a

n∑
i=1

(a · x(i) − yi)2 (3.12)

Where the x(i) is the feature vector of the ith data point in the data set, which is de-

scribed by the design matrix, X . Now, by applying basic optimization techniques using

derivatives, we can get a solution by the multiplication of matrices:

a = (XTX)−1XTy (3.13)

This gives us a solution that requires the inversion of a matrix. In most practical sit-

uations, we need not worry about the existence of an inverse, and in the cases that we

may have to worry about this, we have tools like the pseudo-inverse [14] that can take

care of that particular issue. For matrices of a size below a certain threshold, this all may

be computationally feasible, but for a larger matrices, there are other techniques, such

as gradient descent, that can give us an extremely accurate solution. In the case that we

use a different loss function, such as the mean absolute error (MAE), we do not have a

closed equation and so must in fact use gradient descent. The same problem may occur if

you wish to apply some form of regularization to the model, in which Ridge and LASSO

regression are common choices.
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ScikitLearn has resources which include as many options as you would need for any

linear regression task, and is a useful tool for a myriad of other machine learning algo-

rithms [83].

3.4 Decision Trees

Decision trees in machine learning are tree structures that can be constructed by fitting

the data to provide a regression or classification-based predictive model that arrives at its

prediction through a series of comparisons performed at each node until it reaches a leaf

element of the tree. These are constructed greedily by using an appropriate cost function

to determine the best split. Decision trees can be constructed by choosing a few options,

such as the cost function, the number of splits per node, the minimum number of data

points needed to make a split, the maximum depth of the tree, and others. There are not

too many parameters that must be considered with decision trees, so they are relatively

easy to tune.

In a regression task, a prediction is made by navigating a new data point through the

nodes of the tree according to the split criteria until a leaf node is hit, then averaging

the labels of all the data points in that leaf node to get the prediction. In the case of a

classification task, the most common label in the batch at the leaf determines the final

prediction. Regression tasks most commonly use the MSE cost function to determine the

best split, while the GINI index measure (a measure that determines the purity of a set

of data) is applied during classification tasks to reduce the overall entropy at each split

in the tree. The other parameters can provide necessary rules for creating robust trees

that can prevent overfitting, such as pruning, which removes branches that make use of

features with low importance and don’t improve the accuracy of the model. An example

of a simple decision tree model is given below in figure 3.3.

The greatest advantage of decision trees is the ease at which we can determine the

feature importance and the relations between the data points at each split. The model is
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Figure 3.3: In this figure, we show a decision tree model making a prediction for a new data point, x =
(x1, x2, x3, x4, x5). The threshold values for the nodes are denoted by T1, T2, and T3. At each node, one
of the features is compared to the threshold at that node, determining the direction that the data point will
travel down the tree. Notice that only the features, x1, x2, and x5, are used for any prediction. Decision
tree models do not always consider all features of data point when making a prediction, especially when
they are pruned or limited by a maximum depth parameter during construction.

natural and easy to understand as a prediction for a new data point is made since it has

its features analyzed at each node of the path down to a leaf node. Decision trees also

require little data preparation before being trained, i.e. normalization of the features, and

any nonlinear relationships between the parameters do not effect the performance of the

tree since the splits are always done comparatively instead of being based on some form

of abstract distance. There are, however, many disadvantages to the decision tree models.

For one, there is a large tendency to overfit if the tree is not properly pruned and/or the

maximum depth, minimum samples to split, or other options are not wisely chosen. Sec-

ondly, there is a lot of variance involved in creating these trees since dropping or adding

a feature may create a very different tree. Thirdly, greedy algorithms do not always give
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an optimal model, and so we prefer to use other techniques if possible. Finally, the trees

may be unbalanced, in which we mean that they are dominated by one particular class,

thus creating a model with high bias.

There are many ways to combat the disadvantages of the decision trees. First, for

practical use, we almost always choose to use a binary split for each node since it is faster

and just as effective, but also reduces variance and overfitting. Also, balancing the data

before training can reduce the effect of bias, which should be practiced for any model in

fact. Next, methods such as bagging may be used, which are statistical techniques that

use randomness and a consensus of multiple models to combat overfitting and variance,

and help us get closer to a global minimum that the greedy nature of the algorithm cannot

find for us in most cases. Finally, boosting is another technique that uses multiple trees

to make a prediction, where the trees are built sequentially based on the performance of

earlier trees, but the concepts of bagging and boosting will be covered in detail below.

3.5 Ensemble Methods

Ensemble methods are techniques that combine different models together into one

to improve the accuracy of the results produced by the consensus of all the models as a

whole. In many cases, ensemble methods improve the accuracy of models by a significant

amount, and so have contributed to their popularity. The most popular ensemble meth-

ods are boosting, bagging, and stacking. There are also two main categories of ensembles,

namely sequential and parallel, in which sequential ensemble methods combine models

that depend on the previous models built and parallel models combine models that are

built independently and rely solely on the random seed to establish a variety of models.

Ensemble methods have been shown to reduce the variance and bias that exist within the

single models.

Below we detail two main forms of ensemble learning, bagging and boosting, and

then go over concrete examples of both bagging and boosting that use decision trees as

44



weak learners for their ensembles. Namely, these two ensemble models are random forest

(RF) and gradient boosting trees (GBT), which have been used in many of our previous

works. Random forest models are classified as parallel ensemble models and gradient

boosting trees are classified as sequential ensemble models.

3.5.1 Bagging

Bagging stands for bootstrap aggregating. Bootstrapping is a sampling technique in

which the samples are chosen from the data set using a randomized sampling with re-

placement. A model is trained on the chosen samples in which we have allowed repe-

tition. In some cases, we may even chose a randomized subset of the set of features to

increase the variety of models put forth. This procedure is repeated a number of specified

times thereby giving us a number of weaker models that can be combined, or aggregated,

to produce better results than if we simply had one model trained on all the data at once,

namely with a far lower variance. The bagged model is made up of these m weaker

models:

f̂bag(X) =
1

m

(
f̂1(X) + f̂2(X) + · · ·+ f̂m(X)

)
Because of the aggregating process, the variance is lowered naturally by the averaging

of these models. Bagging, however, does not do as well when the models that are aggre-

gated are of low variance already. Decision trees and kNN models with low k value are

good candidates for applying the bagging technique because of the ease in which they

can be modified to create weak learners with high variance.

3.5.2 Boosting

Boosting is a sequential ensemble technique that learns from the mistakes of the previous

models in the sequence to create a new model that will be combined with the previous

ones to create a very successful final model. The main boosting techniques are AdaBoost,
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Gradient Boosting, and XGBoost. AdaBoost uses models with stump splits that partition

the data set based on a threshold of their feature values, and create models in a sequen-

tial manner that change the weight of each split after each instance of training. Gradient

boosting uses the notion of a gradient to reduce errors made by previous models accord-

ing to a chosen loss function and adds them to the ensemble. XGBoost uses gradient

boosted trees in a computationally efficient way to make it possible to feasibly train on

larger data sets.

3.5.3 Random Forest

There are many problems that require representations consisting of thousands of features

and tens of thousands or even hundreds of thousands of data points. This can easily

become too great for a single decision tree to handle. Random Forest (RF) is a parallel

ensemble method that combines a group of weak learners, specifically decision trees, that

would normally perform poorly as individual models into one single model which in-

creases performance dramatically. Random Forest uses the bagging ensemble technique

to deliver stellar performance and is known to be quite robust to overfitting, while also

having few hyperparameters to tune, thereby minimizing the time it takes to optimize the

models.

More specifically, we start by choosing an amount of trees in our forest to use in our

final predictions. Then, for a fixed size (in which the size is chosen to be the whole dataset

in practice, i.e. in the ScikitLearn implementation [83]), we randomly choose a number of

data points equal to that fixed size with replacement for each individual tree. Next, for

each of these trees, we also choose a subset of the features (this time without replacement)

that will be used for the construction of each tree. The size of the subset of the features

that will be use for each tree will usually be set to be the floor of the square root of the

number of features, which is the default of the ScikitLearn random forest model. Finally,

with each of these randomly determined data sets, we construct a decision tree. Now, our
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model operates by making predictions from either a consensus of the predictions of the

models in the forest (in the case of classification), or by the average of all the predictions

of the models of the forest (in the case of regression).

3.5.4 Gradient Boosting Trees

Gradient Boosting Trees (GBT) are sequential ensemble models that uses decision trees as

weak learners. The procedure involves adding one tree at a time to minimize a chosen

loss function by following a gradient based on the performance of the previous trees.

The gradient boosting trees have similar advantages to the RF algorithm in that they

are also quite robust to overfitting and have relatively few hyperparameters to tune. The

gradient boosting trees, however, do generally perform far better than the RF models after

optimizing the hyperparameters. We want to detail how the gradient boosting algorithm

works.

We choose a loss function, L, which is usually the standard MSE loss. Suppose now

that F is our combined model which gives us predictions based on input representations,

X is the matrix representing the data set, and y is the set of ground truth labels for each

data point. Then L(F (X), y) is the loss quantity measuring the error of our predictions,

F (X), when compared to the true labels, y. Let F also be considered as a sequence of

functions, Fl, in which we begin with an initial weak learner, F0, which is usually chosen

to be a constant predictor which predicts the mean value,
1

n

n∑
i=1

F (Xi). Then we follow

in sequence with a series of base learners, hl, that are combined with the previous base

learners to create an improved model, leaving us with a final model, F = Fm, after m

iterations of improvement.

We wish to ultimately minimize our loss L(F (X), y) by reducing the loss at each iter-

ation. To reduce our loss, we train a new base learner, hl, which will be a simple decision

tree that is trained on the negative gradient, −∂L(Fl(X), y)

∂Fl(X)
, then we follow the gradient

by adding a scalar multiple of this hl to the previous function, Fl. Thus, we update the
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model, F , by a simple rule of the form: Fl+1 = Fl + γl · hl, where the value γl is chosen by

solving the below optimization problem at each step:

min
γ

n∑
i=1

L(yi, Fl(Xi) + γ · hl(Xi)) (3.14)

A learning rate, α, which takes a value from 0 to 1 is generally applied so that the

actual update rule above looks like Fl+1 = Fl + α · γl · hl.

3.6 Artificial Neural Networks and Deep Learning

Neural networks are predictive models that consist of layers which are made up of

neurons in which each neuron is connected to every other neuron in the next layer of

the layer sequence. A weight is associated with each connection that determines how

much a neuron contributes to the input of the neuron in the next layer, and a bias term

is introduced to shift the output to that neuron. Activation functions, such as the logis-

tic sigmoid, grant the network a level of non-linearity that gives it sufficient complexity

that sets it apart from a linear predictor. A feature vector, in which each feature corre-

sponds to a neuron in the input layer, can be pushed through the layers of the network in

sequence all the way to the output layer in a process called forward propagation. Neu-

ral networks can be trained as classification models that categorize data, or regression

models that predict continuous quantities. Neural networks are trained by updating the

weights and biases of the network in a series of steps through gradient descent, in which

an appropriately chosen loss function is minimized. The process of calculating the errors

of a neural network is called back propagation, in which derivatives are calculated in the

backwards direction starting from the output layer, where the loss (or error) is calculated,

and propagating backward through each layer in the opposite order all the way back to

the input layer. The architecture and training process is depicted in figure 3.4.

Artificial Neural Networks (ANN) were originally inspired by vision systems and

brain structure. The artificial neurons in a the ANN model are loosely analogous to the
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Figure 3.4: This figure depicts the architecture of a simple feed-forward neural network with an input layer,
hidden layers, and an output layer with one output. The neurons in the input layer, hold the values of
the feature vectors of a sample from the data set, and the connections between the layers have weights
associated with them, which determine how the values are transformed as they move to the neurons in
the next layer of the network. The yellow lines above show the flow of a sample through the network that
yields a prediction at the output layer, while the turquoise arrows pointing backwards show the flow of the
calculations of the gradients at each layer before an update.

neurons of a brain, and the connections between them are analogous to the action of

synapses that transmit information throughout the brain. The concept of the ANN was

first introduced in 1943 by McCulloch and Pitts [67], then the idea was expanded by re-

searchers like Rosenblatt [89] until a roadblock was hit in the late 1960s in which a paper

written by Minsky and Papert [71]. Interest in neural networks steadily increased as many

factors changed over the decades. Progress in the field picked up when computational ca-

pabilities increased and computer technology became more advanced. Vast quantities of

data became available to make training neural networks more effectively. Algorithms

have improved, and theoretical hurdles were found to be harmless in practice. Graphical
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processing units (GPUs), which were originally produced for graphical enhancement in

the gaming industry, were applied to neural networks for an incredible computational

speed boost, allowing for very large networks to be trained in a reasonable amount of

time. Finally, a generous cycle of funding for neural network-related research stimulated

advancement in neural network technology, and attracted many talented individuals.

Deep neural networks (DNNs) are defined to be networks with two or more hidden

layers, but many contemporary networks contain more than a dozen layers, and some-

times even a hundred layers or more. Virtually all neural network research is referred to

as deep learning research, and generally involves more complicated architectures, such

as convolutional neural networks (CNNs), recurrent neural networks (RNNs), multi-task

(MT) networks, and many more. Below, we review many important concepts involved in

deep learning, especially those that were used for the networks described in this work.

3.6.1 Activation Functions

Activation functions in neural networks provide the necessary non-linearity that makes

them far more successful than a linear model. They are generally applied at each layer of

the network to create multiple levels of non-linearity that enhance the ability of the net-

work to fit detailed data sets. There are various activation functions that are commonly

used in deep learning today. They include the logistic sigmoid function, hyperbolic tan-

gent function, Rectified Linear Unit (ReLU), etc. They are described below:

σ(x) =
1

1 + e−x
(3.15)

tanh(x) =
ex − e−x

ex + e−x
(3.16)
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ReLU(x) =


x : x ≥ 0

0 : x < 0

(3.17)

As you can see, the sigmoid function keeps it’s output in between 0 and 1 while the

hyperbolic tangent function keeps it’s output values between -1 and 1, so both functions

have outputs within a relatively small band. This is to keep the values small at each layer

so that the gradients do not get out of proportion, which is especially bound to happen in

very deep networks. This normalization from the activation functions, however, comes

with the problem of vanishing gradients when the activations are applied multiple times

throughout a network. The problem of vanishing gradients then can be fixed by using

the ReLU function, which does not suffer from vanishing gradients to the same extent as

the sigmoid and tanh function, and has many other benefits.

The ReLU function has the derivative of 1 when non-zero, and so it is a constant 1 at

each application, and does not shrink in magnitude as it is consecutively applied, thereby

assuaging the deleterious effects of the vanishing gradient. The ReLU function also pro-

vides a sparsity to the neurons that are fired in the network, in which the neurons that

have no use in the network are effectively turned off if they are not contributing to the

improvement of the model. Finally, the computational requirements of the ReLU are far

less than the sigmoid or tanh functions because ReLU does not have any exponential

calculations included, thus reducing the computational cost of activation.

There are also drawbacks to the ReLU activation function. The first of which is the

non-bounded nature of the output in the positive direction, which can create an unsta-

ble network if the initialization is not properly done. Another possible issue with the

ReLU activation function is the dying ReLU problem, which occurs when too many of

the weights corresponding to a neuron get close to zero and the ReLU activation cannot

recover from repeatedly outputting zero, and this happens to too many neurons over-

all thus leading to a dead network. Thirdly, small outputs can benefit a neural network
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model, but ReLU outputs only zero for all non-positive values, so doesn’t allow that extra

nuance within the model. Lastly, the ReLU function is not differentiable at all points and

so creates a rocky optimization process, even though the gradient descent will still be able

to find desirable local minimums.

To combat some of these issues, various activation functions were developed that

mimic the shape of the ReLU, but tackle the problems with ReLU itself, and lead ulti-

mately to better performance of the network. Leaky ReLU, Swish, and SeLU are common

replacements for ReLU and have their own strengths and weaknesses while being able

to perform better than the ReLU itself in many cases. We mainly stick to ReLU in many

of our experiments mainly for ease of use and known effectiveness, but other activation

functions have also been experimented with and have been very effective.

Activation functions can make quite a difference in your network models and a careful

choice of activation function at each layer may improve performance noticeably. The non-

linearity is essential for networks to be able to fit complex data sets and give accurate

predictions.

3.6.2 Batch Normalization

Batch normalization is a technique that can be applied to the layers of a deep neural

network that prevents the instability that comes along with deep networks, and allows

a much faster convergence to a local minimum. Batch normalization layers normalizes

the outputs of each layer to speed up the training time, improve performance, and allow

deep networks and reduce internal covariant shift; which is the main source of instability

in deep networks characterized by the vast shift in the distribution of the network weights

that is exacerbated by the depth of the network due to the number of updates involved

without account of the important sequence in mind.

The batch normalization technique is applied in similar fashion as the normalization

of features, except the normalization occurs at each layer, and the normalization itself is
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updated throughout the training. Suppose we have a given batch of the dataset, B, of

size m. Suppose that the batch is described by the matrix x with rows
{
x(i)
}m
i=1, in which

there are a total of l features, we may describe the batch normalization procedure with

Algorithm 2 displayed below.

Algorithm 2 Batch Normalization

1: for k = 1, ..., l do

2: µk ←
1

m

m∑
i=1

x
(i)
k

3: σ2
k ←

1

m

m∑
i=1

(
x

(i)
k − µk

)2
4: for i = 1, ..., n do

5: x̂
(i)
k ←

x
(i)
k − µk√
σ2
k + ε

6: z
(i)
k ← γk x̂

(i)
k + βk

7: return z

The parameters, µk and σk, are the mean and standard deviation respectively of the kth

feature, ε is a small constant used for numerical stability, while γk and βk are scaling val-

ues for the kth feature that can be updated throughout training if we choose to use this (the

PyTorch default is to use this scaling). The output is a m× l matrix, z, in which z(i) is the

ith row of the matrix representing the ith data point in the batch with its kth component

denoted by z(i)
k . There are some different ways to implement this transformation over the

various batches. The simplest way is to calculate the batch statistics after each individual

forward pass and use those, as is show in Algorithm 2. Another way is to average the

batch statistics over each batch, i.e. at each step, t, we update the mean and standard

deviation vectors, µ and σ respectively by the update rules: µt+1 =
tµt + 1

m

∑m
i=1 x

(i)

t+ 1

and σt+1 =
tσt + 1

m

∑m
i=1(x(i) − µt)2

t+ 1
. The most popular way, and the default for Py-

Torch, is to use a momentum parameter to keep a running average over the batches as the

training progresses, i.e. we choose a momentum parameter, α, such that at each step, t,
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we update the mean and standard deviation vectors, µ and σ respectively by the update

rules: µt+1 = αµt + (1− α)

[
1

m

m∑
i=1

x(i)

]
and σt+1 = ασt + (1− α)

[
1

m

m∑
i=1

(
x(i)−µt

)2].

Batch normalization provides many benefits to a neural network. Aside from improv-

ing the stability of training by reducing covariant shift, it has also been shown to reduce

training time dramatically, and improve the performance in general due to regularization

inherent in the batch normalization process, thereby reducing the need for other types of

regularization. Batch normalization has created many more possibilities for the uses of

deep networks due to these positive qualities.

3.6.3 Gradient Descent and Adaptive Learning Rates

There are three main types of gradient descent: batch, stochastic, and mini-batch gradient

descent. Batch gradient descent uses all training samples at each epoch to calculate the

gradient, which gives you the correct gradient, but usually is slower to converge, does

not do well in exploring new local minimums, and sometimes is not feasible to compute

if your data set is extremely large. Stochastic gradient descent takes one random sample

at a time and calculates the gradient before moving to the next one until it reaches all

samples, in which an epoch is completed. In this case, the training time is usually de-

creased, many local minimums are explored, and the gradient can be computed without

any hardware considerations since there is only one sample at a time. The downfall of

this technique is that the gradient descent will then be extremely unstable because the

true gradient is not calculated, but only a small portion of it, though it will be statistically

similar over many iterations. Mini-batch gradient descent is a wonderful middle ground

between the two techniques, batch and stochastic descent, that addresses the hardware

concerns, training time considerations, local minimum exploration, and gradient accu-

racy and stability. Mini-batch gradient descent takes batches of random samples from

the whole data set of sizes greater than 1, commonly in multiples of 2 such as 16, 32, 64,

128, or 256; and descends along the gradient calculated for each batch. This gives us the
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erratic movements that allow us to explore the loss surfaces’ landscape, gives us more

updates per epoch to decrease training time, avoids large batches that would might put

a strain on hardware, and is close enough to the actual gradient so as to not introduce an

uncomfortable level of instability.

To help with speeding up the process of gradient descent, we use adaptive learning

rates in addition to the various batch techniques. Adaptive learning rates are learning

rates that change throughout the training process in a way that helps us find local min-

imums quicker than if we would use a constant learning rate. Common techniques use

notions of momentum, acceleration, and knowledge of previous gradients. Popular adap-

tive learning rate techniques include simple momentum, Nesterov accelerated gradient,

Adagrad, Adadelta, RMSProp, Adam, Nadam, and others. For an example, for N itera-

tions, chosen learning rate, η, and loss function, J , a simple momentum adaptive learning

rate algorithm saves the velocity, v, at each step t, and updates the given model parame-

ters, θ, as follows in Algorithm 3 below.

Algorithm 3 Descent with Momentum
1: v← 0
2: for t = 1, ..., N do
3: v← β v − η∇θJ(θ)
4: θ ← θ + v

5: return θ

This provides an effective algorithm for stochastic gradient descent to drastically speed

up training time. Another type of adaptive learning rate is AdaGrad. This uses a decaying

learning rate based on the accumulation of squared gradients that leads the deterioration.

The update rule is detailed in Algorithm 4.

Where the ε term is a smoothing term that avoids division by zero (usually set to

around ε = 10−8) the � operator simply means component-wise division, i.e. the ith

component is defined as
(
∇θJ(θ) �

√
Gi + ε

)
i =

∂J(θ)/∂θi√
Gi + ε

. This algorithm decays the
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Algorithm 4 AdaGrad
1: G← 0
2: for t = 1, ..., N do
3: G← G +∇θJ(θ) · ∇θJ(θ)
4: θ ← θ − η∇θJ(θ)�

√
G + ε

5: return θ

learning rate and helps move the updates more towards the global minimum by scaling

down the gradient in the steepest dimension. The scaling helps us move faster toward

our global minimum as we encounter less steep slopes, and also puts less emphasis on

tuning the learning rate. This is why we would call this algorithm an adaptive learning

rate algorithm. This algorithm was one of the first successful adaptive learning rate algo-

rithms, but has one major flaw of a disappearing gradient, since the accumulation of the

squares of the gradients in the denominator eventually stops the gradient descent entirely

if it does not make it to the bottom in time.

RMSProp was designed to take care of the problem of the vanishing learning rate by

choosing to use a moving average of the squares of the gradients. This then gives us the

update rule, detailed in Algorithm 5.

Algorithm 5 RMSProp
1: v← 0
2: for t = 1, ..., N do
3: v← β v + (1− β)∇θJ(θ) · ∇θJ(θ)
4: θ ← θ − η∇θJ(θ)�

√
v + ε

5: return θ

This process avoids the accumulation of gradients because a moving average will have

its old terms exponentially decay, so the benefits of the AdaGrad algorithm are present

in the RMSProp algorithm without the penalty of the vanishing gradient. Next, we move

on to the most popular adaptive learning rate algorithm, which is Adam. This combines

the success of RMSProp with the idea of momentum. In this case, we have two values

to tune, β1 and β2, that control the momentum and the moving average of the squared
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gradients respectively. The Adam procedure is detailed below in Algorithm 6.

Algorithm 6 Adam
1: v1 ← 0
2: v2 ← 0
3: for t = 1, ..., N do
4: v1 ← β1 v1 − (1− β1)∇θJ(θ)
5: v2 ← β2 v + (1− β2)∇θJ(θ) · ∇θJ(θ)

6: v̂1 ←
v1

1− βt1
7: v̂2 ←

v2

1− βt2
8: θ ← θ + η v̂1 �

√
v̂2 + ε

9: return θ

Now, we note that step 6 and 7 in the algorithm are unique and are used to get a boost

in the beginning stages of the gradient descent. Since Adam combines the best qualities

of each of these algorithms and has had much success in training neural networks, it is

the most popular algorithm out there along with its variants. It is also used in most of our

works involving neural networks.

3.6.4 Multi-task Networks and Transfer Learning

Most neural networks that are used are single task models where they are being trained to

accomplish one particular task at a time. Knowledge in the human mind is acquired over

time, and new tasks are initially approached with an intuition resulting from performing

similar tasks. Some data sets that we analyze are very similar in nature, and it would seem

that we could take advantage of this fact in some way using a machine learning technique.

Two ways that we can apply this concept is to use a model that is trained to perform well

on one task, then retrain it to perform well on a very similar task, or alternatively train

it to perform well on multiple tasks simultaneously. These two techniques are transfer

learning and multi-task learning respectively, which allow us to benefit from learning on

multiple data sets. This is especially helpful if we have sparse access to data, or if we have
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a large data set that we can use to bolster our performance on a task in which we have

sparse data.

Transfer learning is a technique that uses a model that was already trained on one set

of data, to then train the model on a second data set that is similar to the first one. The

final weights of the first model are used to initialize the second bout of training, putting

us in a position in the landscape of the cost function surface that is more beneficial than

the random weight initialization that we would have without it. Transfer learning works

best if there is a large data set to initially pre-train and the labels are similar enough so

that the initial training provides a suitable set of initial weights.

The multi-task procedure is more involved than transfer learning and is done with a

neural network architecture in the following way: If we let T be the number of tasks and

{(xti, y
t
i)}

Nt
i=1 is the training data for the tth task where Nt is the number of samples of the

tth task, xti is the feature vector of the ith sample of the tth task, and yti is the label for the

ith sample of the tth task. The training strategy is to minimize the chosen loss function, L,

for all tasks simultaneously. We define the loss for task t, Lt, below.

Lt =

Nt∑
i=1

L(yti , f
t
2(fs(f t1(xti; {W

t
1,b

t
1}); {W

s,bs}); {Wt
2,b

t
2})), (3.18)

In this equation, f t1 and f t2 the parts of the network that are the layers before and after

the shared layers respectively which are parametrized by respective weights, Wt
1, Wt

2,

and biases, bt1, bt2. fs is the part of the network that has shared weights, Ws, and biases,

bs. To train all models simultaneously, we provide a single loss function to minimize so

our problem is then:

argmin
[
α ·
∣∣∣∣Ws

∣∣∣∣2
2 +

1

T

T∑
t=1

(
Lt + βt ·

∣∣∣∣Wt
1

∣∣∣∣2
2 + γt ·

∣∣∣∣Wt
2

∣∣∣∣2
2

)]
, (3.19)

|| · ||2 denotes the L2 norm and α, the βts, and the γts represent the regularization

constants that set the magnitudes of the weight decay during training. In practice, if
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weight decay is used, we generally set α = βt = γt for all t. The structure of a general

multi-task layer is illustrated in figure 3.5 below:

Figure 3.5: An illustration of a general multi-task network with three tasks. The input data from datasets 1,
2, and 3 are fed forward simultaneously, but through the hidden layers corresponding to their task. Then
the last layers of each individual task’s hidden layers are pushed through the shared layers. Finally, the
data points are separated again according to their task, and pushed through their corresponding second set
of hidden layers and outputs to get the predictions. The average loss of the predictions is calculated, and
the weights are then updated simultaneously.

These two techniques are indispensable and in some cases necessary for us to be able

to train effective models in many cases. It is not always easy to gather data, and so we

must always look for ways to use the data that we already have, to then build better

models from ones already constructed.
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CHAPTER 4

BIOMOLECULAR MODELING AND KERNEL METHODS

4.1 Introduction

Biomolecules, particularly proteins and nucleic acids (DNA and RNA), are essential

for all forms of life, so naturally this carries importance for us as we ourselves are living

beings. For instance, proteins have a wide range of functions within living organisms:

membrane channel transport, signal transduction, structural support for organisms, en-

zymatic catalysis for transcription and the cell cycle, etc. Nucleic acids function in asso-

ciation with proteins and are essential for encoding, transmitting, and expressing genetic

information, which is stored in nucleic acid sequences and transmitted by transcription

and translation processes. Understanding biomolecular structure, function, dynamics,

and transportation mechanisms is paramount to understanding any biological system or

organism. Understanding the protein-function relationship is so crucial to understanding

protein specification, protein-protein interactions, and protein-drug binding, that are the

key to solving problems in drug design and discovery.

Life science is one of the most prominent fields of natural science in the 21st century, as

opportunities abound for depth of understanding and application to human health and

technology. Molecular biology is the foundation of the biological sciences and biomolecu-

lar mechanisms, and as technology advances, the capabilities for analyzing biomolecular

structures improves dramatically. Many traditional disciplines, such as epidemiology,

neuroscience, zoology, physiology, and population biology are shifting from a macro-

scopic and phenomenological framework for analyzing to a molecular-based strategy.

More generally, the field of biology is moving from a focus on qualitative and descriptive

models to quantitative and predictive modeling. These changes over the decades have

provided ample opportunity for the application of mathematics and machine-learning to
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the biological sciences [108].

Biomolecular modeling is the science of studying the structure and function of molecules

through modeling and computation. These computations include semi-empirical quan-

tum mechanics, empirical molecular mechanics, Monte Carlo methods, free energy and

solvation methods, quantitative structure/activity relationships (QSAR), biochemical

databases and information, and various other procedures. Things like nuclear mag-

netic resonance (NMR) and X-ray crystallography are also categorized as a component

of biomolecular modeling. Many times, our models may represent a very simplified form

of the complex molecular structures that we study, but we may use these simplified mod-

els to glean important patterns and add insights that would otherwise not be seen in the

full intricacy of a more complete model of the biological structure. The key is to develop

models that are as simple as possible for us to understand, yet incorporate all of the ap-

propriate elements that we require to understand all the components necessary to solve

the problem at hand.

Most of the data concerning the structure and function of biomolecules and biomolec-

ular functions has more recently come from experimental data collected through use

of techniques such as X-ray crystallography, NMR, cryo-electron microscopy (cryo-EM)

[103], electron paramagnetic resonance (EPR), multi-angle light scattering, and other tech-

niques. The two techniques that have seen the most use are NMR and X-ray crystallog-

raphy, and have been developed extensively over the past few decades. X-ray crystallog-

raphy offers structural information at angstrom and even sub-angstrom precision, while

the NMR technology provides structural information in a physiological context. X-ray

crystallography and NMR are limited, however, in their application to proteasomes, sub-

cellular structures, organelles, cells, tissues, and others. Cryo-EM has been able to do

imaging in many of the areas mentioned that were not suitable for either NMR or X-ray

crystallography, and many other techniques are also applied to deal with more special-

ized situations when they arise, allowing us to gather large amounts of biological data.
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The rapid advances in experimental technology in recent history has led to massive

stores of 3 dimensional biomolecular structural data and spurred large-scale develop-

ment of bio-technology and pharmaceutical products. This 3-D structural information is

applied in many tasks such as virtual screening of drugs, computer-aided drug design,

binding pocket descriptors, quantitative structure-activity relationships (QSAR), protein

design, RNA design, and molecular machine design, among other tasks. This substantial

increase in molecular data has catalyzed the transition from the traditional qualitative

approach to the quantitative and predictive approach that now pervades the biological

sciences. The incredible growth of computer technology, which has now found applica-

tion in every field of science, perhaps deserves the lions share of credit. Most quantitative

endeavors would have little weight without the computational capacity of our modern

computers, which made possible the advancement of biomolecular modeling and was

able to bridge the gap between biological data and mathematical models [72, 27, 10, 11,

44, 56, 59, 9, 94, 6].

Studying structure-activity function in a biomolecular system is a major challenge in

the field of computational biology. There are many quantities relating to bio-chemicals

and biomolecular complexes that are of great interest to biologists, chemists, profession-

als in the pharmaceutical field, and other scientists. Quantitative and qualitative toxicity,

solvation energy, solubility, protein-ligand binding affinity, and mutation effects of pro-

teins are all various quantities associated with biomolecular systems that are important

to know for a variety of purposes. FDA and EPA officials may wish to know whether

a particular chemical is toxic to humans or to a surrounding environment, chemists or

chemical engineers may be interested in the solubility of a range of biomolecules, phar-

maceutical companies may be interested in the binding energy of a series of drugs in

development to see if they should undergo further experimentation, and medical experts

want to understand how the effects of a mutation in a protein affects its function. These

are all common examples of the applications of biomolecular modeling that showcase the
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importance of the field.

In many cases, biomolecular modeling involves creating models that can be used to

predict the target quantities in question. Measuring these quantities may require tedious

lab work which might be very time-consuming and expensive when considering a large

set of chemical candidates. This may be prohibitive to small-scale companies and uni-

versities with a smaller budget. In the cases of larger organizations that may be able to

afford the incredible costs and hire the specialized personnel that are required, there is al-

ways an incentive to reduce costs, bypass stringent laboratory regulations, and avoid any

ethical concerns through use of in-silico methods. This can decrease waste significantly,

provide cheaper options for consumers, and spur more innovation in the pharmaceutical

and medical fields. One can think of a multitude of opportunities that effective predictive

models can bring to provide serious benefits to our society.

The simplest geometric model that has been proposed is the space-filling Corey Pauling-

Koltun (CPK) theory, which represents each atom as a solid sphere with Van der Waals(VDW)

radius, in which the surface is referred to as the Van der Waals surface. Solvent accessi-

ble surfaces (SAS) and solvent-excluded surfaces (SES) were then introduced to create

smooth modeling surfaces, where SES has been applied in the cases of protein folding,

protein surface topography, protein-protein interactions, DNA binding, DNA bending,

docking, enzyme catalysis, drug classification, and solvation energy prediction. The SES

model is also used in dynamic simulations and understanding ion channel transports.

SAS and SES, however, are not differentiable due to the cusps and tips that are prevalent

on their surfaces. Gaussian surfaces were proposed to deal with this problem, which

introduces a smooth Gaussian function to remove any singularities from the surface.

With this fix, many analytical techniques were applied, such as differential geometry,

that had found much success. Other basic physical properties of biomolecules are also

applied to bolster the geometric information, including electrostatics, lipophilicity, elas-

ticity, and some properties derived from molecular dynamics. These geometric models
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have provided excellent predictions of the solvation free energy, protein-ligand binding

affinities, protein mutation energy changes, and protein-protein interaction hotspots of

various biomolecules and biomolecular complexes.

More advanced models have been constructed using advanced theoretical concepts in

physics. Theoretical modeling of structure-function relationships generally based on fun-

damental laws of physics, such as quantum mechanics (QM), molecular mechanics (MM),

continuum mechanics, statistical mechanics, thermodynamics, among other subfields of

physics. QM methods are great for understanding chemical reactions and protein degra-

dation, while MD is useful for understanding molecular conformational landscapes and

collective motion/fluctuations. MD is at the forefront of theoretical biomolecular model-

ing and simulations, however, the modeling of large-scale biomolecules or biomolecular

complexes can introduce an excessive amount of degrees of freedom involved, and can

easily become prohibitively expensive in it’s computational cost. For example, in some

instances it might even take months to develop a computer simulation of protein folding,

and usually is a poor comparison to the base truth.

There are many ways to create predictive models involving high-level physical and

mathematical methods that flesh out the details of the biological system, but also there

are more crude methods may be used if they can provide sufficient predictions for the

problem at hand. More recently, in-silico methods are used that involve the applica-

tion of machine learning algorithms to create accurate models that can predict all sorts

of important physical quantities without any experimentation. Many advanced mathe-

matical techniques have been used to generate molecular representations that have been

very useful in training a number of machine learning models, from simple regression and

other basic models with few hyper-parameters, to the more complicated deep-learning

models with a wide range of hyper-parameters that require extensive tuning. These rep-

resentations, which involve the use of many different fields in mathematics, have created

extremely successful models which have provided us with state-of-the-art predictive ca-
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pabilities. Algebraic topology, differential geometry, graph theory, and other fields have

all been applied to model the complex interactions involved in these biomolecular sys-

tems.

These three fields; geometry, topology, and graph theory have been essential for the

understanding of biomolecular function, dynamics, and transport. Geometry provides

structural and surface representation, which helps to understand molecular structure

and internal and external interactions between or within molecules. The application

of geometry-based mathematics connects the physical molecular structure to theoretical

mathematical models. Topology helps us understand atomic critical points, connectivity,

and information about important topological invariants that represent physical details,

such as independent components, rings (or pockets), and cavities, where the notion of

the "size" of these components can be captured. Graph theory analyzes biomolecular

interactions and reveals structure function relationship. Aside from those three mathe-

matical fields that we discussed, there are many other tools that can be used. There are

two main categories that we can place them in, discrete and continuous. Discrete ap-

proaches include graph theory, Gaussian network models, anisotropic network models,

normal mode analysis, quasi-harmonic analysis, flexibility-rigidity index (FRI), molecu-

lar nonlinear dynamics, spectral graph theory, and persistent homology. The continuous

approaches include discrete to continuum mapping, high dimensional persistent homol-

ogy, biomolecular geometric modeling, differential geometric theory of surfaces, curva-

ture evaluation, variational derivation of minimal molecular surfaces, atoms in molecular

theory and quantum chemical topology.

In many of our works, we use kernel functions that measure similarity between two

points on a continuous scale from 0 to 1 to obtain features for our molecular represen-

tations. These kernel functions are applied in feature extraction because they provide

a normalization of the features in our representation, they provide an important aspect

of non-linearity to the feature generation which adds complexity to the representation,
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and they allow for further parameter tuning, which gives us the ability to refine our fea-

tures in a simple way. The shapes of these kernel functions are based on parameters

that determine the inclusiveness of the similarity and also the sharpness of the decay of

the similarity measure at a point of cutoff. As stated earlier, the parameters that deter-

mine the shape of the function can be naturally tuned, allowing a greater chance for more

successful models to be found. The above concepts of flexibility-rigidity index (FRI), ho-

mology, spectral graph theory, and differential geometry all have versions in which we

have applied kernels to abstract the features and allow additional tuning.

Why should one care for the application of abstract topics mathematical techniques to

model these biological situations? Given the abstract nature of the models, we will usu-

ally not be able to determine a natural explanation about each piece of the model, but we

may speculate about the proximate reasons for their success. For example, features gener-

ated by the spectrum of Laplacian matrices may not give us an immediate understanding

of what they may mean to a particular molecular system, but there may be hidden at-

tributes, such as information about the connectivity of the molecule when viewed as a

graph, that might prove useful in the context of the solubility of a molecule. One impor-

tant observation is that in larger and more complex biomolecular systems, we find that

the more precise physical models that give us predictive models do not scale well. As the

system complexity increases, the physical calculations necessary to get appropriate ac-

curacy are computationally infeasible. When abstracting the properties of the molecular

systems, the fine details are not extracted, but a more general qualitative description of the

system and its workings are presented. Important information is gathered, while omit-

ting unnecessary detail. For example, we may obtain topological, geometric, and spectral

data from a molecule, representing the system as a whole with the intrinsic physics and

geometry necessary through abstraction.

In this chapter, we will be exploring simple concepts in biomolecular modeling, and

then dive deeper into more advanced topics. The application of kernel functions, graph
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representations of molecules, and specific mathematical modeling methods will be cov-

ered.

4.2 Physical Modeling

Physics provides us with many tools to analyze physical systems in a concrete math-

ematical way. The mathematical models that have been experimentally proven to be true

are indispensable to us in a variety of contexts. Our focus is specifically on the use of

physical modeling in biology and bio-chemistry. In this section, we will cover some basic

physical notions that are pertinent for understanding biomolecular systems.

4.2.1 Electrostatic Interaction

The electrostatics of pairwise interactions between molecules in a homogeneous medium

is frequently modeled by Coulomb’s law, which measures the electrostatic force between

two models by taking into account the distance and partial charges of the atoms. If we

let the distance between two atoms, i and j, be denoted by dij and the pair, qi and qj , be

the charges of atom i and atom j respectively, then the electrostatic force between the two

atoms can be described by the equation:

Fclb = ke
qiqj

d2
ij

, (4.1)

where ke is coulomb’s constant. This is important because it can tell us where there

might be attraction or repulsion between atoms or molecules, which is incredibly useful

if we are trying to model how a system of molecules will react with one another.

4.2.2 Van der Waals Interaction

Van der Waals forces are weak forces between two atoms or molecules induced by electri-

cal interactions. They are the weakest of the main intermolecular forces, such as hydrogen

bonds, hydrophobic interactions, and ionic interactions, but they can be very strong if the
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forces accumulate from multiple sources. There are two main types: the weak London

Dispersion forces and the stronger dipole-dipole forces. The chance that an electron is in

a certain area is determined by a probability cloud, and so the density of electrons within

a molecule or atom will be changing at all times. The tendency for electrons to concentrate

themselves to one side of the molecule or atom and momentarily change the status of its

polarity to subsequently exert a force on other molecules or atoms are generally referred

to as the London dispersion forces. Dipole-dipole interactions are interactions that result

simply from the natural polarity of a molecule.

The Lennard-Jones potential models the Van der Waal interaction energy, Eij between

the ith and jth atoms in a system. This combines two forces: one attractive force that

comes from the London dispersion forces, and, one shorter range repulsive force that

comes from the Pauli exclusion principle. This mathematical model is given by the equa-

tion:

Eij = εij

((
ri + rj
dij

)6

− 2

(
ri + rj
dij

)12
)
, (4.2)

where ri and rj are the Van der Waal radii of the atoms i and j respectively, dij is the

distance between them, and ε is the depth of the potential well, which is given based on

the pair of atoms.

4.2.3 Molecular Surface Area

The solvent-accessible surface area is the area of a molecule that is accessible by a solvent

or other type of molecule, usually measured in Angstroms (Å). This surface are is usually

calculated using the rolling ball method, which uses a sphere of a particular radius to

probe the surface of the molecule [95]. This process is illustrated in figure 4.1 below.

There are other algorithms that can calculate this surface, such as the LCPO method

and the power diagram method, which are much faster than the rolling ball algorithm

[109, 7]. The solvent accessible surface area is used in calculating the transfer free energy,
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Figure 4.1: This figure illustrates the solvent accessible surface compared to the Van der Waal surface. The
solid red and gray colors represent the Van der Waals radii of the atoms in the molecule, and the striped
yellow area represents the solvent accessible surface that is "rolled out" by the center of the translucent blue
probe sphere (or solvent).

molecular dynamics simulations, and it has been recently suggested the surface area can

even be used to improve the predictions of protein secondary structures [76, 8].

4.3 Biomolecular Datasets of Small Molecules

Small molecules play an important role in all biological processes, mainly through in-

teractions with larger biomolecules such as proteins and nucleic acids. They bind with

proteins as parts of complex chemical reactions and processes that are part of larger pro-

cesses important for the preservation of biological lifeforms. Small molecules often act

as triggering signals or inhibitors for these processes, and in fact, many of these small

molecules are prepared as drugs, alleviating problems in the human body and for ani-

mals as well. Being able to accurately describe the effects of these small molecules on
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larger biological complexes is of utmost importance to drug design and the understand-

ing of this is attractive to pharmaceutical companies and medical professionals.

In this section, we want to explore some problems involving small molecules and the

important physical quantities that are associated with them. We cover toxicity, solubility,

and the prediction of solvation and hydration free energy. Data sets of this type will be

explored in later chapters.

4.3.1 Toxicity

Toxicity is a measure of the degree to which a chemical can harm an organism. The harm-

ful effects can be measured qualitatively or quantitatively. A qualitative approach will

categorizes chemicals as toxic or nontoxic, while quantitative toxicity data records the

minimal amount of a substance that would produce lethal effects. Experimental mea-

surement of toxicity can be expensive, time-consuming, and subject to ethical constraints.

Machine learning models can alleviate all of these concerns, and so are extremely use-

ful in toxicity prediction. The working principal of the machine learning approach for

toxicity analysis is that molecules with similar structures have similar activities, which is

called the quantitative structure-activity relationship (QSAR) approach. By analyzing the

relationship between molecular structures, one can predict their biological functions.

The toxicity of a small molecule is a fundamental concern for drug design, simply for

the fact that a drug is generally designed to alleviate or heal problems arising in the hu-

man body, and so toxic drugs are naturally avoided. Toxicity analysis is also useful for us

for environmental concerns. If applying a chemical to our environment for purposes of

protection, we may wish to know how this will affect the area in which it is applied. En-

vironmental damage may be cause concern for number of reasons, and the government

agencies like the EPA might have a great interest in understanding the level of toxicity

for various chemicals. There are so many different organisms that may be affected by dif-

ferent chemicals, and the complexity of many organisms can present many challenges to
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creating predictive models, however, we have seen much success in our group nonethe-

less [110, 45, 81].

4.3.2 Solubility

Solubility is the ability of a chemical to form a solution with another chemical, in which

the chemicals are referred to the solute and the solvent respectively. If a solute cannot

form a solution with a solvent, the the solute is said to be insoluble in the solvent. The

solubility of a molecule is generally measured in terms of the concentration of the solute

in a saturated solution, which is a solution in which no more solute can be dissolved,

where the solute and solvent are said to be in equilibrium. Quantifying and predicting

the solubility of a solute has many important applications in industry and sciences besides

chemistry, such as geology, biology, engineering, medicine, agriculture, paint production,

brewing, and many other fields. The most common solvent used in industrial processes

and scientific experimentation is water, and so understanding how a solute behaves in

water is of utmost importance.

In drug design, pharmaceutical professionals are interested in understanding the sol-

ubility of a drug candidate that could occur during the delivery of a drug to the body. A

drug must have some level of aqueous solubility (solubility in water) for it to properly be

absorbed into systemic circulation. There are many factors that affect the solubility of a

drug. Some of these are the shape, temperature, pH, and crystal characteristics. As far as

shape is concerned, we have tools to create representations revealing the geometric prop-

erties of solutes and methods for implementing them in machine learning models to great

effect. The QSAR approach that we take in toxicity may also be fruitful in determining

solubility.

71



4.3.3 Solvation Free Energy and Hydration

Solvation describes the interaction of a solvent with dissolved molecules, in which the

strength of the interaction from both ionized and uncharged molecules are measured.

The strength of these interactions influence many properties of the solute, which involve

solubility and reactivity, while also influencing properties of the solvent, such as viscosity

and density [12]. Solvation is the process of reorganizing the molecules of the solvent and

solute into solvation complexes, which are formed by having molecules of the solvent

form shells around ions in the solution. Solvation involves physical interactions and pro-

cesses such as bond formation, hydrogen bonding, and Van der Waals forces. A special

case, which is common enough to give it a name, is the solvation of a solute in water. This

solvation process is called hydration.

Given the physical processes involved, we would like to look for representations that

can encode the intrinsic physics of the system. Solvent polarity is perhaps the most impor-

tant factor in solvation analysis. Polar solvents have molecular dipoles, and are more sus-

ceptible to forming the solvent shells. When modeling, we must include partial charges

and polar information. The quantity that we want to measure in solvation analysis is the

solvation free energy. This is the change in the Gibbs free energy of the system, which is

a thermodynamic quantity, measured in joules, that is given by the change in enthalpy

minus the temperature times the change in entropy, i.e. ∆G = ∆H − T∆S. Solvation free

energy is a very important quantity in solvation analysis, which can be very beneficial in

studying other complex or biological processes [63, 74, 105, 55].

4.4 Basic Kernel Functions

A kernel function in machine learning usually refers to a function that is used to map

data points in the feature space into another feature space so that the data becomes lin-

early separable, or at least more separable than before. These functions are based on a

measure of similarity and are usually limited between 0 and 1, where the closer the dis-
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tance, the more similar the two data points are. More precisely, for a kernel function,

Φ : R≥0 → [0, 1], we have the following conditions:

Φ(x)→ 0 as x→∞

Φ(x)→ 1 as x→ 0

Φ(x) ≤ Φ(y) for x ≤ y

These conditions help us choose functions that can allow us to more deeply consider

the similarity of data points that are much closer together in the feature space and elim-

inate the influence of data points that are much further away. This gives us a more ac-

curate categorization or grouping of the data points that would otherwise frustrate our

models’ attempts to fit the data nicely. In essence, the kernel function many times acts as

a low-pass filter, which has a soft cutoff centered at a parameter, η, and quality control

parameter, κ, that determines the sharpness of the cutoff. There are two kernel functions

that are very popular, and that have been used extensively in research coming from our

group. These kernels are the Lorentz and Gaussian kernels:

ΦL(x; η, κ) =
1

1 + (x/η)κ

ΦE(x; η, κ) = e
−
(
x
η

)κ
They have both shown to be great kernel functions in practice and have aided in the

creation of many successful models, with multi-kernel methods having the greatest suc-

cess. Another special function that has been tested briefly and performed well is the

piece-wise linear function that is defined as:

Φplin(x; η, s) =


1− s · xη : x ≤ η

s ·
(
2− x

η

)
: x > η
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Where we usually set s = 0.5 · e−κ2
so that there are no values that cut the graph off

from what it should look like, since the s value should be in between 0 and 0.5. Then κ

can be adjusted without worry. This kernel gives us a very sharp cutoff and allows us to

adjust the contribution near the cutoff point while totally eliminating the contribution of

very far off points.

In our experiments we use the kernel functions for different applications. We us the

kernel functions to obtain features. These functions are usually applied to atomic dis-

tances to get interaction strength and electrostatics information. They work as low-pass

filters that put more importance on atoms that are closer and drowns out the interactions

of further off atoms that should not provide much to the overall function of the system.

4.5 Kernel Methods applied to biology

4.5.1 Element-specific Groups

The concept of an element-specific group is a key concept in many papers published by

our research group. They are a way to group the elements of an atom to provide multiple

avenues for feature extraction by providing additional relevant information about the in-

ternal or external interactions of the biomolecules of a system. Different elements interact

with each other in different ways and so analyzing the restricted sets of atoms defined

by element pairs can give important insights for your machine learning models. This has

been a powerful tool for feature extraction and has been responsible for many successful

models.

Being more specific, if we wish to choose element-specific groups to analyze, we must

choose a set of elements that will determine our groups. If we are looking at single

molecules, we will generally be analyzing the pairs within the molecules themselves.

If we are dealing with a biomolecular complex, usually of a small molecule and a large

protein, the element pairs will refer to the atoms of one type in the first biomolecule and

the atoms of the element type in the second biomolecule. If there are more than two
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biomolecules, then we may begin to look at triples, quadruples, etc. In this work, we

will focus on the case of pairs of elements, so we choose two sets of elements, T1 and

T2, that contain element types; i.e. T1, T2 = {H, C, N, O, S, P, F, Cl, Br, I} in the case of

the internal element pair interactions of small molecules, or T1 = {C, N, O, S} and T2 =

{H, C, N, O, S, P, F, Cl, Br, I} for the external interactions between a protein and a ligand.

The choices of the element type sets are based on many factors, but commonly hydro-

gen atoms are withheld from large molecules because of the unreliable nature of the 3-

dimensional positions that are obtained through biomolecular software when applied to

things like proteins, and also other elements are withheld because they do not appear

regularly in molecules and so do not add any relevant information to the mix.

4.5.2 Element-specific Graph Representations

From the previous section, we discussed the concept of element specific groups consist-

ing of atoms with particular element types. One useful way of organizing the structure of

a molecule of a biomolecular system is to place this information into a nice graph struc-

ture. We can naturally obtain a set of vertices by allowing the atoms in the molecule

or biomolecular complex to be a set of vertices. To get enough detail, we wish to con-

sider a vertex-labeled and weighted graph whose vertices are labeled by element type of

the atoms and possibly other information, and the edges are weighted by the distance

between the atoms, or by a measure of their closeness as judged by a chosen kernel func-

tion. This gives us a complete graph which might be quite large in most applications. By

restricting ourselves to the subgraphs that consist of the element pairs of our choosing,

we may then extract the useful features that we desire.

To make pairs for element specific groups, we combine the two sets of element types,

T1 and T2, into a set of pairs: T = T1×T2. We then describe each atom in the biomolecular

complex as a pair itself of a position and an element type, (r, t) ∈ R3 × T1 ∪ T2, and let V

be the vertex set which contains all the atoms in the system. It may also be the case that
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we wish to include another descriptor along with each atom, such as the partial charge,

so in some cases we may look at atoms as triples, i.e. (r, t, c) ∈ R3 × T1 ∪ T2 × R. This

provides us with additional features to be extracted per element-specific group. The edge

set, E , is the complete graph that connects all the vertices by an edge. In fact, we define E

to be the weighted graph, E =

{((
(r1, t1), (r2, t2)

)
, d

)
∈ V × R≥0 : d = Φ(||r1 − r2||)

}
,

for some function Φ, which can either be the euclidean distance, or can be a chosen kernel

function.

Now for each element pair, P = (T1, T2) ∈ T , we choose all the vertices that have

the element types of either pair, so our vertex set for the element-specific group is VP =

{(r, t) ∈ V : t = t1 or t = t2}. Then we define the element specific edge set as follows:

EP = {
(
(r1, t1), (r2, t2)

)
∈ E : (t1, t2) = P}. This then gives us a complete description of

the element-specific subgraph, GP =
(
VP , EP

)
.

4.5.3 Geometric Graphs

Our first example of kernel methods includes the use of the element-specific subgraphs as

described above, in which we extract features for each subgraph by summing the weights

of the edges with other possible statistics. An example of this process was described in

a paper by Nguyen et al. [78]. To be more precise, we start with an element specific

subgraph, G, within our molecule or biomolecular complex. Then we have a choice of

kernel function, Φ, which is usually the Lorentz or the exponential kernel, and has chosen

parameters, η and κ. Then, we obtain a value, µi at each atom i that represents the strength

of the interactions between all the other, in which covalent bonds are usually excluded:

µi =
d∑
j=1

wjφ(||xi − xj ||; η, κ), (4.3)

where d is the number of edges in the element specific graph that is connected to i,

xi and xj are the coordinates of the atoms i and j respectively, and the wjs are either all

set to the value 1, or set to be a physical quantity related to the atom, j. The value µi can
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be referred to as the rigidity index at the atom i. To get a feature from the group, we can

simply take the sum of all the rigidity indices at each atom in the subgraph, i.e.

RIG =
N∑
i=1

µi, (4.4)

where N is the number of atoms in the subgraph, G. Now, if we wish to get additional

features from the group, we may consider taking various statistics of the µis such as the

maximum, minimum, standard deviation, mean, etc. For every element-specific group,

we can obtain one or more features and combine them together to describe each data

point in our data set.

4.5.4 Algebraic Graphs

Another way we can generate molecular descriptors is through analyzing the graph struc-

ture by understanding the spectral decomposition of their adjacency and Laplacian ma-

trices, as was done in Nguyen et al. [80]. Concerning the case of an element specific

subgraph, G, as described before with a chosen kernel function, Φ, we may obtain the

weighted Laplacian matrix, LΦ. We obtain the spectrum for the Laplacian, λ1, λ2, ..., λn,

with eigenvectors, u1,u2, ...,un. Then we can form atom-specific features for each atom,

i:

µLi =
n∑
l=1

1

λl
[ulu

T
l ]ii (4.5)

As before, we get the element specific descriptor by summing the µi values:

RILG =
N∑
i=1

µLi (4.6)

Additional statistics can also be gathered as before. For additional molecular descrip-

tors, we may wish to draw features form another graph, one that takes edges based on the
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covalent bonds between the atoms. This may reveal more about the structural properties

of the molecule since the physical structure is encoded in the graph.

4.5.5 Algebraic Topology

Persistent homology can be applied to molecular structures to gain an understanding of

the topological structure of a molecule or a biomolecular complex. We have seen much

success in its application and in some cases, a kernel was applied to provide opportunity

for parametrization and optimization of those parameters to construct more refined mod-

els [22, 110]. We want to consider the case of small molecules in which for each molecule,

we may obtain a point cloud from the positions of the atoms in the molecule. The point

cloud from a molecule then can yield persistence values based on the the distance matrix.

The Vietoris-Rips, Čech complex, or the alpha complex may then be used to produce a

filtration.

The births and deaths of the homology classes define a sort of barcode representation

of the molecules. This representation is illustrated in figure 4.2 below from a paper by

Zixuan et al [22].

Since we want to apply kernels to our features, we want to define the correlation

between two atoms, i and j, with positions xi and xj respectively, by the formula 1 −

Φ(||xi − xj ||). This then gives us an alternative to the distance between two atoms by

looking at the correlation value defined instead, giving us a modified distance matrix.

We then apply the same method as described above to get the barcode representation.

From these barcode representations, i.e. persistence information, we can extract topo-

logical features to use in machine learning models. We start by choosing a maximum

length, L, and a resolution value, m. Then, for a given dimension, p, we may define 3

feature vectors which describe the barcode data, that is the births, deaths, and persis-

tence vectors. The main technique is to split the maximum length into a number of bins,

N = L/m, in which bin i is the bin that corresponds to the interval, (i−1)m
L to im

L . We
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Figure 4.2: This figure shows a barcode representation being extracted from a biomolecular structure. On
the left, we have the biomolecule in which the point cloud is taken by looking at the positions of all the
atoms in the structure. On the right, we have the persistence information for the first 3 dimensions. The 0-
dimensional persistence (points) for each class is on top, the 1-dimensional persistence (rings) is in the mid-
dle, and the 2-dimensional persistence (cavities) is on the bottom. The persistence is measure in Angtroms
(Å) [22].

then place homology classes (i.e. barcodes) into the bins and record the number of items

placed in a bin to get a feature vector. For births and deaths, we place a homology class

in bin i if the homology classes is born or died respectively in the length corresponding

to its bin. We can alternatively state this as placing a barcode in a bin if its tail is con-

tained in the interval corresponding to the bin (birth), or if its head is contained in the

interval corresponding to the bin (death). The persistence feature vector is calculated in a

slightly different way in that a homology class (or barcode) is placed into every bin whose

length is entirely included within the whole stretch from birth to death of that class (or

alternatively, the bins in which the barcode covers their interval entirely). This process is

illustrated in figure 4.3.

For each dimension then, we obtain 3 sets of N = L/m (number of bins) features. If

we use 3 dimensions, then we get 3 sets of 3 feature vectors, for a total of 9L/m features.

This can be a lot, since we would usually want to set the length to be enough to capture

all of the atoms, and the resolution to be set to something that is certainly smaller than 1,

but not so small that the feature vectors are too sparse. Generally, the length will be set
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Figure 4.3: This figure depicts the featurization of the barcode data from persistent homology calculations.
On the top, the barcode representation is shown, with 4 bars representing the "lives" of 4 different homology
classes as a simplicial complex "evolves" through a filtration. Below the barcode data, the birth, death, and
persistence feature vectors are constructed using a max length of 4 and a resolution of 0.5.

to 10 or lower for small molecules, and up to 30 for large bio-molcules. The resolution is

usually set to 0.2 or 0.25, but should probably not be set to anything below 0.1. Now, we

might be willing to look at element-specific topological features and obtain many more

features, given the amount of element specific groups that we can usually analyze, but

we may lose some physical meaning if we do this since the intuition of these homological

features is to measure components, rings, and cavities, etc. It has been, however, shown

to be fruitful in either case [22].

4.6 Multi-scale Kernel Methods

Multi-scale kernel methods refer to methods involving the use of multiple kernels

functions or parameters to generate additional features. For instance, we can generate

representations based on a choice of kernel, such as Lorentz and exponential kernel, each
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with a choice of η and κ parameters. Let us call these representations, R(L, η1, κ1) and

R(E, η2, κ2). Then, we can simply combine the two representations by concatenating

them to get a new representation, R(L, η1, κ1) : R(E, η2, κ2). This can be extended for

an arbitrary number of kernel choices and parameters, i.e. for a sequence of kernel types,

(K1, ..., Kn), and parameter choices, (η1, η2, ..., ηn) and (κ1, κ2, ..., κn), we can get a multi-

scale representation of their concatenated representations, R(K1, η1, κ1) : R(K2, η2, κ2) :

· · · : R(Kn, ηn, κn). Each kernel type has its own benefits and drawbacks, and the differ-

ent parameters give the kernels various shapes which might pick up unique features, so

the combination of these different kernel types and parameters gives us an edge when

building models. We have seen multi-scale models showing great success when applied

[78, 80, 81].
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CHAPTER 5

AWEGNN: AUTO-PARAMETRIZED WEIGHTED ELEMENT-SPECIFIC GRAPH
NEURAL NETWORKS FOR SMALL MOLECULES

This chapter includes much of the AweGNN paper by Szocinski et al. [100], and should

be read as a self-contained work.

5.1 Introduction

Automated feature extraction techniques, like those used in convolutional neural net-

works (CNNs) and recurrent neural networks (RNNs), have been very successful in deep

learning applications [53, 92]. They have made inroads in a variety of fields now, produc-

ing state-of-the-art results in signal and information processing fields [30], such as speech

recognition, image recognition [25], and natural language processing [99]. These kinds of

automated feature extraction techniques, however, are only highly successful on data that

is relatively simple in structure, such as with images, text, etc. For data sets with complex

internal structures, such as molecules or macro-molecules, hand-crafted descriptors, or

representations, are indispensable for developing top-quality predictive models [79].

There are many physical, biological and man-made objects that have intricate inter-

nal structures. For example, proteins, chromosomes, human bodies, and cities have very

complex structures. Tools from abstract mathematics such as algebraic topology, differen-

tial geometry, and combinatorics can be utilized to simplify the structural complexities of

data. [79, 69, 107]. For molecules and macro-molecules, molecular fingerprint represen-

tations obtained from persistent homology, curvature analysis of surface electrostatic po-

tentials, and eigenvalues of weighted adjacency matrices derived from atomic distances

have all be used for this endeavor [79]. From the point view of machine learning, molec-

ular representations which include detailed chemical and physical information can be

extremely high-dimensional, especially when the biomolecules in question are made of
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thousands of atoms, such as in the case of protein-ligand complexes [19, 21, 26, 13]. By

using lower dimensional mathematical representations to train simple machine learning

models, such as gradient-boosting trees (GBT) and random forest (RF) models, one can

achieve stellar performance.

Some of our hand-crafted mathematical features are somewhat limited in their scope

[110], in which we mean they are generated by a fixed procedure, with little possibility for

making fine adjustments to produce more favorable representations. Other mathematical

features that we have used are based on a choice of kernel function or functions along

with adjustable parameters, in which a careful tuning of these parameters can deliver op-

timal performance [78, 80]. This process of tuning, however, can be very time-consuming

and require experience. Although the kernel parameters introduce new dimensions to en-

hance our models, the cost of tweaking becomes tedious when more than a small handful

are introduced.

In this work, motivated by the automation of simple feature-extraction techniques as

in CNNs, we seek to automate the parameter optimization for our mathematical repre-

sentations. Specifically, we automate the selection process of kernel parameters either

partially or fully, meaning that we would like to have some or all of the parameters auto-

matically chosen for us during training. Neural networks are trained in a series of epochs

where the weights of the network are updated at each step through gradient descent,

and so they are a perfect starting point for exploring this idea of automated parameter

selection. In our approach, back propagation is extended further to include the kernel

parameters of our molecular representations, leading to the simultaneous update of our

kernel parameters and neural weights at each batch of training. To this end, we introduce

auto-parametrized weighted element-specific graph neural networks (AweGNNs). The

AweGNN implements the above scheme of parameter updates by using a representation

based on kernel-weighted geometric subgraphs, with features similar to the correlation

functions of flexibility-rigidity index (FRI) used in a previous work[112, 78]. The repre-
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sentations resulting from updating the kernel parameters through training the network

are then referred to as network-enabled automatic representations (NEARs). To validate

these NEARs, we implement them on RF and GBT models, leading to accurate predic-

tions. We further show that ensemble learning can in some cases bolster our network

predictions through consensus.

To test our AweGNN models, we employ four toxicity data sets of various sizes. Tox-

icity is a measure of the degree to which a chemical can harm an organism [110]. The

harmful effects can be measured qualitatively or quantitatively. A qualitative approach

only categorizes chemicals as toxic or nontoxic, while quantitative toxicity data records

the minimal amount of a substance that would produce lethal effects. Experimental mea-

surement of toxicity is expensive, time-consuming, and subject to ethical constraints. In

this light, machine learning models are extremely useful in that they do not have these

same challenges. The working principal of the machine learning approach for toxicity

analysis is that molecules with similar structures have similar activities, which is called

the quantitative structure-activity relationship (QSAR) approach. By analyzing the rela-

tionship between molecular structures, one can predict their biological functions. We can

create AweGNN models that predict these toxicity endpoints without having to conduct

any lab experiments [15, 96, 57, 48]. To further improve our AweGNN predictions on the

sparsity of data [46], we construct multi-task (MT) AweGNNs. MT learning or transfer

learning [23] learns from related tasks to improve the performance on the smaller data

sets in particular. It is frequently used to compensate if there are similar data sets at hand.

We find that AweGNN models perform well on these data sets when we compare our

results to state-of-the-art QSAR techniques, such as the ones that were pursued by our

group [110, 81] previously and by others[64, 65], with particularly excellent performance

on the larger data sets.

To further showcase our AweGNN, we apply our models on a different data set; a

small data set concerning the solvation of molecules. Solvation free energy is a very im-
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portant quantity in solvation analysis, which can be very beneficial in studying other

complex or biological processes [63, 74, 105, 55]. This data set is relatively small compared

to the toxicity data sets, but we found that the AweGNN was able to perform extremely

well, beating all other methods in the literature [81]. This proves that the AweGNN is

useful in application to molecular problems that are not just restricted to toxicity anal-

ysis. In addition to this, we can find that the concept of the AweGNN can be extended

further to other kernel-based methods, in which we can automate the kernel parameters

as we train a network, such as with the differential geometry work done by Nguyen et al

[81]. Finally, we note that although we have not used multi-scale approaches in this work,

we have seen them perform well in previous work [78, 81], so it is likely to be worthy of

exploration in further works.

5.2 Theory and Methods

In this section, we will briefly review single and multi-task neural networks, then de-

scribe our AweGNN models. We discuss AweGNN through the frameworks of element-

specific geometric graph representations, dynamic normalization functions, explicit deriva-

tive calculations, and instructions on how to update the parameters. Some variations on

the generation of features are included even though these variations might have not been

used to train the final models.

5.2.1 Neural Networks

Neural networks are predictive models that consist of layers which are made up of neu-

rons in which each neuron is connected to every other neuron in the next layer of the

layer sequence. A weight is associated with each connection that determines how much

a neuron contributes to the input of the neuron in the next layer, and a bias term is in-

troduced to shift the activations. Activation functions, such as the logistic sigmoid, grant

the network a level of non-linearity for additional complexity. A feature vector, in which
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each feature corresponds to a neuron in the input layer, can be pushed through the layers

of the network all the way to the output layer in a process called forward propagation.

Neural networks can be trained as classification models that categorize data, or regres-

sion models that predict continuous quantities. In this work, we only develop regression

models.

Neural networks are trained by updating the weights and biases of the network in a

series of steps through gradient descent, in which an appropriate loss function is min-

imized. The process of calculating the errors of a neural network is called back propa-

gation, in which derivatives are calculated in the backwards direction starting from the

output layer, where the loss (or error) is calculated, and propagating backward through

each layer all the way back to the input layer, after which the weights are then updated by

following the negative direction of the gradient. The gradient descent process finds a lo-

cal minimum of the loss function when viewed with respect to the weights. This process

fits the network to the data set in question.

A general neural network consists of an input layer, an output layer, and any number

of hidden layers in between. Deep neural networks are characterized by having many

more layers and neurons, allowing the network to be more complex. There are many

additions to the neural network architecture that can be included for training a model.

Activation functions bring non-linearity to a network, and a proper choice of activation

function can have an effect on training and performance of a network. Dropout [97]

layers prevent over-fitting by dropping out random neurons during each step of training.

Weight decay is another technique that regularizes the network to prevent over-fitting by

decreasing the magnitude of each weight throughout the training. Batch normalization

[43] layers normalizes the outputs of each layer to speed up the training time, improve

performance, and allow deep networks to be trained with stability by reducing internal

covariant shift. Adaptive learning rates are learning rates that change during the training

of the network, such as in a momentum approach to gradient descent that “gains speed
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as it descends down a valley", that can find local minimums faster and sometimes have

the ability to jump out of “undesirable" local minimums. We use batch normalization,

ReLU activation, and the AMSGrad [87] variant of the popular Adam [50] optimization

adaptive learning rates in our work. Dropout and weight decay increased the training

time dramatically and so were not used in our final models, but may be explored further

in the future.

Single-task (ST) neural networks are networks trained on a single data set and have a

single output (at least in the regression case). An ST network is trained by the minimiza-

tion problem:

min
W,b

[
α ·
∣∣∣∣W∣∣∣∣2

2 +
N∑
i

L(yi, f(xi; {W,b}))
]
, (5.1)

where || · ||2 denotes the L2 norm, α represents the regularization constant, f is a function

parametrized by the weights, W, and biases, b, that represents the output of the network,

and xi and yi are the feature vector and the label of the ith data point respectively of a

data set with N samples.

Single-task networks are, however, limited in their usefulness when being trained on

small data sets. Multi-task (MT) networks have been developed to take advantage of large

data sets to bolster the training of a network on a smaller data set. The idea is to train the

models on multiple tasks simultaneously by sharing weights, thus highlighting relevant

features that are important across all the related tasks. The details of their training are as

follows:

If we let T be the number of tasks and {(xti, y
t
i)}

Nt
i=1 is the training data for the tth task

whereNt is the number of samples of the tth task, xti is the feature vector of the ith sample

of the tth task, and yti is the label for the ith sample of the tth task. The training strategy

is to minimize the chosen loss function, L, for all tasks simultaneously. We define the loss

for task t, Lt, below.

87



Lt =

Nt∑
i=1

L(yti , f
t(fs(xti; {W

s,bs}); {Wt,bt})), (5.2)

where f t is the part of the network that predicts the labels for the tth task parametrized by

weights, Wt, and bias, bt; fs is the part of the network that has shared weights, Ws, and

bias, bs. To train all models simultaneously, we provide a single loss function to minimize

so our problem is then:

argmin
[
β ·
∣∣∣∣Ws

∣∣∣∣2
2 +

1

T

T∑
t=1

(
Lt + α ·

∣∣∣∣Wt
∣∣∣∣2

2

)]
, (5.3)

where || · ||2 denotes the L2 norm and α and β represent the regularization constants that

set the magnitudes of the weight decay during training. In practice, if weight decay is

used, we generally set α = β.

5.2.2 Overview of AweGNN

We wish to describe the concept of AweGNNs applied to molecular data sets. As in most

machine learning endeavors, we seek to frame the task at hand as a minimization prob-

lem. To detail our supervised learning algorithm, we first start with a biomolecular data

set, χ, where χi will represent the ith element of the training data set. We want a function

F(χi; {η,κ}) that encodes the geometric and chemical information into an abstract repre-

sentation parametrized by a set of parameters, {η,κ}. Then, the minimization problem

becomes:

min
η,κ,W,b

α ·
∣∣∣∣W∣∣∣∣2

2 +
∑
i∈I

L(yi, f(F(χi; {η,κ}); {W,b})), (5.4)

whereL is the chosen scalar loss function to be minimized, α is the regularization constant

that determines the magnitude of the weight decay, and yi is the label of the ith data point

in our biomolecular data set. The function, f , is the function parametrized by the weights,

W, and biases, b, that represent the output of the neural network. Notice the difference
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with the formulations in the previous section. The output of the function, F, on the data

χi acts as the feature vector, xi, given previously. The parameters, {η, κ}, that parametrize

F are included in the minimization process. This simultaneous update of the parameters

of the representation function is the novel idea driving this work.

The AweGNNs are trained for the regression task of predicting the toxicity endpoints

and the solvation free energy of various small molecules, with the standard choice of

mean squared error (MSE) as our loss function, L. The regularization constant, α, as noted

before, is omitted in our work for both the single and multi-task models due to a lack of

noticeable increase in performance, but with a moderate increase in training time. F will

be based on element-specific calculations that are controlled by pairs of tunable kernel

parameters that capture different geometric features of the molecules based on the val-

ues of those kernels chosen. Each element-specific group will be assigned a pair of these

parameters and will be updated throughout the training by back propagation. The repre-

sentations generated by F after the training of the AweGNN are called network-enabled

automatic representations (NEARs), and will be used later for training other models to

demonstrate their performance. The procedure is summarized in Figure 5.1 below.

More specifically, we wish to understand how to back propagate through F. This will

require us to, at each batch or epoch, back propagate throughout the entire network, then

use that information to back propagate through F all the way to the kernel parameters

that F is dependent on. In reality, F, should be a composition of a function that outputs

vector representations of biomolecules along with the normalization of the output of that

function. Thus, we can represent F as F = N ◦ R, where N is the normalization func-

tion, and R is the raw representation function. The normalization function is important

because it avoids instability in the network. Now when considering back propagation

through the function, F, we have to keep in mind the chain rule, ∂F∂x = ∂N
∂R

∂R
∂x , as we

calculate our partial derivatives.

If we want to be able to calculate these derivatives, then we must make sure that
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Figure 5.1: Pictorial visualization of the AweGNN training process. The first stage is splitting up the
molecules in the data set into the element-specific groups, with initialized η and κ kernel parameters for
each group. Then, a molecular representation is generated based on the kernel parameters, given by F in
the diagram. This representation is fed into the neural network, then the kernel parameters are updated by
back propagation through the neural network and through the representation function, F.

they are differentiable functions. Some normalization functions, however, will not be

differentiable everywhere, but will usually still be differentiable almost everywhere and

continuous almost everywhere, so they will be practical functions to use. Representation

functions themselves can be very discontinuous and non-differentiable depending on the

method of calculating features, so we must be especially careful in selecting the function,

R. We would also like both the representation function and normalization function to

be easy to calculate since we must calculate the normalized features at each epoch of

training. We will later describe in detail the geometric graph representation function, R,

that we used for our AweGNN that is continuous and differentiable everywhere, and easy

to calculate.

We will be testing both single-task (ST) and multi-task (MT) AweGNN models that

follow much the same structure, again as outlined in figure 5.1. The ST model takes
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batches and from a data set, generates a representation, then normalizes it with batch

normalization before feeding it into the artificial neural network portion of the AweGNN

and then updating the parameters as above. The MT-AweGNN consists of a common set

of parameters that are used for all 4 toxicity data sets, shared weights for the hidden layers

of the artificial neural network portion, but separate weights for the 4 output layers. The

normalization is done also in batches, by placing a number of data points into the batch

from each data set proportional to the size of that data set with respect to all the data sets

combined. For example, if the batch size is 100, and there are data sets with size 200, 400,

600, and 800, then each batch would have 10 samples from the first data set, 20 from the

second, 30 from the third, and 40 from the last data set. This MT structure is illustrated

below in Figure 5.2.
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Figure 5.2: Diagram depicting the structure and automation of the MT-AweGNN. The model is trained by
collecting samples from each data set proportionally and then generating their representations according
to shared parameters. The representations are normalized together, then pushed through the artificial neu-
ral network and then to their corresponding outputs. Back propagation goes through the feature matrix,
normalization function, and finally the representation function to update the kernel parameters.
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5.2.3 Normalization Function

For the normalization function, we choose the standard normalization function,Nσ, which

centers each feature about the mean and scales by the standard deviation of the training

samples. More precisely, if x is the feature, µ the mean, and σ the standard deviation, then

Nσ(x) = x−µ
σ . This function is continuous and differentiable everywhere except when

the standard deviation is zero. By a slight modification, we can add an error constant

for numerical stability and to make Nσ continuous and differentiable everywhere, where

Nσ(x) = x−µ√
σ2+ε

with ε being a very small number such as 10−5. When training in batches,

we normalize each batch individually with separate batch mean, µB, and batch standard

deviation, σB. These statistics are tracked and a batch momentum value of 0.1 is used to

record accumulated batch statistics to obtain a more stable reading of the distribution of

the features in the whole data set, as detailed in Ioffe and Szegedy[43]. During evalua-

tion time, the recorded statistics are used to transform the output of the representation

function, R.

The normalization procedure is similar to batch normalization in neural networks, ex-

cept that the affine transformation is omitted, and the expression for ∂N
∂R can be found in

the paper written by Ioffe and Szegedy [43], along with the rest of the details for batch

normalization. Although the above procedure omits the affine transformations, we chose

to apply the affine transformations in our work becuase the models performed well with

them. In practical terms, the PyTorch[82] library is utilized for applying this batch nor-

malization. A BatchNorm1d layer is placed in front of the molecular representation layer

with parameters: eps=1e-05, momentum=0.1, affine=True, and track_running_stats=True,

which are the default settings in PyTorch[82].

5.2.4 Biomolecular Geometric Graph Representations

We seek a general formulation of a geometric graph representation of biomolecular struc-

tures from which we can extract features to create our sought after representation func-
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tion, R. We use this method to generate descriptors for the toxicity analysis of small

molecules, but the idea can extend beyond this concept quite naturally to provide use-

ful representations. In our work, we want to use a weighted and vertex-labeled graph

in which we can generate descriptors from special subgraphs of the graph representation

of each molecular structure. We begin by looking for a set, T , of element types that are

suitable for our analysis. Generally the choice of element types will be chosen by looking

at the commonly occurring element types found in a given data set, or we might choose

to omit certain element types to avoid elements that have uncertain positioning or negli-

gible influence in molecular interactions. Usually, we will have at least C, N, O, S ∈ T ,

but in most cases we will also include H, P, Cl, and Br. We define:

V = {(rj , αj) ∈ R3 × T | rj ; αj ∈ T ; j = 1, 2, ..., N}

to be the vertex set, in which N denotes the number of atoms in the molecule that are

of an element type that is a member of T . This vertex set has a labeling that describes

the atom coordinates and the element type of the atom at each vertex. We will use these

labels to determine element specific subgraphs from which to extract features.

Our edge set, E , is described by a choice of parameters, {ηkk′} and {κkk′}, and a choice

of a type of kernel function, Φ : R→ R, which is parametrized by them

E = {Φ(||ri−rj ||; ηkk′ , κkk′) | αi = k ∈ T , αj = k′ ∈ T ; i, j = 1, 2, ..., N ; ||ri−rj || > vi+vj+σ}

,

where || · || denotes the Euclidean distance, vi and vj denote the Van der Waals radius

of the ith and jth atoms respectively, ri and rj represent the ith and jth atom coordinates,

and σ is the average of the standard deviations of vi and vj in the data set. Notice, the dis-

tance constraint eliminates covalent interactions from being used in our calculations. We

remove the covalent interactions because many biomolecular properties are known to be
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determined by non-covalent interactions, As noted in Nguyen et al., many biomolecular

properties are known to be determined by non-covalent interactions, so we remove the co-

valent interactions because we do not want their contribution to overwhelm or otherwise

interfere with the contributions of the non-covalent interactions. The parameters, ηkk′ and

κkk′ , are values tied to the element specific pair, kk′, which can be tied to the properties

of the element types in question. The types of kernels that determine the weights of our

edges are always chosen to be decreasing functions that have the properties:

Φ(x)→ 1 as x→ 0 (5.5)

and

Φ(x)→ 0 as x→∞. (5.6)

This characterization gives the property that atoms that are closest will contribute the

most, and atoms that are too far away, will contribute almost nothing. Most radial basis

functions can be used, but the most popular choice of kernel types are the generalized

exponential and the generalized Lorentz functions, given by

ΦE(x; η, κ) = e
−(xη )κ (5.7)

and

ΦL(x; η, κ) =
1

1 + (xη )κ
, (5.8)

respectively. These kernel types have been used to create successful models for protein-

ligand binding prediction, predicting toxicity endpoints, and many other applications.

They act as low-pass filters that capture the most important element interactions, where

the η value determines the cutoff point, and the κ value determines the sharpness of the

cutoff. In summary, we have procured a vetex-labeled, weighted graph, G(V , E), in which

we can extrapolate features from special element specific subgraphs.
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Let Gkk′ be the subgraph of G whose vertex set, Vkk′ , contains the vertices that are

labeled element type k or k′; and the edge set, Ekk′ , contain only the edges connecting a

vertex labeled with element k to a vertex labeled with element type k′. This is called the

element specific subgraph generated by the element pair kk′. For a given element specific

subgraph, Gkk′ , we define the following descriptor associated with that subgraph:

µGkk′ ,Φ
=

∑
(i,j)∈Ekk′

wj · Φ(||ri − rj ||; ηkk′ , κkk′) (5.9)

where the wj term is usually a constant 1 or a value associated with the jth atom, such

as a partial charge. The ηkk′ and κkk′ values represent the respective η and κ values for

the kk′ group, while ri and rj represent the atom coordinates as before. We get a sum over

the weights of the subgraph in which additional atom specific weights can be applied to

enhance the meaning of the feature. This abstractly defines the total strength of the non-

covalent interactions between the atoms of element type k and the atoms of element type

k′. This is illustrated in Figure 5.3 below.

C

C

ON

Φ12

Φ22

Φ11

Φ21

O

C

Figure 5.3: This shows an element specific subgraph corresponding to the element types C and O of amino-
propanoic acid, C3H6NO2 (with the hydrogens omitted). The dashed orange edges represent the edges
of the subgraph that are weighted by the chosen kernel function, Φ, while the solid blue lines represent
covalent bonds. Notice the 3rd carbon atom does not connect to the oxygen atoms since it is covalently
bonded to both of them.

With these descriptors detailed above, we can describe a representation function by
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obtaining one or more features from each element specific subgraph. We can extract mul-

tiple features per subgraph by considering different statistics of our features such as the

mean of the sum above, the standard deviation of the terms in the sum, choosing var-

ious values of wj above according to chemical or physical properties of specific atoms,

etc. In summary, the features that we generate using this approach measures the aggre-

gate interaction strength between groups of atoms of specific element types, which we

call element-specific groups. This gives us a representation of the internal structure of a

molecule that fits into the QSAR paradigm, which promotes the idea that similar molec-

ular structures have similar physical properties.

The representation function used in our work for the toxicity data sets consisting of

small molecules considers the element type set T = {H,C,N,O, S, P, F, Cl, Br, I}. For

each element specific pair, we calculate 4 descriptors: The first is calculated with each

wj = 1, the next with the wj ’s set to be equal to the partial charge of the jth atom, and the

remaining 2 descriptors are generated by dividing the first 2 descriptors by the number

of edges in the element specific group, giving us a measure of the mean interaction of

the elements. Since we have 10 different element types, we can form 100 element specific

groups; and since we have 4 descriptors per element specific group, we have 400 descrip-

tors for every set of parameters and choice of kernel. In our work, we only use the Lorentz

functions, ΦLη,κ, for our feature generation and results.

5.2.5 Parameter Adjustment and Initialization

When considering our molecular representation function in the context of the parameter

automation task, we can make a few choices in terms of the parameters that we will be

adjusting at each epoch or batch. Below are 3 possible avenues to consider:

η-adjustable Here, we set the η values for each element specific pair randomly within

some range. We note that these assignments that are made for each element specific pair

are common for all of the biomolecular structures in you data set. We can combine several
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sets of features to make multi-scale models that would have multiple initializations of the

η values, but we will be assuming a 1-scale model at present. If we set the η values this

way, these will be the parameters that we will be updating in our gradient descent.

τ -adjustable For an element specific pair, kk′, we set the characteristic value to be

ηkk′ = τ(vk + vk′), where vk is the Van der Waals radius of element type, k, and vk′ is the

Van der Waals radius of element type, k′. Similar to the previous situation, the τ value

assigned determines the element specific η values for the entire data set. Again, if we

consider multi-scale models, then we may choose different values of τ for each set. In the

τ -adjustable case, we will be seeking to update the τ value at each step of the training.

κ-adjustable In the previous two situations, we were assuming a fixed κ value, but

we can also update this parameter in conjunction with the others. There are two ways to

introduce this technique. The first way is to introduce one κ and update that with respects

to all of the element specific groups. The second way is to introduce a κ value for all the

element specific groups and update those separately. Multi-scale models are handled in

a similar way as above.

Aside from choosing which parameters to update throughout the training of the AweG-

NNs, we also must consider how we want to initialize each parameter before training.

We notice that τ , κ, and η all have to take values greater than zero to maintain continuity

and/or satisfy the conditions of a radial basis function. Also, we want to make certain

that the values are not too large. A large η value will capture all of the atoms in a molecule

and the kernel value will be effectively a constant 1 at all measured distances. A large κ

value will make the kernel function approach the form of an ideal low-pass filter, where

it is either a constant 0 or constant 1. In both cases, the magnitude of the derivatives will

be extremely small and the model will not be able to update effectively.

In our experimentation, we use 100 η-adjustable and 100 κ-adjustable parameters per

scale (1 η and 1 κ value per element specific group) giving us 200 total adjustable variables

per scale for our molecular representation function. The η-initialization for each scale is
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chosen by a single random tau value from a uniform distribution with a range of 0.5 to 1.5,

in which all the η values are set according to the Van der Waals radii as described above.

The κ-initialization for each scale is done by chosing a value of κ for each element-specific

group from a uniform distribution with a range of 5 to 8.

The adjustment of parameters throughout the training of our AweGNN will be like an

evolving kernel function at each element-specific group that attempts to create an optimal

filter that provides the best representation for the network. The η values determine the

center of the cutoff region and the κ values control the sharpness of the cutoff. In Figure

5.4, we see the evolution of the kernel function of a MT-AweGNN model, where the kernel

functions are graphed at various choices of the number of epochs of training, so that the

transformation of the kernel function can be clearly seen.

Figure 5.4: Evolution of the kernel function of the C-N group for a MT-AweGNN. The picture below shows
a series of kernel functions that were used to evaluate the 4 features corresponding to the C-N element-
specific group at different points in the training of an MT-AweGNN. We choose specific snapshots during
training that show a smooth change in the kernel function as the η-κ pair is updated.

5.2.6 Derivatives of the Representation Function

Our main goal is to update the parameters of our feature representation during the train-

ing of our neural network. We must first show how to calculate the derivatives of the
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representation functions with respect to parameters κ, η, and τ values. We will then use

these derivatives to show how to complete the back propagation through all the way to

the parameters. We begin with a representation function, R : Rn → Rd×m, and focus on a

given element-specific subgraph; where this could be a single or multi-scale representa-

tion function.

Suppose that ν is the set of update-able parameters for R. Then we can represent R

by:

R(ν)i,j =
∑

(a,b)∈G
qb · Φ(||ra − rb||;νG), (5.10)

Where G is the element specific subgraph which is used in the calculation of the jth de-

scriptor of the ith sample, qb represents a value that may be associated with the atom

labeled b, ra and rb represent the coordinates of the atoms labeled a and b respectively,

and νG is the subset of ν that corresponds to the calculations that are associated with G.

Now, since differential operators are linear and our features are calculated by a sum-

mation of differentiable functions, we need only know how to calculate the derivative of

each term, i.e., for any variable, x, we have:(
∂R(ν)

∂x

)
i,j

=
∑

(a,b)∈G
qb ·

∂

∂x
Φ(||ra − rb||;νG). (5.11)

Thus, we want to find out the derivatives of the functions, ΦEη,κ and ΦLη,κ, with respect to

parameters η, τ , and κ. We start by finding the derivative with respect to η.

The derivative of the generalized exponential function is:

∂ΦEη,κ(r)

∂η
=

(
κ

η

)(
r

η

)κ
e−(r/η)κ , (5.12)

and for the Lorentz generalized function, we have the derivative:

∂ΦLη,κ(r)

∂η
=

(κ
η

)( r
η

)κ(
1 + ( rη )κ

)2 (5.13)

Also, we calculate the derivatives with respect to κ parameters starting with the gen-

eralized exponential function:
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∂ΦEη,κ(r)

∂κ
=

(
r

η

)κ
ln

(
η

r

)
e−(r/η)κ , (5.14)

and for the Lorentz generalized function, we have the derivative:

∂ΦLη,κ(r)

∂κ
=

( r
η

)κ
ln
(η
r

)(
1 +

( r
η

)κ)2 . (5.15)

Now, for the derivative with respect to the τ parameter, we can just apply the chain

rule with η = τ(v1 + v2) being a function of τ . Note that
∂η

∂τ
= (v1 + v2) =

τ(v1 + v2)

τ
=
η

τ
.

Then, for the exponential derivative, we have:

∂ΦEη,κ
∂τ

=
∂η

∂τ
·
∂ΦEη,κ
∂η

=

(
η

τ

)(
κ

η

)(
r

η

)κ
e−(r/η)κ =

(
κ

τ

)(
r

η

)κ
e−(r/η)κ , (5.16)

and for the lorentz function, we have:

∂ΦLη,κ
∂τ

=
∂η

∂τ
·
∂ΦLη,κ
∂η

=

(
η

τ

) (κ
η

)( r
η

)κ(
1 + ( rη )κ

)2 =

(κ
τ

)( r
η

)κ(
1 + ( rη )κ

)2 (5.17)

Thus, we now know the derivatives ∂R
∂η , ∂R∂τ , and ∂R

∂κ ; and we can use them to calculate

the gradient for our gradient descent when training our neural network.

5.2.7 How to Update the Parameters

Now that we have the derivatives of the representation function, we will be able to cal-

culate the derivatives of the loss function that we have chosen, L, with respect to our

parameters, η, τ , and κ. We must remember that in our process of feature calculation, we

have decided to normalize the features. We chose to use the standard normalization, Nσ,

and we denoted the normalized representation function to be F = N ◦R, withR being the

un-normalized representation function. By the chain rule, we obtain ∂F
∂x = ∂N

∂R
∂R
∂x , where

x = η, κ, or τ . We have also discussed what ∂N∂R looks like, so in fact we should now have a
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full description of the derivatives of the normalized representation function with respect

to our parameters.

Now, to get our final update rule, we have to extend the back propagation of our

neural network to the features, obtaining the derivatives, ∂L∂F . Then our derivatives that

we calculated earlier, ∂F∂x , will be used in the chain rule again to get: ∂L∂x = ∂L
∂F

∂F
∂x , where

x = η, κ, or τ . This gives us the update rule for our parameters. In more detail, the update

rule actually looks like ∂L
∂x =

∑
i,j

∂L
∂Fij

∂Fij
∂x . Remember that the τ , κ, and η parameters

are all constrained to be greater than zero. As a precaution we propose that after every

epoch, the parameters be clipped so that they are constrained to values that are 0.01 or

higher to avoid forbidden values.

5.2.8 Multi-scale Models

Multi-scale models are models that are trained on features generated by multiple sets

of parameters. More specifically, for 2 representation functions, R1 : Rn → Rd×m and

R2 : Rn → Rd×m, we can get the 2-scale representation function, [R1, R2] : Rn → Rd×2m,

by concatenating the outputs of R1 and R2 so that the features of each data point match

up.

We can extend this idea of a 2-scale model to any scale. Let R1 : Rn → Rd×m, ...

, Rk : Rn → Rd×m be representation functions with the same parameter types. Then,

combining the functions together one at a time as above, then we get a new multi-scale

representation function, [R1, R2, ..., Rk] : Rn → Rd×(k·m). These multi-scale methods have

been shown to be very effective in improving the performance of single-scale models[81,

78].

5.2.9 Model Architectures and Hyper-parameters

We wish to now describe the specific network architecture of the AweGNN model. For

the artificial neural network (ANN) portion of the AweGNN, we choose a very simple
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4-layer network with 400 neurons in the first two hidden layers and 20 neurons in the last

two hidden layers. The ANN architecture and parameters were chosen through a quick

parameter search of the multi-task network where the models were tested on a random-

ized validation set of 10% of the training data of each toxicity data set to obtain good

average predictions across all 4 data sets and was modified to ensure relative conver-

gence for the kernel parameters. The convergence assures that we have stable choices for

the parameters of the kernel function, which we will use for later analysis. Dropout and

weight decay are omitted since they did not notably increase performance, but increased

the training time significantly.

The AMSGrad [87] variant of the Adam optimizer is used because it has been shown

to improve the convergence of the kernel parameters while still achieving large gradients

that allow the model to explore a larger parameter space, and allows a more interesting

analysis of the parameter trajectories. A large learning rate of 0.1 is also applied with a

learning rate decay of 0.999 per epoch of training, for the total of 2000 epochs, leaving

the final learning rate at a value of approximately 0.01352 at the end of the training. The

decay gives the network and kernel parameters an opportunity to settle down in a local

minimum, while the large learning rate gives the models a chance to explore more pa-

rameter choices while also regularizing the network. The network was further improved

by applying batch normalization, which is known to speed up the training of a network

and provides an additional source of regularization that reduces the need for dropout[43].

Finally, the batch size used was 100 for the ST models, while the MT models used a total

of 40 batches per epoch, with sizes as even as possible and number of samples from each

data set proportional to their respective size.

For all of the network models, we use the PyTorch[82] API in conjunction with cython[17]

and Numba[52] to speed up the calculation of the geometric graph descriptors. All hid-

den layers are actually composed of 3 different layers: a linear unit, followed by a batch

normalization layer with affine transformations active and momentum set to 0.1 (default
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PyTorch setting), then a ReLU activation. The input layer is constructed with 2 layers:

a Geometric Graph Representation (GGR) layer followed by a batch normalization layer

again with affine transformations and the same momentum setting. The GGR layer is

the representation function, R, and the batch normalization layer is the Nσ normalization

function, as described in detailed previously to generate our normalized representation

function, F = Nσ ◦ R. Finally, the output layer is simply a linear activation into either 1

or 4 outputs, depending on if we are using a multi-task or single-task model. The details

of the full AweGNN architecture are illustrated in Figure 5.5 below.

Hidden LayersInput Layer Output Layer

GGR
Batch 
Norm

Linear
Batch 
Norm

ReLU Linear

1 output (ST)
or

4 outputs (MT)

20 neurons each400 neurons each

400 
features

Figure 5.5: Internal architecture of our Auto-parametrized weight element-specific Graph Neural Network
(AweGNN) model for the toxicity data sets. The input layer consists of our novel Geometric Graph Rep-
resentation (GGR) layer and a batch norm with no affine transformation. Hidden layers include a linear
transformation followed by regular batch normalization and ReLU activation, while the output layer has
the standard linear activation.

As discussed earlier, the network-enabled automatic representation (NEAR) gener-

ated from training an AweGNN can be used as inputs for ensemble models. By exam-

ining the performance of these models, we can see if the representations generated by

AweGNNs can produce meaningful features for a broad range of machine learning mod-

els. We use two ensemble models, random forest regressor (RF) and gradient boosting

regressor (GBT), from the scikit-learn v0.23.2 package [83]. A search for reasonable pa-

rameter choices was made on the same validation sets above. For the RF models, we
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use the parameters: n_estimators = 8 000, max_depth = 27, min_samples_split = 3, and

max_features=sqrt, with any remaining parameters considered to be set at the default

setting. For the GBT models, we use the same parameters as the RF models above along

with the additional parameters: loss = ’ls’, learning_rate = 0.1, and subsample = 0.2, with

any remaining parameters set to the default choice.

5.3 Results

In this section, we give a description of the different quantitative toxicity data sets,

and then we compare the results of our best models to the models generated by other

published methods [64, 65, 110, 81]. We note that in the work by Nguyen et al.[81], we

only report the results from one consensus model trained and tested on the Tetrahymena

pyriformis IGC50 data set that performed the best, which is labeled as Nguyen-best. For

the work done by Wu et al.[110], we only report the results for the models that utilized all

the descriptors detailed in that paper. The results of the random forest models are referred

to as Wu-RF, the gradient boosting models are referred to as Wu-GBT, the ST models are

Wu-ST, the MT models are Wu-MT, and the consensus of Wu-GBT and Wu-MT is Wu-

consensus. Except in the case of the Daphnia Magna LC50, the best scoring Wu models

were those that relied on all descriptors, but any such important detail will be mentioned

when relevant.

We also introduce a solvation data set, Model III, as in the paper by Nguyen et al [81].

The performance of our AweGNN models, when trained on this data set, is compared

to those of differential geometry based models developed earlier [81], and other state-of-

the-art methods [106, 104]. The models in this particular section are named as they are in

the previously referenced paper [81], where the names refer to various choices of kernel

options/kernel parameters used in the calculation of differential geometric descriptors.

As for our own models, we report them in many ways and in many combinations. We

train multiple models for each data set and each model type, then we combine those in
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Figure 5.6: Pictorial representation of the overall strategy. The arrows show the flow of the processes of
training, extracting representations from trained AweGNNs, and making predictions. Blue corresponds to
molecular data sets, light green corresponds to machine learning models, orange corresponds to molecular
representations, and dark green corresponds to predictions.

that instance by averaging their predictions to get one consensus prediction. This is done

to reduce variance from random weight initializations and to improve our final results.

We also combine the predictions of different model types in consensus to see if those will

possibly yield better results, as we see in Wu[110]. We note that models were trained

in sets of 42 instead of sets of 40 or 50 models due to the constraints of our computing

architecture. If there are computational concerns, we could also significantly reduce the

number of models trained (perhaps to 5 or 10 models), and still obtain similar results.

For each data set, we train 42 ST and MT AweGNNs with randomized initial weights

and obtain a consensus prediction for both types, labeled ST-network and MT-network

respectively. Then, we train one ensemble model for each of the NEARs generated by

training the networks. Thus, for random forest, we train 42 models based on the NEARs

resulting from the ST models and 42 more on the NEARs resulting from the MT models, in

which we get the corresponding consensus predictions, ST-RF and MT-RF. Similarly, we
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get predictions from the GBT models, ST-GBT and MT-GBT. Finally, we obtain various

consensus predictions by combining the previous predictions mentioned above. First,

we average the prediction ST-network and MT-network to get the consensus, network-

consensus. Next, we combine ST-network and ST-GBT to get ST-consensus. Similarly, we

obtain MT-consensus by combining MT-network and MT-GBT. Finally, we get the predic-

tion, final-consensus by taking the consensus between ST-consensus and MT-consensus.

These predictions and their performances on the test sets are recorded in the tables in

section 5.3.2, and a summary of this entire process is depicted in Figure 5.6.

5.3.1 Evaluation Metrics

A protocol was proposed by Golbraikh et al.[38] to determine if a QSAR model has true

predictive power, as summarized in the following four points:

1. q2 > 0.5

2. R2 > 0.6

3.
R2−R2

0
R2 < 0.1

4. 0.85 ≤ k ≤ 1.15

Where q2 is the square of the leave one out correlation coefficient for the training set, R2 is

the square of the Pearson correlation coefficient between the experimental and predicted

toxicity endpoints of the test set, R2
0 is the square of the correlation coefficient between

the experimental and predicted toxicity for the test set in which the intercept is set to zero

for a linear regression performed on the predicted and experimental labels given by X

and Y respectively so that the regression is given by Y = kX (from which the k value is

extrapolated).

For each numerical experiment involving toxicity, we record the metrics above, al-

though we omit the q2 coefficient due to the computational cost. We also record the root-
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mean-squared error (RMSE) and the mean-absolute error (MAE) since these are standard

metrics for evaluating the performance of a model. The final metric to report is cover-

age, or the fraction of chemicals predicted, which is important because a lower coverage

can unfairly improve prediction accuracy. For the solvation data sets, we only report the

MAE, RMSE, and the R2 score as in Nguyen et al.[81]

5.3.2 Toxicity Data Sets

This paper analyzes 4 different quantitative toxicity data sets[64]. These are the 96h fat-

head minnow LC50 data set, the 48h Daphnia magna LC50-DM data set, the 40h Tetra-

phymena pyriformis IGC50 data set, and the oral rat LD50 data set. The LC50 (LC50-DM)

set report the concentration in milligrams per liter of test chemicals placed in water that

it takes to cause 50% of fathead minnows (Daphnia magna) to die after 96(48) hours.

These were downloaded from the ECOTOX aquatic toxicity database via the web site

e http://cfpub.epa.gov/ecotox/ and were preprocessed using filter criterion including

media type, test location, etc. The IGC50 data set measures the 50% growth inhibitory

concentration of the Tetrahymena pyriformis organism after 40 hours and was obtained

by Schultz and co-workers[3, 113]. The last data set, LD50, represents the concentration of

chemicals that kill half of rats when orally ingested. This data set was constructed from

the ChemIDplus database (http://chem.sis.nlm.nih. gov/chemidplus/chemidheavy.jsp)

and then filtered according to several criteria[64].

The final sets in this work are identical to the sets preprocessed to develop the Toxicity

Estimation Software Tool (TEST)[64]. The 2D sdf format molecular structures and toxi-

city endpoints are available on the TEST website. 3D mol2 format molecular structures

were created with the Schrödinger software in an earlier work[110]. We should note that

the units of the toxicity endpoints are not uniform between the data sets. The LD50 set

endpoints are in -log10(T mol/kg) while the endpoints of the remaining sets are in units

of -log10(T mol/L). No attempt has been made to rescale the values. Finally, the data sets
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all have differing sizes and compositions, and so the effectiveness of our method varies

greatly between them.

Statistics of each data set are detailed below in Table 5.1. Numbers inside parenthe-

ses indicate the actual number of molecules that were used for training and evaluating

models. The first 3 data sets include all available molecules, but for the last data set

(LD50), some molecules were dropped out due to force field failures when applying the

Schrödinger software. Despite this, our coverage is greater than any of the TEST models

and so is more widely applicable in use.

Table 5.1: Set statistics for quantitative toxicity data

data set # of molecules train set size test set size max value min value
LC50-DM 353 283 70 10.064 0.117
LC50 823 659 164 9.261 0.037
IGC50 1792 1434 358 6.36 0.334
LD50 7413 (7398) 5931 (5919) 1482 (1479) 7.201 0.291

5.3.2.1 LC50-DM (Daphnia Magna) Set

The Daphnia magna LC50 set is the smallest data set with 283 molecules in the training set

and 70 molecules in the test set. Given the small size of the data set, it can be difficult to

train robust QSAR models, thus multi-scale models are extremely important for obtaining

reasonable results. Table 5.2 shows the results of various QSAR models on the LC50DM

data set. The TEST consensus had the highest R2 score (R2 = 0.739) out of all the models

shown, although Wu et al.[110] reported a much higher R2 score of 0.788, which does not

appear in the table, when only using topological descriptors for a multi-task model. This

high result with fewer descriptors may be due to the nature of neural networks to overfit

when trained on small data sets and many descriptors. When comparing the result of Wu-

MT as reported in the table (using all descriptors) to the TEST consensus, we notice that

although the R2 score was lower, the RMSE and MAE are better. The group contribution
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scored exceptionally well in RMSE and MAE, but doubt was cast on the accuracy of those

results[110].

The performance of our ensemble models was fairly poor in comparison to the results

from Wu. Our RF-ST and RF-MT models scored 0.439 and 0.443 respectively vs. the 0.460

R2 score achieved by Wu-RF. Our MT-GBT model was a bit better in performance than

the Wu-RF model, but it could not beat the Wu-GBT model. We do see however that our

MT-GBT model had outperformed the ST-GBT model noticeably, going from an R2 score

of 0.457 to 0.471, showing a slight benefit from using the MT-NEAR for GBT models. As

for the network models, we see a descent show for our ST-network model vs. the Wu-

ST model. Although ST-network has an R2 score of 0.448 vs. the 0.459 for Wu-ST, we

see that the ST-network RMSE of 1.315 beats quite decisively the RMSE of 1.407 for Wu-

ST. Our MT-network model had unfortunately performed much worse than the Wu-MT

model, even though its results are comparable with many of the TEST models reported.

The Wu-MT model R2 score of 0.726 is significantly higher than the score of 0.664 from

MT-network. All of our other models do not do well enough to the comment on.

5.3.2.2 Fathead Minnow LC50 Set

The fathead minnow LC50 set was randomly divided into a training (80% of the entire set)

and a test set (20% of the entire set)[64]. Table 5.3 shows the performance of all of the var-

ious models trained and tested on the LC50 data. This is the second smallest data set that

we are analyzing in this work. The best TEST model is again the TEST consensus, at an

R2 score of 0.728. Notice that this is lower than the previous TEST consensus on the LC50

at an R2 of 0.739, although the coverage increase from 0.900 to 0.951. For the Wu models,

the best result is a whopping 0.789 R2 score for Wu-consensus. Wu-consensus also boasts

the best overall RMSE and MAE. The other 2 high scoring models from that category are

Wu-MT and Wu-GBT, which come at R2 scores of 0.769 and 0.761, respectively.

Our ensemble models do comparably well when compared to the TEST models, except
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Table 5.2: Comparison of prediction results for the LC50DM test set

model R2 R2−R2
0

R2 k RMSE MAE coverage
Results with TEST models

hierarchical[64] 0.695 0.151 0.981 0.979 0.757 0.886
single model[64] 0.697 0.152 1.002 0.993 0.772 0.871
FDA[64] 0.565 0.257 0.987 1.190 0.909 0.900
group contribution[64] 0.671 0.049 0.999 0.803 0.620 0.657
nearest neighbor[64] 0.733 0.014 1.015 0.975 0.745 0.871
TEST consensus[64] 0.739 0.118 1.001 0.911 0.727 0.900

Results with previous methods from our group
Wu-RF[110] 0.460 1.244 0.955 1.274 0.958 1.000
Wu-GBT[110] 0.505 0.448 0.961 1.235 0.905 1.000
Wu-ST[110] 0.459 0.278 0.933 1.407 1.004 1.000
Wu-MT[110] 0.726 0.003 1.017 0.905 0.590 1.000
Wu-consensus[110] 0.678 0.282 0.953 0.978 0.714 1.000

Ensemble models
ST-RF 0.439 0.014 0.956 1.312 0.983 1.000
ST-GBT 0.457 0.004 0.966 1.280 0.954 1.000
MT-RF 0.443 0.012 0.960 1.304 0.985 1.000
MT-GBT 0.471 0.003 0.970 1.261 0.953 1.000

AweGNN models
ST-network 0.448 0.060 0.959 1.315 0.959 1.000
MT-network 0.664 0.000 0.983 1.002 0.741 1.000

Consensus models
network-consensus 0.583 0.005 0.984 1.112 0.826 1.000
ST-consensus 0.465 0.015 0.933 1.272 0.933 1.000
MT-consensus 0.602 0.000 0.981 1.090 0.820 1.000
final-consensus 0.541 0.001 0.979 1.171 0.872 1.000

for the TEST consensus. Our ST-network model did similarly in performance to many

of the TEST models, notably FDA, group contribution, and nearest neighbor. Our best

model, MT-network, with an R2 score of 0.749 and RMSE of 0.735 beats all TEST models,

and all of our consensus models do equal to or better than the TEST consensus model,

except for the ST-consensus, which was weighed down by the oddly poor performance

of the ST-GBT model (ST-GBT performed more poorly than did the ST-RF model, with an

R2 score of 0.687 vs. 0.697).

In comparison to the Wu models, we notice that all of our ensemble models are far

behind in performance to either Wu-RF or Wu-GBT, with our best R2 score of 0.706 from

our MT-GBT model being overtaken by the lowest ensemble score of 0.727 from the Wu-

RF model. The performance of our ST-network model is comparable to Wu-ST with an

R2 of 0.682 to 0.692, with even closer RMSE and MAE scores. As far as the MT models
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go, we see a much greater difference between MT-network and Wu-MT. We cannot come

close to theR2 score of 0.789 from the Wu-MT model, which is the best of the models from

Wu for this data set[110].

Table 5.3: Comparison of prediction results for the LC50 test set

model R2 R2−R2
0

R2 k RMSE MAE coverage
Results with TEST models

hierarchical[64] 0.710 0.075 0.966 0.810 0.574 0.951
single model[64] 0.704 0.134 0.960 0.803 0.605 0.945
FDA[64] 0.626 0.113 0.985 0.915 0.656 0.945
group contribution[64] 0.686 0.123 0.949 0.810 0.578 0.872
nearest neighbor[64] 0.667 0.080 1.001 0.876 0.649 0.939
TEST consensus[64] 0.728 0.121 0.969 0.768 0.545 0.951

Results with previous methods from our group
Wu-RF[110] 0.727 0.322 0.948 0.782 0.564 1.000
Wu-GBT[110] 0.761 0.102 0.959 0.719 0.496 1.000
Wu-ST[110] 0.692 0.010 0.997 0.822 0.568 1.000
Wu-MT[110] 0.769 0.009 1.014 0.716 0.466 1.000
Wu-consensus[110] 0.789 0.076 0.959 0.677 0.446 1.000

Ensemble models
ST-RF 0.697 0.028 1.018 0.836 0.589 1.000
ST-GBT 0.687 0.000 0.995 0.820 0.562 1.000
MT-RF 0.703 0.029 1.019 0.829 0.582 1.000
MT-GBT 0.706 0.001 0.998 0.795 0.543 1.000

AweGNN models
ST-network 0.682 0.003 0.987 0.830 0.566 1.000
MT-network 0.749 0.000 0.999 0.735 0.481 1.000

Consensus models
network-consensus 0.739 0.000 0.996 0.748 0.505 1.000
ST-consensus 0.711 0.000 0.994 0.788 0.540 1.000
MT-consensus 0.747 0.001 1.001 0.739 0.494 1.000
final-consensus 0.737 0.001 0.998 0.753 0.507 1.000

5.3.2.3 Tetraphymena Pyriformis IGC50 Set

The IGC50 data set is the second largest of the data sets we are analyzing. The diversity

of the molecules is relatively low compared to the other data sets, which allows for more

coverage in the TEST models. The amount of data points in the set is large enough to train

robust models, which translates into the high R2 scores for the models that are compared

in this section. We notice that the TEST models are far more variant in their results than

in the previous 2 data sets, with R2 scores ranging from 0.600 to 0.764. Again, the TEST

consensus gets the highest R2 score (0.764). Among the Wu models, the Wu-consensus
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model is again the supreme champion with an R2 score of 0.802. As usual, the Wu-MT

model also did very well, trumping all TEST models with respect to every metric. We

also introduce the best IGC50 model from the work done by Nguyen et al.[81] in which

GBT models were trained on representations derived from differential geometry based

descriptors. Though the model was trained without help from other data sets, it was

able to defeat the Wu-MT model in all metrics. The GBT Nguyen-best model is however

narrowly defeated by the Wu-GBT model with an R2 score of 0.781 compared to 0.787.

Our ensemble models are relatively low in comparison to the performance of the rest

of the models, although our MT-GBT model does perform better than all TEST models ex-

cept for the TEST consensus model. Our ST-network model outperforms all TEST models

single-handedly with an R2 score of 0.778. All of our remaining models outperform our

own ST-network model, and thus also every TEST model as well.

Our ensemble models under-perform yet again in comparison to the RF and GBT

models set forth by Wu. When comparing our network models, we see that our ST-

network model strongly defeats the Wu-ST model with an R2 score of 0.749 and even

outperforms the Wu-MT model with an R2 of 0.770. ST-network is, however, beaten by

Wu-consensus, and even by the model put forth by Nguyen, that is, Nguyen-best. Our

MT-network model is the best scoring model in the whole table in all metrics except for

MAE, with an R2 score of 0.803, RMSE of 0.436, and MAE of 0.310. Only Wu-consensus

has a lower MAE of 0.305, but that MAE is beaten by our model, network-consensus,

with an MAE of 0.304. Although MT-network technically performs slightly better than

Wu-consensus, they are effectively identical in performance.

5.3.2.4 Oral Rat LD50 Set

The oral rat LD50 set contains the most molecules. The data set is quite large (7413 molec-

ular compounds), so naturally full coverage is not available for any of the methods pro-

posed, although most models still have very high coverage. The labels of this data set
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Table 5.4: Comparison of prediction results for the IGC50 test set

model R2 R2−R2
0

R2 k RMSE MAE coverage
Results with TEST models

hierarchical[110] 0.719 0.023 0.978 0.539 0.358 0.933
FDA[110] 0.747 0.056 0.988 0.489 0.337 0.978
group contribution[110] 0.682 0.065 0.994 0.575 0.411 0.955
nearest neighbor[110] 0.600 0.170 0.976 0.638 0.451 0.986
TEST consensus[110] 0.764 0.065 0.983 0.475 0.332 0.983

Results with previous methods from our group
Wu-RF[110] 0.736 0.235 0.981 0.510 0.368 1.000
Wu-GBT[110] 0.787 0.054 0.993 0.455 0.316 1.000
Wu-ST[110] 0.749 0.019 0.982 0.506 0.339 1.000
Wu-MT[110] 0.770 0.000 1.001 0.472 0.331 1.000
Wu-consensus[110] 0.802 0.066 0.987 0.438 0.305 1.000
Nguyen-best[81] 0.781 0.004 1.003 0.463 0.324 1.000

Ensemble models
ST-RF 0.713 0.013 1.006 0.535 0.377 1.000
ST-GBT 0.745 0.000 0.994 0.496 0.329 1.000
MT-RF 0.716 0.013 1.006 0.532 0.377 1.000
MT-GBT 0.753 0.000 0.995 0.489 0.327 1.000

AweGNN models
ST-network 0.778 0.000 1.003 0.463 0.309 1.000
MT-network 0.803 0.000 0.999 0.436 0.310 1.000

Consensus models
network-consensus 0.799 0.000 1.001 0.440 0.304 1.000
ST-consensus 0.777 0.000 1.000 0.464 0.309 1.000
MT-consensus 0.795 0.000 0.998 0.445 0.305 1.000
final-consensus 0.789 0.000 0.999 0.451 0.306 1.000

are quite difficult to predict because of the high experimental uncertainty in obtaining the

toxicity endpoints, as noted in Zhu et al.[114]. Table 5.5 shows the results. As in Wu et

al.[110], we omit the single model and group contribution TEST methods from the table

in our analysis. As always, the TEST consensus provides the greatest results amongst

the TEST models. For this data set, the effectiveness of the Wu models wanes, with the

Wu-MT model failing to perform decisively better than the TEST consensus (although,

Wu-MT does indeed do slightly better in RMSE and MAE in comparison to TEST consen-

sus).

For this data set, we see the best performance from our models. Even our ensemble

models do quite well. In fact, our ST-GBT and MT-GBT models, with respective R2 scores

of 0.643 and 0.641, outperform any TEST model and any Wu models aside from the Wu-

consensus model. All of our non-ensemble models out-perform every single other model,

including Wu-consensus, with our best performing model, final-consensus, having an R2
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of 0.667, RMSE of 0.557, and MAE of 0.405. This decisively beats the Wu-consensus model

having an R2 score of 0.653, RMSE of 0.568, and MAE of 0.421.

We notice that for this data set, we finally required the consensus of the GBT models

to get our best prediction, as opposed to the other data sets in which we obtained the

best result from our MT-network models. Our AweGNN models seem to shine relative

to other groups models when the data sets are the largest, in which the networks are able

to generate their most generalizable representations, and the predictions are the most

accurate.

Table 5.5: Comparison of prediction results for the LD50 test set

model R2 R2−R2
0

R2 k RMSE MAE coverage
Results with TEST models

hierarchical[64] 0.578 0.184 0.969 0.650 0.460 0.876
FDA[64] 0.557 0.238 0.953 0.657 0.474 0.984
nearest neighbor[64] 0.557 0.243 0.961 0.656 0.477 0.993
TEST consensus[64] 0.626 0.235 0.959 0.594 0.431 0.984

Results with previous methods from our group
Wu-RF[110] 0.619 0.728 0.949 0.603 0.452 0.997
Wu-GBT[110] 0.630 0.328 0.960 0.586 0.441 0.997
Wu-ST[110] 0.614 0.006 0.991 0.601 0.436 0.997
Wu-MT[110] 0.626 0.002 0.995 0.590 0.430 0.997
Wu-consensus[110] 0.653 0.306 0.959 0.568 0.421 0.997

Ensemble models
ST-RF 0.606 0.013 1.003 0.612 0.452 0.998
ST-GBT 0.643 0.002 0.995 0.578 0.424 0.998
MT-RF 0.596 0.012 1.003 0.619 0.456 0.998
MT-GBT 0.641 0.002 0.995 0.580 0.426 0.998

AweGNN models
ST-network 0.660 0.001 0.995 0.563 0.406 0.998
MT-network 0.658 0.001 0.993 0.565 0.411 0.998

Consensus models
network-consensus 0.665 0.000 0.995 0.558 0.404 0.998
ST-consensus 0.665 0.001 0.997 0.559 0.406 0.998
MT-consensus 0.664 0.001 0.996 0.560 0.409 0.998
final-consensus 0.667 0.001 0.997 0.557 0.405 0.998

5.3.3 Solvation Data Set

In this section, we explore the results of the solvation data set, model III. Model III has

a total of 387 molecules (excluding ions), and is split into a training set of 293 molecules

and a test set of 94 molecules. We use the same training set, but we omit molecules based
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on obscure chemical names in the PubChem database and due to some difficulties with

the Schrödinger software in generating mol2 files. The test set is unaltered, so these diffi-

culties leading to our smaller training set of 280 molecules should disfavor our method.

In addition to this, there is only one data set for solvation that we analyze, so we can-

not apply our MT method. We simply train ST models and report one consensus with

the GBT model and the network model, following the same procedure as before. The re-

sults are shown below in Table 5.6, where they are compared to other models mentioned

previously[81, 106, 104].

Table 5.6: Comparison of prediction results for the solvation test set

model MAE (kcal/mol) RMSE (kcal/mol) R2

Results from outside sources
WSAS[106] 0.66 - -
FFT[104] 0.57 - -

Results from Nguyen et al.[81]
EICHE,3.5,0.3 0.575 0.921 0.904
EICHE,3.5,0.3;E,2.5,1.3 0.558 0.857 0.920

EICHL,3,1.3 0.592 0.931 0.906
EICHL,3,1.3;L,6.5,0.3 0.608 0.919 0.907
ConsensusH 0.567 0.862 0.920

Ensemble models
ST-RF 0.698 1.001 0.893
ST-GBT 0.496 0.666 0.951

AweGNN model
ST-network 0.373 0.569 0.963

Consensus model
ST-consensus 0.401 0.583 0.962

We see that in this instance, we get our best performance relative to other group’s mod-

els. This is quite surprising, as we found that with the toxicity data, the AweGNN seemed

to perform very well only when the data sets were very large. Our greatest model, the ST-

network model, significantly outperforms every other model in every metric. Even our

GBT model is able to greatly outperform all other models outside this group, though our

RF model performs only satisfactory. In fact, the supplementary material from Nguyen et

al. [81] contains models whose kernel parameters were optimized specifically on the test

data, giving a further advantage. These can be seen in Table 5.7. Again, we see that even

out GBT model is able to win in every metric against every model in this table, let alone
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our ST-network with an MAE gap of 0.145, an RMSE gap of 0.229, and an R2 score gap

of 0.032 when compare to the best metrics of any chosen opposing model. This analysis

shows that there is great promise for applying the AweGNN method for solvation free

energy prediction.

Table 5.7: Supplementary results for solvation data set from Nguyen et al.[81]

Method MAE (kcal/mol) RMSE (kcal/mol) R2

*EICHE,3.5,0.3 0.575 0.921 0.904
*EICHHE,3.5,0.3;E,4.0,1.3 0.518 0.812 0.929
*EICHL,5,0.3 0.579 0.862 0.917
*EICHHL,5,0.3;L,0.5,0.9 0.559 0.842 0.922
*ConsensusH 0.524 0.798 0.931

5.4 Discussion

In this section, will we discuss the impact of automated parameter selection, analyze

some elements of feature importance, and discuss a new paradigm of auto-parametrized

kernel-based networks that could lead to many more possibilities.

5.4.1 Impact of Automating Selection of Kernel Parameters

When selecting kernel parameters to optimize the choice of representation, our group

was previously using the grid search method to determine which parameters were op-

timal[79]. This is not so much of a hindrance if there are only a handful of parameters

to tune, but as the number of parameters to tune increases, the number of models that

need to be trained increases exponentially. In addition, grid searches require a discrete

set of parameters to experiment with, which is a coarse way to tune parameters and leads

to some inefficiency. These problems can severely restrict the potential of these kernel-

based representations, and largely restrict us to the use of machine learning algorithms

that do not have many tunable parameters, such as RF or GBT.

One of our goals in this work was to alleviate these issues. Automatically updating

kernel parameters is a great solution in theory and in practice, as we have seen with the
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success of our AweGNN in this work. The AweGNN seeks the optimal choice of param-

eters within a continuous space, so the parameter selection is done in a smooth way and

can select the values that are not present in a grid search. In our case, we incorporate the

parameter selection into the gradient descent process of training a neural network. This

association with the gradient descent allows us to update very many kernel parameters

at the same time as the weights of the neural network, but has a moderate computational

cost associated with it that is commensurate with the computational cost of a moder-

ately sized network. More specifically, a quick analysis on the IGC50 data shows that a

network consisting of the GGR layer (producing 400 features) with normalization takes

the same amount of time on average to cycle though an epoch as does the network with

the GGR+normalization layer along with a 4-layer network of 1600 neurons each, thus

the GGR+normalization layer is equivalent to a 4-layer 1600 neuron network in terms

of computational cost. This cost is certainly not prohibitive, and ultimately saves us an

inordinate amount of time, especially since we are able to tune 200 kernel parameters

simultaneously (which would be impossible with a grid search).

As kernel methods require careful tuning to reach their full potential, neural networks

were effectively off limits for training effective models with kernel-based representations.

The AweGNN proves that kernel-based representations can be used to train high per-

forming models and brings many new possibilities for developing excellent predictive

models for biomolecular data.

5.4.2 Feature Importance and Analyzing the Trajectories of the Kernel Parameters

To find the most important features that influenced our predictions, we look at the feature

importance ranking of the random forest (RF) models that were trained on the network-

enabled automatic representations (NEARs) generated by the AweGNNs. This analysis

will pinpoint the specific element-pair interactions that contributed the most to the cre-

ation of our predictive models. Then, we can analyze the average trajectories and final
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states of the kernel functions from the element-specific groups that generate the most im-

portant features. The average η values can tell us about the most beneficial interaction

distances between those element pairs, and the average κ values can tell us about the

most favorable degree of sharpness of the cutoff for including the edge cases centered

around those η values.

By closely examining the feature importance over all data sets and all models, we no-

tice that, in general, the most important interactions tend to be the ones between hydrogen-

hydrogen, carbon-carbon, and the interaction between those two elements. This would

make sense, since the carbons and hydrogens are the most numerous elements in these

structures and will be interacting most with the environment. The second most important

features are generated from the interactions between the hydrogen-oxygen and carbon-

oxygen pairs. This again seems to be a natural result, for this can be indicating the impor-

tance of the polar bonds. Aside from these groups, however, there seems to be no broader

pattern. Different data sets seem to prioritize different element specific groups, especially

the largest data set, LD50, in which there are a great diversity of element pair interactions

that are important, as can be seen in Figure 5.7a, which illustrates the feature importance

associated with each pair through a heat map.

A more contained display of the feature importance is portrayed in figure 5.7b, based

on the RF models trained to predict the toxicity for the IGC50 data set with the NEARs

generated from the multi-task (MT) AweGNN models. The feature importance values are

concentrated within the pairs consisting of the hydrogen, carbon, nitrogen, and oxygen

elements. For the complete list of feature importance heat maps of all the data sets, includ-

ing feature importance measured by the gradient boosting models, you may reference the

Supporting information, Figures S1-S16.

To go into more detail of what is happening in each element-specific group, we analyze

how the parameters of the kernel functions of the top 10 groups evolve on average. This

evolution can be seen in Figure 5.8.

118



(a) LD50 feature importance map (b) IGC50 feature importance map

Figure 5.7: Feature importance of MT-AweGNNs when applied to different data sets. We generate heat
maps based on the average of feature importance across 42 RF models trained on the corresponding NEARs
of the MT-AweGNNs. The average feature importance of the 4 features of each element-specific group are
summed together to get the final scores shown above in the maps. Figure 5.7a shows the results for the
LD50 MT-RF models and figure 5.7b shows the results for the IGC50 MT-RF models. Note that the maps
are asymmetric due to the way that the electrostatics-based features of a group are generated.

As the training progresses, element pairs have their kernel parameters tend towards

various η-κ combinations. Some element pairs have high η values and moderate κ values,

such as the H-H and C-N groups, while others tend towards low η and low κ values (i.e,

H-O), or even low η and high κ (O-C). There are many physical interpretations that could

be valid, for example, the low η and κ value for the H-O group could be a measure of the

potential for hydrogen bond interactions with the environment, or even internal short-

range interactions that assess the stability of the molecule. In any case, we may note the

convergence of the η values especially for they might reveal important cutoff distances

that contribute to the measurement of toxicity.

5.4.3 Limitations and Advantages

One of the limitations present in the study is with regards to applying the AweGNN to

very large molecules or systems of molecules. If too many atoms are involved in the
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Figure 5.8: Average trajectories of kernel parameters for 42 MT-AweGNN models. The graph on the left
shows how the average of the η values of our 42 MT models for 8 different element-specific groups changes
as the models are trained. On the right, we see the κ counterpart of this analysis.

calculation of these features, then the computational cost may become unbearable. Some

provisions or rules can be made to avoid heavy computational costs while dealing with

large scale biomolecular structures or systems of molecules. For example, our method

may be naturally extended to the problem of protein-ligand binding. We can measure

the interaction strength between atoms of specific element type in the protein and atoms

of another element type in the ligand, instead of the interactions between the atoms of

two element types contained within a single molecule. A standard cutoff distance from

the ligand is applied to focus on the strongest interactions, thereby leaving a reduced

number of atoms for the analysis. A cutoff that is very large might include too many

atoms from the protein and thereby incur a heavy computational cost that is far beyond

that of the small molecular data sets that we have used in this study. Small cutoffs can

be feasible and perhaps still quite effective since long-range interactions may not carry as

much weight in terms of performance.

The advantage of the AweGNN is its ability to shape the kernel function for each
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element-specific group so as to provide the optimal filter for capturing the most important

interactions between elements within a molecule. Though there is much potential in this

approach, there is a danger of over-fitting with smaller data sets. This is perhaps why

we see the greatest performance with the largest LD50 data set, and so practically we

may want to train on the largest data sets that we can. However, we notice also that the

AweGNN was incredibly successful with the small solvation energy data set; and for the

two smallest data sets, LC50-DM and LC50, the results for the single task network are

similar to the RF models, which are known to be quite robust against over-fitting. Thus,

the danger of over-fitting may not be as present as originally thought. Also, it may be

the case that the multi-task method is less effective when applying the AweGNN, for it

may fit its features too specifically to a particular task, and therefore be influenced by the

larger data sets more so than other methods, like Wu’s[110].

The computational cost associated with training our multi-task (MT) AweGNN model,

which is our largest computational endeavor, is under 135 minutes. The largest sin-

gle task model (LD50 model), takes under 120 minutes, while the second largest IGC50

data set is trained in approximately 20 minutes, with the training time for the smaller

data sets being significantly lower (a handful of minutes). While the training time of our

MT-AweGNN takes almost 70% longer than, for instance, the MT-Wu model (80 minute

training time)[110], we can see that the MT AweGNN can still perform better on the larger

data sets, so the 70% increase in training time may be worth the performance boost when

provided with more samples. In addition to this, we note that our features are simple

kernel-based features, and do not require auxiliary physical descriptors to achieve stellar

performance. The AweGNN can in fact use those same auxiliary features to bolster its

own predictions, and is more flexible in that it can also combine multiple kernel types

to generate multi-scale representations that been highly successful in previous works[78,

81]. Finally, as our features are kernel-based, we noted in section 5.4.1 that these features

would usually require a grid-search to optimize the kernel parameters, but in our case,
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we are able to automate this process while simultaneously training our network, thereby

saving time in that respect.

5.5 Conclusion

Recent years have witnessed much effort in developing mathematical representations

for the machine learning predictions of chemical and biological properties that are cru-

cial to drug discovery. Advanced mathematical tools from fields such as graph theory

[78][80], differential geometry[81], algebraic topology[110], and other mathematical area,

have been developed and demonstrated their superb performance. Many of these rep-

resentations were generated with a choice of kernel functions that depend on a choice

of parameters. These kernel-based molecular representations must be fine tuned to op-

timize their effectiveness for training machine learning models. Increasing parameter

choices lead to a fast increasing in the computational cost of optimization. This problem

deteriorates in the case of deep neural networks because of the already cumbersome task

of choosing network hyperparameters. Motivated by the automated feature extraction in

convolutional neural network (CNN), we propose an auto-parametrized element-specific

graph neural network (AweGNN) to automate and optimize the parameter selection in

our geometric graph approach. The resulting representation from training the AweGNN

is called a network-enabled automatic representation (NEAR). NEARs can be used as in-

put features for other machine learning models, such as random forest (RF) and gradient-

boosting tree (GBT) models.

AweGNN and NEAR-based ensemble methods are validated five data sets from quan-

titative toxicity and solvation predictions. Both toxicity and solvation are important for

lead hit, and structure optimization in drug discovery. Four quantitative toxicity data

sets: 96 h fathead minnow LC50, 48 h Daphnia Magna LC50 data set (or LC50-DM), 40 h

Tetrahymena pyriformis IGC50 data set, and the oral rat LD50 data set were used in our

work. Our models were compared to state-of-the-art models in various literature, i.e.,
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the Toxicity Estimation Software Tool (TEST)[64] listed by the United States Environmen-

tal Protection Agency (EPA), a previous work by Wu et al.[110], and another work by

Nguyen et al.[81]. Given that we had 4 data sets of various sizes with similar prediction

task, we were able to employ the multi-task (MT) learning method to greatly improve

our performance. Our top models were able to out-compete all TEST models in all but

the smallest data sets. When comparing with the top Wu models, our top models were

able to perform just as well or better when restricting to the largest 2 data sets, although

our general models for the smaller data sets were still able to perform relatively well

when compared to many of the earlier models.

To broaden our application, we also tested the AweGNN on the solubility data set,

Model III, used in the work by Nguyen al. [81]. For this instance, we were not able to

apply MT learning because we only had one data set to work with. Despite this, we were

able to greatly outperform any other models that we compared [81, 106, 104]. Although

there is a positive correlation between the relative effectiveness of the AweGNN and the

data set size with respect to the 4 toxicity data sets, we see that in the case of solubility,

the AweGNN can perform exceptionally well even with a very small data set. Our work

showcases the impressive predictive capabilities of the AweGNN and ultimately intro-

duces new potential to improve the effectiveness of previous mathematical methods.
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CHAPTER 6

GENERAL AUTO-PARAMETRIZED KERNEL METHODS AND FUTURE WORK

6.1 Introduction

In this section we will discuss various extensions of the original AweGNN work and

present future possibilities that can advance the auto-parametrized kernel method paradigm.

6.2 GPU-Enhanced AweGNN and Multi-scale Methods

The original AweGNN did not have a geometric graph representation (GGR) layer that

was compatible with the graphical processing unit (GPU) technology. This hampered the

feasibility of applying the multi-scale kernel methods that have been shown to be wildly

successful in the past. Although computational speed was improved though the use of

the Cython and Numba packages, the GGR layer did not have the necessary speed to

place the computation time within the proper scope. This led to the implementation of the

GPU-Enchanced AweGNN which uses a different data structure that allows the GPU to

make quick calculations of the element-specific geometric graph features. We will discuss

the new structure, algorithm, and performance.

6.2.1 GPU programming

Graphical processing units, or GPUs, have immense computing power due to the thou-

sands of tiny processing cores contained within their architectures. These cores can run

thousands of threads in parallel, and so benefits greatly in terms of low computational

time when applied to algorithms that rely heavily on computations that can be done si-

multaneously. GPUs were originally used to display graphics in video games, and later

found use in machine learning, especially in application to deep neural networks. Since

deep neural networks involve the multiplication of many large matrices and matrix mul-
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tiplication involves many operations that can be performed in parallel, GPUs have been

extremely beneficial for the advancement of these networks. NVIDIA CUDA program-

ming is the most popular programming model at the moment, although there are many

packages that allow various programming languages to interact with the GPU program-

ming interface and improve the ease of use. OpenMP is a popular software that help

facilitate GPU programming with the C++ language while Numba and PyCuda are used

for GPU programming with the Python programming language.

GPUs launch kernels one at a time, which are GPU tasks that consist of many blocks

of computing threads. Threads are individual computations that are completed indepen-

dent of one another and can be synchronized with other computations occurring within

the same block. Threads are scheduled by CUDA in warps of 32 threads which are exe-

cuted SIMD (single instruction, multiple data) style across all threads in a warp. Blocks

usually contain around 1024 threads grouped in 32 warps per block. When programming

a GPU, you must be mindful of the way in which you schedule the execution of paral-

lel instructions to achieve optimal speed. For additional efficiency from parallelism, you

may want to consider running multiple streams of kernels, which allow multiple whole

tasks to be executed in parallel. GPUs are quite flexible despite the restrictions that one

may have to work with.

6.2.2 Data Structure and Algorithm

For the original AweGNN, the element-specific biomolecular data, i.e. the distances be-

tween the atoms and the electrostatics information was stored in python lists and Numpy

matrices which could then be accessed easily for Numba operations. To make use of GPU

programming with Numba, the data had to be stored without the use of lists, and so

the data was stored only in arrays, with indexing arrays that described the location of

distances corresponding to specific element-specific groups of the molecules in the data

set.
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More precisely, we have a 1-D array detailing the pairwise distances of all the atoms in

each element specific group in each sample all in this one array. An electrostatics informa-

tion array of the same size is also present detailing the electrostatic information relevant

to the corresponding position in the array. Two index arrays, again of the same length, in-

dexing the element-specific group in the sequence of the dataset in one and indexing the

distances within that element-specific group in the other. With this data structure, we can

apply a common parallel computation algorithm that sums up the elements of an array

with some slight modifications to then get a sum for all of our element-specific groups at

once. This algorithm is illustrated in figure 6.1.

Figure 6.1: This figure gives a graphical representation of the parallel addition algorithm for calculating the
sum of an array. We start with an initial array, a, of length, n. Then we begin by doing pairwise additions,
ai := ai + a2i, for i = 1, ..., n/2. Then the next step includes pairwise additions, again ai := ai + a2i, but
now for i = 1, ..., n/4. The pairwise additions, ai := ai + a2i, continue for i = 1, ..., n/2k , at step k, until
there is only one number remaining to be summed, and then the array sum is extract from the first element,
a0. The image uses green to show elements used in the sum at each step, grey to show inactive elements,
and the red circle highlighting the final answer after all the steps are completed.
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6.2.3 New Capabilities

In addition to the new algorithm adapted for the GPU, it has been decided that the GGR

layer from the AweGNN should output features based on a choice of either distance,

electrostatics, average distance, or average electrostatics information for each element-

specific group. This is in contrast to the original GGR layer, which would output all 4

categories per element-specific group. This was done to be able to allow the kernels to

fit the data based on the different types of features, i.e. a different kernel function may

be appropriate for capturing the electrostatic interactions of an element specific group as

opposed to capturing the distance data within an element-specific group. We also we

have a new kernel that is now operational, namely the piece-wise linear kernel detailed

in section 4.4, which has performed well in brief experimentation, as can be seen in the

section below. Finally, the multi-scale capabilities are operational due to the increase in

speed, and have been briefly tested, again pointing to the section below.

6.3 Comprehensive AweGNN with Fixed Topological and Spectral De-
scriptors

The GGR layer can perform very well on its own, as it has been shown by the per-

formance of the AweGNN. There is, however, more improvement to be made. The GGR

layer lacks descriptors that detail the topological and geometric information of the biomolecules.

In addition to that, spectral information can be gleaned from the graph structure inher-

ent in the molecular structure. It would seem reasonable that the combination of the

molecular descriptors from all of these categories can produce an effective cumulative

model. The descriptors generated by the AweGNN provide element-specific features that

measure relative distance and electrostatic interaction strength. Topological descriptors

measuring the persistence of rings and cavities present within the molecules gives us a

representation of the geometric properties. Finally, the spectral descriptors of the molec-

ular graph can give us information about the connectivity of the molecule among other
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geometric information. We seek to create and test a cumulative model that incorporates

all these descriptors in a neural network structure.

6.3.1 Model Features and Architecture

We follow a simple architecture that involves the geometric graph representation (GGR)

layer from the AweGNN, and one or two auxiliary layers which facilitate the topological

and/or spectral descriptors which are then merged into the main part of the network.

The idea for this architecture is illustrated in figure 6.2.

Figure 6.2: This figure shows the general structure of the comprehensive network described in this section.
The geometric graph representation (GGR) layer from the AweGNN takes center stage with auxiliary topo-
logical and spectral features all merging together into one shared layer. Each set of features can have their
own hidden layers to effectively process the features before merging.

In the brief set of experiments that we have using this architecture, we omit the spec-

tral features, and the topological feature input does not have any corresponding hidden

layers, nor does the GGR layer. The GGR layer output and the topological features are
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concatenated from the beginning. The topological barcode data is calculated using the

Ripser software [16] and the descriptors that are generated are done following the proce-

dure as in section 4.5.5, with maximum length of 10 Åand a resolution of 0.25 Å. The GGR

layer is a multi-scale layer consisting of 6 kernels types. The 3 kernel types described in

section 4.4, the Lorentz, exponential, and piece-wise linear kernel, each with a distance

based kernel and a electrostatics based kernel, yielding our 6 kernel types. Each kernel

type yields 100 features and 200 kernel parameters, yielding a total of 600 features and

1,200 kernel parameters.

The hidden layers of our network are composed of 6 linear layers of 1024, 512, 256,

128, 64, and 32 neurons in that sequence down to the one output which gives us our

prediction. After each hidden layer, we have a batch normalization layer followed by a

ReLU activation layer. A constant learning rate of 0.01 with the AMSGrad version of the

Adam optimizer with default PyTorch settings (β1 = 0.9 and β2 = 0.999), batch size of

100 samples, and τ and κ initialization ranges of 0.5-2 and 2-12 respectively were used.

These hyper parameters were chosen by following intuitive guidelines and experience

from past experiments to make reasonable predictions. Each model was trained for 2000

epochs and 50 models were trained per data set. The 50 predictions were averaged to get

a final prediction and the results were recorded.

6.3.2 FreeSolv and ESOL Data Set

We describe 2 data sets from the MoleculeNet paper [111], FreeSolv and ESOL, which we

have trained on our comprehensive neural network described in the previous section.

ESOL is a small dataset consisting of water solubility data for 1128 compounds [28].

The dataset has been used to train models that estimate solubility directly from chemical

structures (as encoded in SMILES strings) [33, 111]. Although the ESOL dataset origi-

nally consisted of 2D smile strings, we used the Schrodinger software to generate mol2

files that contain the 3D structures of the molecules so we could apply our own machine
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learning models which require them. The data set is split into a benchmark test set with

113 molecules, while the remaining data points are the training set consisting of 1015

molecules. we trained our models on this training set before testing on the benchmark

set.

The Free Solvation Database (FreeSolv) provides experimental and calculated hydra-

tion free energy of small molecules in water [73]. A subset of the compounds in the dataset

are also used in the SAMPL blind prediction challenge [75]. The calculated values are de-

rived from alchemical free energy calculations using molecular dynamics simulations.

The experimental values are included in the benchmark collection, and use calculated

values for comparison [111]. This data set contains 642 molecules and has 65 molecules

set aside for the benchmark test set. The remaining 577 molecules make up the training

set, in which we trained our models before testing on the test set.

6.3.3 Results and Discussion

For both data sets, we consider the standard metrics of the RMSE and the Pearson corre-

lation coefficient described in section 3.2.3. We compare these results to the benchmark

test results record in the MoleculeNet paper. Below, we show the charts for the ESOL and

FreeSolv datasets in figure 6.3.

For our ESOL experiments, we achieved an RMSE of 0.568 and a Pearson correlation

coefficient of 0.966. For the FreeSolv experiments, we achieved an RMSE of 0.762 and

a Pearson correlation coefficient of 0.978. The best results for the ESOL and FreeSolv

datasets from the MoleculeNet paper are 0.58 and 1.15 RMSE respectively, both coming

from their MPNN model. The MPNN mode is also referred to as the message passing

neural proposed by Gilmer et al [37]. Our models outperform all of the proposed models

in MoleculeNet on both datasets and so are clearly excellent models in and of themselves.

The gap is especially large on the FreeSolv dataset, which is more than a 0.42 gap for

RMSE. This is quite big considering the scale of the prediction evaluations, in which the
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Figure 6.3: This figure displays the results gathered from the MoleculeNet paper. 8 model types were tested
on a validation set and a test set and the average performance using the RMSE metric were recorded. The
error bars record the standard deviation of the model results [111].

worst predictions are below 2.2 RMSE. In this case, we see another instance in which

the GGR layer performs extremely well, just as we have seen stellar performance on the

solvation dataset in the original AweGNN paper [100].

Although we can safely say that the comprehensive AweGNN model proposed here is

a superb model in comparison, we admit that there are many improvements to be made

so that the performance is optimized. First of all, the model architecture could be opti-

mized in a more formal fashion, and there was no feature cleaning or feature importance

analysis to clean up the topological data. Second, we did not apply any separated hidden

layers to the auxiliary topological features and the GGR layer itself, which would provide

opportunity for features to be pre-processed by the layers before being concatenated and

sent down through the shared layers. Finally, we did not include the spectral auxiliary

features that would give us the completion of our goal of making a truly comprehensive

network.
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6.4 Auto-parametrized Spectral Layer

We wish to introduce a new layer that has not been tested, but the theory is important

for the future development of the technique. We want to create a layer that updates

the kernel parameters of a weighted adjacency and Laplacian matrix, which extends the

original idea of the AweGNN from a geometric graph layer that obtains descriptors from

edge weights to an algebraic graph layer that obtains descriptors from the spectrum of

Laplacian and adjacency matrices. This section applies perturbation theory to develop a

formula for the derivative of an eigenvalue function with respect to the kernel parameters

so that the kernel parameters can be updated throughout the training.

6.4.1 Differentiability of Eigenvalue and Eigenvector Functions

In this section, we use "Perturbation Theory for Linear Operators", by Tosio Kato [49], as

a helpful resource. In particular, we have Theorem 6.1 from the book:

Theorem. If the holomorphic family T (χ) is symmetric, the eigenvalues λh(χ) and the eigen-

projections Ph(χ) are holomorphic on the real axis, whereas the eigennilpotents Dh(χ) vanish

identically.

In this theorem, the holomorphic family, T (χ), is a family of symmetric matrices parametrized

by χ. The eigenvalues, λh(χ), refer to functions on some domain, D ⊂ R, in λh : R → R

is defined by mapping the value χ to an eigenvalue of T (χ). In a similar vein, the eigen-

projections, Ph(χ) are functions, Ph : D →Mn(R), whereMn(R) is the space of all n× n

real matrices with the standard topology generated by the euclidean norm and n is the

dimension of the matrices T (χ), in which the function maps the value χ to an eigenpro-

jection of T (χ), which is a projection (i.e. P 2 = P ) that projects onto the eigenspace of its

corresponding eigenvalue. Since we want to work eventually with a function that maps

to individual eigenvectors, we will instead consider eigenvector functions, vh, in place of
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these eigenprojection functions. We will not bother with the definition of the eigennilpo-

tents since these will be irrelevant to the discussion.

We notice that there are many questions that we must ask about the aforementioned

eigenvalue and eigenvector functions, λh and vh respectively. First, we observe that they

are both multi-valued functions and must be well-defined before they can be discussed

seriously and used in application. The next point is that the eigenvector functions are

multi-valued in 3 ways: there is a concern about the consistency of the eigenvalue, then a

concern about a multiplicity greater than one for the same eigenvalue, and finally if each

eigenvalue has multiplicity 1, then we still can make an arbitrary choice for the eigenvec-

tor because any parallel vector to an eigenvector is also an eigenvector. The eigenvector

functions too must be differentiable based on the differentiability of the eigenprojections.

The last thing we wish to note is the how we choose the domain, D. We will answer these

questions shortly, but we begin by including more definitions.

Suppose we have a function T : D → Hn(R), where D ⊂ R, and Hn(R) is the space

of all real symmetric matrices. We now wish to define the eigenvalue functions on the

matrix space in a way that keeps them well-defined and allows us to obtain a derivative

calculation. For a given matrixA ∈ Hn(R), we obtain its spectrum, S(A) = {λ1, λ2, ..., λn},

where λi ∈ R for each i. Suppose that we now let the entries of the matrix A vary, in

which for any matrix M that is "close enough" to A, we have functions λi : B → R with

B ⊂ Hn(R), in which λi(M) is defined to be the eigenvalue that would be in the ith place

of the spectrum. We need to be careful about how we define these eigenvalue functions.

To be precise, we let M0 ∈ Hn(R) such that the spectrum of M0 contains no repeated

eigenvalues. We define a ball of radius, r, centered about M0, B(M0, r) = {M ∈ Hn(R) :

||M0 −M || < r}, where || · || is the euclidean norm in which the matrices are seen as

vectors and r is small enough so that the ranges, λi(B(M0, r)) = {λi(M) ∈ R : M ∈

B(M0, r)} are disjoint.

Because the matrices are symmetric, and so we have real-valued eigenvalues and
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eigenvectors, then the spectrum of A can be ordered by the simple inequality: λ1 ≥

λ2 ≥ ... ≥ λn. Thus, we may define the spectrum function as an ordered tuple, namely

S(A) =
(
λ1, λ2, ..., λn

)
in which we may now define λi(A) =

(
S(A)

)
i. Then we may

change the condition to λ1(A) > λ2(A) > ... > λn(A) for all A ∈ B(M0, r), so that we have

a well-defined function restricted to a sufficiently small ball of symmetric matrices.

Now, we see that for the composition, λi ◦ T : D → R, we have eigenvalue functions

like those described in the beginning of the section, but now well defined when we restrict

D to an interval in which T (x) ∈ B(M0, r) for all x ∈ D. As for the eigenvector functions,

vi, we can follow the same process by looking at the composition, vi ◦ T : D → Rn. Now,

we still have the concern that for each eigenvalue, λi(T (x)), I can have multiple values for

vi(T (x)), however, since we are restricted by the domain, D, we are guaranteed to have

distinct eigenvalues for each T (x), thus the eigenvectors will all have multiplicity 1. This

eliminates the fear that there will be eigenspaces of dimension greater than 1 for a given

eigenvalue, but it still leaves the choice of an infinite family of eigenvectors lingering.

This can be mended by choosing a fixed half-space of Rn so that we can always choose

the output eigenvector to be the one normalized to unit length within the fixed half-space.

There is a problem of course if the eigenvector is located on the dividing hyper-plane, but

we can further restrict our domain, D, to make sure that this does not happen.

Thus, our discussion shows that it is possible to determine well-defined eigenvalue

and eigenvector functions. Now, our last note is to show that the differentiability of the

eigenprojections imply the differentiability of the eigenvector functions with the well-

defined construction above. This follows easily by understanding that an eigenvector

function is the composition of a differentiable eigenprojection function and the function

that takes n × 1 matrices to the unit vector in the chosen half-plane, which is also dif-

ferentiable except at the intersection of the half-plane and the unit hypersphere in Rn.

This finally allows us to use the theorem stated earlier in the section to show that they are

holomorphic functions, and so in this case are differentiable. In this next section, we show
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how we might calculate these derivatives to then use them to automatically parametrize

our kernel functions.

6.4.2 Derivatives of the Eigenvalue Functions and the Update Rule

We start with the assumption that there is a matrix, M0 ∈ H(R), and a ball, B(M0, r)),

in which the functions, λi, along with the normalized eigenvector functions, vi, are dif-

ferentiable. Then, we want to find out what the explicit derivative with respect to each

component of the matrix should be. Let us consider a matrix in this domain, say A, with

eigenvalue λ corresponding to the eigenvector, v. Then we have the equation from the

definition of the eigenvalue:

Av = λv (6.1)

Then we implicitly differentiate the equation to obtain:

∂Av + A∂v = ∂λv + λ∂v (6.2)

Now we will include the condition that the eigenvector, v, is of unit length, i.e. ||v|| =

1. Then we multiply both sides by vT and we get:

vT ∂Av + vTA∂v = vT ∂λv + vTλ∂v (6.3)

Then we notice that vT ∂λv = ∂λvTv = ∂λ||v||2 = ∂λ and vTλ∂v = λvT ∂v =

λ∂(1
2v

Tv) = λ1
2∂(||v||2) = 0, all due to the condition that ||v|| = 1. Thus, the right

side of the equation 6.3 is simplified, leaving us with:

vT ∂Av + vTA∂v = ∂λ (6.4)

Now, we must apply the properties of a real symmetric matrix to simplify the left side

of equation 6.4. We have that vTA∂v = vTAT ∂v = (Av)T ∂v = (λv)T ∂v = λvT ∂v =
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λvT ∂v = λ∂(1
2 ||v||

2) = 0, where we use our preliminary assumptions that Av = λv,

A = AT , and ||v|| = 1. This then yields the final simplified equation in which we will get

out desired derivative:

vT ∂Av = ∂λ (6.5)

We now wish to obtain an expression for
∂λ

∂Aij
, for any index, (i, j). The definition of

the multiplication of matrices shows us that:

vT ∂Av =
n∑
s=1

vs

n∑
t=1

∂Astvt = ∂λ

And so by dividing both sides of the second equality by ∂Aij , we have that:

∂λ

∂Aij
=

n∑
s=1

vs

n∑
t=1

∂Ast
∂Aij

vt = vivj

where our last equality comes from the fact that:

∂Ast
∂Aij

=


1 : i = s and j = t

0 : otherwise

We then let E = vvT , which has components Eij = vivj , so that the description of the

derivatives are in the concise form,
∂λ

∂A
= E. Therefore, we have succeeded in finding the

derivative rule for use in back propagation for any given matrix entries.

As an important note, we also can see by the description of the matrix of derivatives,

E, that E is a real symmetric matrix, and so applying an update rule to the matrix A, i.e.

A := A− αE for some learning rate α ∈ R>0, leaves the updated matrix A as another real

symmetric matrix because the space of real symmetric matrices is a vector space over the

real numbers. Other update rules that treat each parameter individually will not necessar-

ily update the matrix so that the resulting matrix is a real symmetric matrix. Thus, most
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popular adaptive learning rates, like Adam, may not be applied unless there is another

way to keep this from being the case.

In reality, when we want to apply this to the case of biology using our kernel meth-

ods, we would have a kernel function that generates an adjacency or a Laplacian matrix

in which the kernel parameters would have to be updated. We want to showcase this in

terms of an eigenvalue function, λ. For a kernel function, Φ(x; η, κ), and a weighted ad-

jacency matrix or a Laplacian matrix, A, that represents the distances between the atoms

in a group of them, we can apply Φ to each entry of the matrix, i.e. we define Φ(A; η, κ)

to be the matrix with entries Φ(A; η, κ)ij = Φ(Aij ; η, κ). In this case, if we now wish to

simply update the η and κ values based on the loss of the eigenvalue function, λ, then

we calculate the derivative with respects to the η and κ values by the chain rule, i.e.
∂λ

∂x
=
∂Φ(A)

∂x

∂λ

∂Φ(A)
=

n∑
i=1

n∑
j=1

∂Φ(A)ij
∂x

∂λ

∂Φ(A)ij
, where x = η or x = κ. The

∂Φ

∂x
terms

are easy to calculate, and have been derived in an earlier work, while the
∂λ

∂Φ
terms have

been described above with the matrix, E, so we have a full description of the derivatives

an eigenvalue function with respects to the parameters of a chosen kernel function that

generates an adjacency/Laplacian matrix. We note that since the updates are made on

the kernel parameters, and the kernel functions generate matrices that are real symmet-

ric, then the update rule will not cause any issues involving matrices that are outside of

the real symmetric space and thus the derivatives of the eigenvalue functions with respect

to the entries of the matrices will always be valid throughout the training.

6.4.3 Discussion

We can implement the above ideas in any of the previously applied fixed-kernel methods

involving the use of eigenvalues. A simple idea would be to analyze the graph consist-

ing of atoms as vertices with the edges corresponding to the covalent bonds between

them, calculating the eigenvalues of the Laplacian and adjacency matrices, then record-
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ing the sum (trace), average, non-zero minimum (Fiedler value), maximum, etc. as the

features. This will generate a small amount of features, but may provide a useful bolster

to something like the geometric graph layer of the AweGNN. If more spectral features are

desired, then we may consider element specific features as in Nguyen et al. [80], but this

may require a description of the derivatives of the eigenvector functions.

Although, not much can be concluded about the performance of a auto-parametrized

spectral layer since it has not been tested, we can speculate that the performance will

be good, as we have seen with the AweGNN [100], and the performance of the compre-

hensive model in section 6.3, along with the success of spectral-based representations in

previous works [80, 90]. The main concern would be the computational feasibility of the

layer. The computational costs of calculating eigenvalues can become exorbitantly expen-

sive with very large matrices, and so if we encounter large graph structures, we will have

large Laplacian matrices, leading to potentially infeasible calculations. GPUs or other

hardware/software that can provide a boost may be necessary.

6.5 Auto-parametrized Kernel Models and Future Possibilities

We have discussed many topics so far involving mathematical theory, machine learn-

ing, biomolecular modeling, kernel-based models, the AweGNN model, a comprehensive

network involving topological and spectral features, and the auto-parametrized spectral

network layer. We can apply kernels to many of the techniques used in our group. Any

of the features that use a kernel function with tunable parameters is a target for auto-

parametrization. Geometric graphs, persistent homology, algebraic graphs, and differ-

ential geometry have seen kernel functions applied to them in different ways, all with

success [78, 110, 22, 80, 81, 79, 108].

Inspired by the success of the convolutional neural networks (CNN), which updates

filters that pre-processes image-like data throughout training, we developed the AweGNN.

The AweGNN applies kernel functions to biological data like the CNN applies filters to
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image-like data, and we automated the process of updating the kernel functions through

their parameters as CNNs do with their filters. To implement our idea, we used geometric

graphs with weighted edges to get features from the edge weights and some additional

information, such as the partial charges. This provided an easy set of features to extract

and an easy calculation for the derivatives of the kernel parameters necessary to update

them during training. This new network layer was named the geometric graph repre-

sentation (GGR) layer, since it produced a geometric graph representation of a molecule

based on input kernel parameters.

The GGR layer performed well, but was limited in scope due to the computational

cost of the calculations involved. The computational burden had to be lessened to further

advance the possibilities of the GGR, and make multi-scale representations feasible. This

was done with the GPU-enchanced AweGNN, in which the GGR layer was adapted to

work with the GPU technology. This gave us the opportunity for a multi-scale model

to be trained. To bolster the new GGR layer, we proposed using a comprehensive neural

network architecture which incorporated fixed topological and spectral features, drawing

out the geometric and structural information of the molecules in conjunction with the

element-specific features from the GGR layer. A heavily restricted implementation of this

comprehensive network had much success on two datasets, ESOL and FreeSolv, which

proves that the network might be worth improving to reach for even greater success.

The theory for the Auto-parametrized spectral layer was outlined, although no layer

has been built yet or experimented with. It is likely that it will do well, given previous

success of previous work with spectral features. There are two more kernel-based models

who have not been explored yet in terms of our auto-parametrization technique, namely

the differential geometry based models and the algebraic topology-based models. Given

the promising theory laid down for the Auto-parametrized spectral layer, we may have

confidence that in both cases, we may find a way automate the kernel parameter selection.

There will always be an issue with large data sets and computation time, but we have
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improved our models before using parallel algorithms and GPUs, so it is also likely that

we can tackle this problem as it comes up.
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CHAPTER 7

DISSERTATION CONTRIBUTION

The contributions of this dissertation are as follows:

• In chapter 3, we propose a new kernel function, the piece-wise linear kernel, which

attempts to more closely approximate the ideal low-pass filter as compared to the

Lorentz and exponential kernels. This new piece-wise linear kernel has been tested

in a multi-scale model including the Lorentz and exponential kernels on two datasets,

ESOL and FreeSolv [111], in which the results of the experiments were recorded in

section 6.3.3.

• Chapter 5 details the auto-parametrized weighted element-specific graph neural

network, which was developed to address the limitations of kernel-based repre-

sentations, and also to simply present a new and interesting model for experimen-

tation. The AweGNN was tested on a series of toxicity datasets, using both single

and multi-task architectures, then tested on a small dataset involving solvation free

energy predictions, all with excellent results [100].

• The GPU-enchanced AweGNN was developed to alleviate the computational ex-

pense in the original AweGNN model. The new structure and algorithm is detailed

in chapter 6.

• A new comprehensive architecture including, multi-scale auto-parametrized geo-

metric graph features, and fixed topological and spectral auxiliary features is pro-

posed also in chapter 6. Limited experiments are conducted on the ESOL and Free-

Solv datasets [111], with promising results.

• In Chapter 6, we also lay a theoretical foundation for the construction of an auto-

parametrized kernel-based layer that produces representations based on the spec-
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trum of Laplacian and adjacency matrices.

This dissertation was centered mainly around the concepts introduced and work done

in the publication:

Szocinski,Timothy & Nguyen, Duc & Wei, Guo-Wei. (2021). AweGNN: Auto-

parametrized weighted element-specific graph neural networks for molecules. Com-

puters in Biology and Medicine. 134. 104460. 10.1016/j.compbiomed.2021.104460.
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