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ABSTRACT

ALGORITHMS FOR NOISY QUANTUM COMPUTERS AND
TECHNIQUES FOR ERROR MITIGATION

By
Ryan LaRose

Quantum computation will likely provide significant advantages relative to classical architectures for
certain computational problems in number theory and physics, and potentially in other areas such as
optimization and machine learning. While some key theoretical and engineering problems remain
to be solved, experimental advances in recent years have demonstrated the first beyond-classical
quantum computation as well as the first experiments in error-corrected quantum computation. In
this thesis, we focus on quantum computers with around one hundred qubits that can implement
around one thousand operations, the so-called noisy-intermediate scale quantum (NISQ) regime
or kilo-scale quantum (KSQ) regime, and develop algorithms tailored to these devices as well as
techniques for error mitigation that require significantly less overhead than fault-tolerant quantum
computation. In the first part, we develop quantum algorithms for diagonalizing quantum states
(density matrices) and compiling quantum circuits. These algorithms use a quantum computer to
evaluate a cost function which is classically hard to compute and a classical computer to adjust
parameters of an ansatz circuit, similar to the variational principle in quantum mechanics and other
variational quantum algorithms for chemistry and optimization. In the second part, we extend
an error mitigation technique known as zero-noise extrapolation and introduce a new framework
for error mitigation which we call logical shadow tomography. In particular, we adapt zero-noise
extrapolation (ZNE) to the gate model and introduce new methods for noise scaling and (adaptive)
extrapolation. Further, we analyze ZNE in the presence of time-correlated noise and experimentally
show ZNE increases the effective quantum volume of various quantum computers. Finally, we
develop a simple framework for error mitigation that enables (the composition of) several error
mitigation techniques with significantly fewer resources than prior methods, and numerically show

the advantages of our framework.
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By increasing the number of layers, we can obtain better approximate com-
pilations of U. For each iteration of the continuous parameter optimization,
we calculate the cost using the Local Hilbert-Schmidt Test (LHST); see Sec.

342, e

(a) One layer of the ansatz for the trainable unitary V in the case of four qubits.
The gate sequence in the layer consists of a two-qubit gate acting on the first
and second qubits, the third and fourth qubits, the second and third qubits, and
the first and fourth qubits. (b) The full ansatz defining the trainable unitary
V consists of a particular number ¢ of the layer in (a). Shown is two layers in

the caseof fourqubits. . . . . . . . . ... L L L
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Figure 3.4:

Figure 3.5:

Figure 3.6:

Figure 3.7:

(a) The Hilbert-Schmidt Test. For this circuit, the probability to obtain the
measurement outcome in which all 2n qubits are in the |0) state is equal to
(1/d%)|Tr(VTU)|?. Hence, this circuit computes the magnitude of the Hilbert-
Schmidt inner product, |{V,U)|, between U and V. (b) The Local Hilbert-
Schmidt Test, which is the same as the Hilbert-Schmidt Test except that only
two of the 2n qubits are measured at the end. Shown is the measurement of
the qubits A; and By, and the probability that both qubits are in the state |0)

isgivenby (3.25)with j =1. . . . .. ... ...

Compiling the one-qubit gates I, X, H, and T using the gradient-free opti-
mization technique described in Section 3.14. The plots show the cost Cyst
as a function of the number of iterations, where an iteration is defined by
an accepted update to the gate structure; see Sec. 3.3.3 for a description of
the procedure. The insets display the minimum cost achieved by optimizing
over gate sequences with a fixed depth, where the depth is defined relative
to the native gate alphabet of the quantum computer used. (a) Compiling
on the IBMQX4 quantum computer, in which we took 8,000 samples to
evaluate the cost for each run of the Hilbert-Schmidt Test. (b) Compiling on
the IBMQXS quantum computer, in which we again took 8,000 samples to
evaluate the cost for each run of the Hilbert-Schmidt Test. (¢c) Compiling on
Rigetti’s 8Q-Agave quantum computer. In the plot, each iteration uses 50 cost
function evaluations to perform the continuous optimization. For each run of
the Hilbert-Schmidt Test to evaluate the cost, we took 10, 000 samples (calls

to the quantum computer). . . . . . . . . .. ..

Compiling one- and two-qubit gates on Rigetti’s quantum virtual machine
with the gate alphabet in (3.35) using the gradient-free optimization technique
described in Algorithm 1 in Section 3.14. (a) The minimum cost achieved by
optimizing over gate sequences with a fixed depth. (b) The cost as a function
of the number of iterations of the full gate structure and continuous param-
eter optimization; see Sec. 3.3.3 for a description of the procedure. Note
that each iteration uses 50 cost function evaluations, and each cost function
evaluation uses 10, 000 samples (calls to the quantum computer). (c) Shortest-
depth decompositions of the two-qubit controlled-Z, controlled-Hadamard,
and quantum Fourier transform gates as determined by the compilation pro-
cedure. The equalities indicated are true up to a global phase factor. Here,
denotes the rotation gate R,(6), while represents the rotation gate

Re(/2)e oo e

Results of performing continuous parameter optimization using the HST and
the LHST for the scenario described in Example 1. We make use of the
gradient-based optimization algorithm given by Algorithm 4 in Section 3.15.
The curves “HST via LHST” are given by evaluating Cyst using the angles
obtained during the optimization iterations of Cppgst. For each run of the

HST and LHST, we use 1000 samples to estimate the cost function. . . . . . .
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Figure 3.8:

Figure 3.9:

Figure 3.10:

Figure 3.11:

Figure 3.12:

Results of performing continuous parameter optimization using the HST and
the LHST for the scenario described in Example 2. We make use of the
gradient-based optimization algorithm given by Algorithm 4 in Section 3.15,
in which each iteration can involve several calls to the quantum computer.
The curves “HST via LHST” are given by evaluating Cyst using the angles
obtained during the optimization iterations of Cpgst. For each run of the

HST and LHST, we use 1000 samples to estimate the cost function. . . . . . .

Results of performing continuous parameter optimization using the HST and
the LHST, in the presence of noise, for the scenario described in Example 1.
The noise model used matches that of the IBMQXS quantum computer. We
make use of the gradient-based optimization algorithm given by Algorithm 4
in Section 3.15. The curves “Noiseless HST via LHST” are given by evalu-
ating Cyst (without noise) using the angles obtained during the optimization
iterations of Cp yst. For each run of the HST and LHST, we use 1000 samples

to estimate the cost function. . . . . . . . . . . . ... ..

Results of performing continuous parameter optimization using the HST and
the LHST, in the presence of noise, for the scenario described in Example 2.
The noise model used matches that of the IBMQX5 quantum computer. We
make use of the gradient-based optimization algorithm given by Algorithm 4
in Section 3.15. The curves “Noiseless HST via LHST” are given by evalu-
ating Cyst (without noise) using the angles obtained during the optimization
iterations of Cp yst. For each run of the HST and LHST, we use 1000 samples

to estimate the cost function. . . . . . . . . . .. ...

The trace of the unitary U’ defined by the circuit above is equal to the trace

of the non-unitary operator (]0Y(0| ® 1)Q(]0)(0| ® Q™ up to a factor of 4 [4].

(a) Any single-qubit gate U can be decomposed into three elementary rotations
(up to a global phase). Given appropriate parameters @ = (a;,, @y, @z,), U
can be written as V(&) = e "®27/2¢710y0y/27i0292/2  (b) Any two-qubit
gate U p can be decomposed into three CNOT gates as well as 15 elementary
single-qubit gates, where each unitary U j(&(j )) can be written as in (a). This
decomposition is known to be optimal [5], i.e., it uses the least number of
continuous parameters and CNOT gates. General universal quantum circuits
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for n-qubit gates are discussed in [6]. . . . . . .. .. ... L. 106
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Figure 3.13: (a) The Power of One Qubit (POOQ) [7]. This can be used to compute the
trace of a unitary U acting on a d-dimensional space. The R gate represents
either H, in which case the circuit computes Re[Tr(U)], or the S gate followed
by H, in which case the circuit computes Im[Tr(U)]. (b) The Power of Two
Qubits (POTQ). This is a generalization of the POOQ, as can be seen by
setting V = . The POTQ can be used to compute the Hilbert-Schmidt inner
product Tr(VTU) between two unitaries U and V acting on a d-dimensional
space. As with the POOQ, R = H leads to Re[Tr(V'U)], while R = HS leads
to Im[Tr(VIU)]. . . . 108

Figure 3.14: Compiling one- and two-qubit gates on a simulator with the gate alphabet
in (3.35) using the gradient-based optimization technique described in Al-
gorithm 3, with ngos = 10,000. Shown is the cost as a function of the
number of gradient calls of the continuous parameter optimization using the
minimize routine in the SciPy-optimize Python library. The gate structure
for the single-qubit gates is fixed to the one shown in Fig. 3.12(a), while the
gate structure for the two-qubit gates is fixed to the one shown in Fig. 3.12(b). . 111

Figure 4.1: An example of the change of an expectation value, E (1), with the underlying
scaling A of the depolarizing noise level. Here the simulated base noise value
i1s 5% (marked by the green dashed vertical line). ZNE increases that noise
and back extrapolates to the 4 = 0 expectation value. In this example, an
accurate extrapolation should be non-linear and take advantage of a known
asymptotic behavior. . . . . . . .. ... L 117

Figure 4.2: Comparison of two qubit randomized benchmarking with & without error
mitigation. Data is taken by density matrix simulation with a 1% depo-
larizing noise model. The unmitigated simulation results in a randomized
benchmarking decay of 97.9%. Mitigation is applied using circuit folding
and an order-2 polynomial extrapolation at 4 = 1, 1.5,2.0. With mitigation
the randomized benchmarking decay improves to 99.0%. Since we do not
impose any constraint on the domain of the extrapolated results, some of the
mitigated expectation values are slightly beyond the physical upper limit of
1. This is an expected effect of the noise introduced by the extrapolation
fit. If necessary, one could enforce the result to be physical by using a more
advanced Bayesian estimator. . . . . . . . .. .. .. ... 124
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Figure 4.3:

Figure 4.4:

Figure 4.5:

Figure 4.6:

A comparison of improvements from ZNE (using quadratic extrapolation with
folding from left) averaged across all output bitstrings from 250 random six-
qubit circuits. Results are from exact density matrix simulations with a base
of 1% depolarizing noise. The horizontal axis shows a ratio of L, distances
from the noiseless probability distribution and the vertical axis shows the
frequency of obtaining this result. ZNE improves on the noisy result by
factors of 1-7X. The average mitigated error is 0.075 + 0.035, while the
unmitigated errors average 0.114 + 0.050. Each circuit has 40 moments with
single-qubit gates sampled randomly from {H, X,Y,Z,S,T} and two-qubit
gates sampled randomly from {iSWAP, CZ} with arbitrary connectivity.

Percent closer to optimal on random MAXCUT executions. 14 Erdos-Renyi
random graphs were generated at each number n. Each random graph has
n nodes and n edges. QAOA was then run (with p = 2 QAOA steps) and
optimized using Nelder-Mead with and without error mitigation. Results are
from exact density matrix simulations with a base of 2% depolarizing noise.
For the mitigated case, we used zero noise extrapolation with global unitary
folding for scaling and linear extrapolation at noise scalings of 1, 1.5 and 2.
The y axis shows the percent closer to the optimal solution that was gained
by ZNE. Here E, is the absolute error in the unmitigated expectation and
E,, is the absolute error in the mitigated expectation. The violin plot shows
the distribution of percentage improvements over the 14 sampled instances.
Variance is zero for 2 and 3 nodes graphs as there is only a single valid graph

with mnodes andedgesforn=2,3. . . . . . ... ... ... ... ... ..

Comparison of extrapolation methods averaged over 50 two-qubit randomized
benchmarking circuits executed on IBMQ’s “London” five-qubit chip. The
circuits had, on average, 97 single qubit gates and 17 two-qubit gates. The
true zero-noise value is (0|p|0) = 1 and different markers show extrapolated

values from different fitting techniques. . . . . . . .. ... ... ... ...

Comparison of adaptive and non-adaptive exponential zero noise extrapola-
tion, given a fixed budget of samples. The adaptive method generally produces
a more accurate extrapolation with less samples. On the other hand, in this
example, the advantage of adaptivity is not particularly large. Likely, this is
due to the fact that the scale factors used for the non-adaptive method are al-
ready quite good and not far from their optimal values. Data was generated by
exact density matrix simulation of 5-qubit randomized benchmarking circuits
of depth 10 under 5% depolarizing noise and measured in the computational
basis. Noise was scaled directly by access to the back-end simulator rather

than with a foldingmethod. . . . . . . . ... ... ... ... ........
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Figure 4.7:

Figure 4.8:

Figure 4.9:

Figure 4.10:

Noise power spectrum of four different dephasing SChWARMA noise models
corresponding to white noise, low-pass noise, 1/f noise and 1/f2 noise.
These noise models are used in Sec. 4.2.3 to test the effect of time-correlated

noise on zero-noise extrapolation. . . . . . .. .. ... Lo

A sample three-qubit circuit with four gates under the action of three digital
noise scaling methods we consider in this work. (a) Local folding, in which
each gate G gets mappedto G — G (GJ’G)n for scale factor 4 = 2n — 1. (b)
Global folding, in which the entire circuit C gets mapped to C — C (C?C)”.
In (a) and (b), grey shading shows the “virtual gates” which logically compile

D!
to identity. (c) Gate Trotterization, in which G — (Gl/ ’l) for each gate G. . .

Comparison of different zero-noise extrapolations obtained with different
noise scaling methods. We consider a single-qubit randomized benchmark-
ing circuit affected by dephasing noise of fixed integrated power. The two
subfigures correspond to different noise spectra: (top) white noise, (bottom)
1/f pink noise. Both spectra are shown in Fig. 4.7. The expectation value
E(1) =tr(Op(A)) is associated to the observable O = |0)(0| measured with
respect to the noise-scaled quantum state p(A). The colored squares represent
the noise-scaled expectation values; the dotted lines represent the associated
exponential fitting curves; the colored stars represent the corresponding zero-
noise extrapolations. The figure shows that the zero-noise limit obtained with
global unitary folding (green star) is relatively close to the ideal result (gray

star) even in the presence of strong time correlations in the noise. . . . . . .

Average relative errors in noise scaling two-qubit randomized benchmarking
circuits with (a) white noise, (b) lowpass noise, (c) 1/f noise, and (d) 1/f>
noise. Panel (a) shows no significant difference in scaling methods under
white noise (no time correlations). (Inset shows zoomed vertical scale.)
Panels (b)-(d) show that global scaling is the lowest-error digital scaling
method. The two-qubit randomized benchmarking circuits used here have,
on average, 27 single-qubit gates and five two-qubit gates. For each circuit
execution, 3000 samples were taken to estimate the probability of the ground
state as the observable. Points show the average results over fifty such circuits

and error bars show one standard deviation. . . . . . . . . . ... ... ...
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Figure4.11:

Figure 4.12:

Figure 4.13:

Relative errors in noise scaling two-qubit mirror circuits with (a) white noise,
(b) lowpass noise, (c) 1/f noise, and (d) 1/f> noise. Panel (a) shows no
significant difference in scaling methods under white noise (no time corre-
lations). (Inset shows zoomed vertical scale.) Panels (b), (¢) and (d) show
global scaling is optimal with time-correlated noise. The two-qubit mirror
benchmarking circuits used here have, on average, 26 single-qubit gates and
eight two-qubit gates. For each circuit execution, 3000 samples were taken
to estimate the probability of the correct bitstring (defined by the particular
mirror circuit instance) as the observable. Points show the average results

over fifty such circuits and error bars show one standard deviation. . . . . . .

Relative errors in noise scaling two-qubit p = 2 QAOA circuits with (a)
white noise, (b) lowpass noise, (¢) 1/f noise, and (d) 1/ f2 noise. Panel
(a) shows no significant difference in scaling methods under white noise (no
time correlations). (Inset shows zoomed vertical scale.) Panels (b), (c) and
(d) show global scaling is optimal with time-correlated noise. The two-qubit
p = 2 QAOA circuits used here have eight single-qubit gates and four two-
qubit gates. For each circuit execution, 3000 samples were taken to estimate
the probability of the ground state as the observable. (Note that the QAOA
circuit U is echoed such that the total circuit is UUT = I without noise.)
Points show the average results over fifty such circuits and error bars show

one standard deviation. . . . . . . . . ... ...

Largest magnitude filter function of a two-qubit randomized benchmarking
circuit of Clifford depth 2 (actual depth 24) for different scale factors A.
All filter functions are normalized by their maximum values (otherwise the
integral of the filter function scales by A). Different subplots correspond
to different noise scaling methods. All noise scaling methods change the
frequency response of the circuit, however, global folding tends to preserve
the qualitative shape of response function and, for this reason, it gives better

performances for zero-noise extrapolation with colored noise. . . . . . . . ..
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Figure 4.14:

Figure 4.15:

Figure 5.1:

Figure 5.2:

Results of unmitigated and mitigated quantum volume experiments on three
five-qubit quantum computers (left-to-right: Belem, Lima, and Quito) using
n, = 500 circuits and n; = 10* total samples. Each marker shows the esti-
mated heavy output probability &, on a different qubit configuration defined
in the legend and error bars show 20 intervals evaluated by bootstrapping.
The connectivity of each device is shown below each legend. Dashed black
lines show the 2/3 threshold and noiseless asymptote (1 +1n2)/2 [8]. For
the mitigated experiments, 4; € {1,3,5,7,9} and n; = 10* /5. Local unitary
folding of two-qubit gates is used to compile the circuits (i.e., scale noise) and
Richardson’s method of extrapolation is used to infer the zero-noise result.
The qubit subsets which achieved the largest quantum volume in the miti-
gated experiments are colored blue in each device diagram. As can be seen,
on Belem error mitigation increases the effective quantum volume from three
to five, on Lima error mitigation increases the effective quantum volume from
three to four, and on Quito error mitigation increases the effective quantum

volume from four to five. . . . . . . . . . ...

The value of o for different resampling numbers in bootstrapping. . . . . . .

Graphic illustration of logical shadow tomography. (a) Red dots are logical
qubits, and blue dots are physical qubits. Logical information is distributed
to physical qubits by error correction code, then followed by noisy quantum
computation on physical qubits. To get estimation of error mitigated observ-
ables, we perform classical shadow tomography on the noisy physical state.
Particularly, we can apply random Clifford gates denoted as green blocks from
some unitary ensemble U, and take computational basis measurements. (b) A
special case using [ [7, 1]] code for each logical qubit. In shadow tomography,
we apply random unitary from tensor product of Clifford groups C£(2")®*.
Additional gate depth will not scale with number of logical qubits k, and
sample complexity for estimating error mitigated logical Pauli observables is

the same as using global Clifford group C£(2"%). . . . . . .. ... ... ...

LST with the [[5,1,3]] code. Here, |¢) is taken to be the logical |0) and
we estimate infidelity 1 — F" with samples. The dashed black line shows the
physical infidelity, i.e., the noisy expectation value of single qubit without
any encoding. The green and blue dashed line are analytical performance of
logical shadow tomography with f(pg) = pg and f (p(%) = p(zg respectively.
The red dots and red shaded area indicates the mean value and standard
deviation of error mitigation with f(pg) = pg by direct implementation
of subspace expansion with 3000 measurements. The green line and green
shaded area indicate the mean value and standard deviation with f(pg) = pg
and 3000 measurements by LST. And the performance of LST with f(pg) =

pé is indicated by blue line and blue shaded area. . . . . . ... .. ... ..
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Figure 5.3:

Figure 5.4:

Figure 5.5:

Scaling study of LST with f(p.) = pe. In all figures, each physical qubit is
subjected to 1% depolarizing noise. (a) LST estimated fidelity vs. number
of samples from 10 - 10° with various [[n, 1]] code sizes. The noiseless
fidelity value of 1.0 is shown with the dashed black line. For all code sizes
up to n = 60 physical qubits, the LST estimate converges to the true noiseless
value. Codes used are the minimum distance constructions from [9].(b)
Standard deviation vs. number of physical qubits n. The standard deviation
of estimation doesn’t scale with number of encoding physical qubits. (c)
Mean value and standard deviation scaling vs. number of logical qubits k.
Each logical qubit is encoded with [[5, 1,3]] code, and the state is prepared
as logical GHZ state |0...0) +|1...1). We see standard deviation scales

exponentially with number of logical qubits k as predicted. . . . . . ... ..

Data structure of a stabilizer state. Each Pauli string is represented as a binary
vector. First N rows store the stabilizers of the state, and second N rows store

the destabilizers of the state. . . . . . . . . . . . . . . ... ... ... ...

Infidelity in small error rate region. Theoretically we have shown the leading
order correction to infidelity will be O( pmd) with m = 1,2. Here, we use
[[5,1,3]] code with LST as a demonstration. We prepare random logical
states and calculate the infidelity. We see the numerical results give linear
order correction O(p>%7) and O(p®'3), which is very close to theoretical

prediction O(p*) and O(p®). . . . . . . . . ... ...
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CHAPTER 1

PRELIMINARIES
1.1 Notation
[-) A column vector labeled by -
T Conjugate transpose operator (as superscript)
| The row vector |-)

® Tensor product

® Addition modulo 2
{0, 1}" | Length n bitstrings. E.g., {0, 1}? consists of 00, 01, 10, and 11
U(d") | The unitary group of dimension d"

Table 1.1: Notation.

This thesis follows the Feynman-Twain principle in that no attempt is made at mathematical
rigor and persons attempting to find mathematical rigor will be shot. We are most interested in the

Hilbert space

Clg---@C!=c? 1.1)
———
n terms

(where d = 2 almost always in this thesis), i.e. the space of n quantum bits (qubits). Common

bases for a single qubit include the computational (standard) basis

1 0
0) :=| |, 1) := (1.2)

0 1
and the Hadamard basis |+) := (|0) + |1))/¥2. For n qubits and a bitstring z = z; - - - z,, € {0, 1}"
we write basis elements as |z1) ® - - - ® |z,) or simply |z; - - - z,) = |z) for short, so a general state

may be written

wy=" >, al2) (1.3)

ze{0,1}"

with @, € Cand ¥, |a,|* = 1.



The identity gate/element I|z) = |z)

e
S

Pauli X. X|z) =|z® 1)

N

N

Pauli Z. Z|z) = (-=1)%|z)

PauliY. Y =iXZ.

h<
~ILALBERES
S

The Hadamard gate H|z) = (|0) + (=1)?|1))/V2

CNOT

CNOT|a)|b) = |a)|a @ b)

CZ

CZla)|b) = (=1)*"|a)|b)

Table 1.2: Some common single- and two-qubit gates. Here, a, b, z € {0, 1}.

Quantum operations (gates) are elements in U (2"). Some common single-qubit and two-qubit

gates are defined in Table 1.2. A quantum circuit is a series of operations acting on an initial state

with one or more terminal measurements. An example is shown below.

)
:

|0y ———

Figure 1.1: An example quantum circuit.

We read this circuit left-to-right as follows:

0y @ [0y % %(|0>+|1>>|0>

cNnot 1
___) —_—

\5(|00> +11))

This is the final quantum state before measurement. Born’s rule tells us that we measure 00 with

probability 1/2 and 11 with probability 1/2.

1.2 Quantum algorithms

A quantum algorithm is a quantum circuit (potentially with classical pre- and/or post-processing) for

performing some computational task. As an example, consider the following computational task:

Given a single-bit function f : {0,1} — {0, 1} and the ability to query the function, determine

if £(0) = f(1). There are four such functions, two of which satisfy f(0) = f(1) and two of

which do not. Since f(0) and f(1) are independent, the best classical algorithm takes at least

two queries. Interestingly, a quantum algorithm exists which takes only one query. This algorithm



tells us whether f(0) = f(1) but does not tell us the value of either f(0) or f(1). The circuit for
performing this algorithm is shown in Fig. 1.2.

0) {HH Qs HEHA

Figure 1.2: Quantum circuit for the Deutsch-Jozsa algorithm.

Here, the operation Qs is a phase query Q r|z) = (—1)*|z). One can show the final state of this

circuit before the measurement is
W) = [~/ @+ (=17 D] j0) + | (=D = (<17 D] 1), (1.4)

Thus, we measure 0 with probability 1 if f(0) = f(1), otherwise we measure 1. Notice how
constructive and destructive interference are used in preparing the solution. While this problem
is artificial, the same underlying principle is used for more realistic algorithms, e.g. Shor’s
algorithm [10] and others, which have rigorous performance and scaling guarantees but prohibitively
large overhead for (near-term) implementations. In Chapter 2 and Chapter 3, we develop quantum
algorithms with lower overhead which are still, in a well-defined manner, classically hard, but have

heuristic elements and less general performance guarantees.

1.3 Open quantum systems

A closed quantum system — one which is completely isolated from its environment — is primarily
a convenient mathematical abstraction. An open quantum system — one which interacts with its
environment — more accurately describes a quantum computer.

A noisy quantum state is described by an ensemble {p;, |;)}; where p; forms a probability
distribution and each |¢;) is a wavefunction. Physically, this means we do not know with certainty
which wavefunction |i/;) we possess. Mathematically, we work with the density operator (matrix)

of an ensemble
p =) piluwi, (1.5)
i
a Hermitian, positive semi-definite operator with unit trace which generalizes classical probability

distributions (diagonal p).



Letting p denote the quantum state of interest and peny the environment, noise can be charac-

terized physically by the process

p = Treny [U (P ® Penv) UT]

where U is a unitary on the composite Hilbert space and Tre,y denotes the partial trace over the
environment. (Given pap € Hy ® Hp, the partial trace over Hp is defined by

dim(Hpg)

Trapas = ), (I® () pas (1815)) (1.6)
j=1

where |j) form a basis for Hp. Similarly for the partial trace over #4.) This can be written [11] in
the equivalent, often more convenient, operator-sum representation
K
0 Z EvpE] (1.7)
k=1

where the Kraus operators E} satisfy the completeness relation

K
Z ElEy=1.
k=1

Equation (1.7) is known as a quantum operation or quantum channel. Physically, it can be
interpreted as randomly replacing the state p by the (properly normalized) state EkaZ with
probability Tr[ ExpE Z] . Mathematically, itis a completely positive, trace preserving map. Coherent
errors are noisy channels defined by K = 1 unitary Kraus operators whereas incoherent errors are
defined by K > 1 Kraus operators.

We often model noise in devices with channels used in theoretical work. One commonly used

noise model is the Pauli channel.
Definition 1. The Pauli channel maps a single qubit state p to 85 (p) defined by
Ep(p) = pip + pxXpX + pyYpY + pzZpZ (1.8)

where p;+ px + py + pz = 1.



While the Pauli channel acts on a single qubit, it can be generalized to a d-dimensional Hilbert

space via the Weyl channel
d-1

&Y (p) = Z PuWupW,, (1.9)
k.1=0

where py; are probabilities and the Weyl operators are
d-1
Wi = > Xl ) (m + 1],
m=0

For d =2, Eqn. (1.9) reduces to Eqn. (1.8).

Two special cases of the Pauli channel are the bit-flip and phase-flip (dephasing) channel.

Definition 2. The bit-flip channel maps a single qubit state p to EP¥(p) defined by

&y (p) = (1= p)p+pXpX (1.10)
where 0 < p < 1.

While a bit-flip channel flips the computational basis state with probability p, the phase-flip channel

introduces a relative phase with probability p.
Definition 3. The phase-flip (dephasing) channel maps a single qubit state p to Sgeph (p) defined
by

& (p) = (1= p)p +pZpZ (1.11)

where 0 < p < 1.

Another special case of the Pauli channel is the depolarizing channel which occurs when each
Pauli is equiprobable px = py = pz = p and p; = 1 —3p. This channel can be equivalently

thought of as replacing the state p by the maximally mixed state //2 with probability p.

Definition 4. The depolarizing channel maps a single qubit state p to 8261)0 (p) defined by

&, (p) = (1-p)p+pl/2 (1.12)

where 0 < p < 1.



The d = 2"-dimensional generalization of Def. 4 is straightforward:

Definition 5. The global depolarizing channel maps an n-qubit state p to SS’D( p) defined by

ESP(p) ==(1-p)p+pl/d (1.13)

where 0 < p < 1,d =2",and I = I; is the d-dimensional identity.

We use this general description of noisy quantum systems, as well as the particular channels
we have defined, both for analyzing algorithms in the presence of noise in Chapter 2 and Chapter 3

and for developing general techniques for error mitigation in Chapter 4 and Chapter 5.

1.4 Quantum error correction

Because real quantum computers are open quantum systems, it is rather unlikely we will be able to
run circuits at the scale needed for, say, Shor’s algorithm without some solution for dealing with
errors. The primary long-term solution is error correction and fault-tolerance. Some of our ideas
for error mitigation in this thesis stem from error correction, so we briefly review this now.
Suppose a state |i) := a|0) + B|1) incurs a phase error E|) = a|0) + ¢°3|1). In principle,
0 € R could in principle be infinitesimal, in which case the task may appear hopeless from the start.

We can expand this error in the Pauli basis
E=cpl +e1 X +erY +e3Z (1.14)

to get a finite set of terms, but each e¢; € R could still in principle be infinitesimal. The almost
magical trick is that performing a measurement {M;} on E |y ) returns M;E ) //p; with probability
pi, 1.e., some term 1;0;|¢) where n; € R and 0y € {I, X, Y, Z}. The o; can be removed by applying
o, and although we still have a potentially infinitesimal 7;, it is now a global phase and has no
influence on measurement statistics. In other words, we can say that causing an error to occur is a
crucial step of quantum error correction.

In a bit more detail, a stabilizer quantum error correction code (stabilizer code) is specified by

any subgroup G with -1 ¢ G of the n-qubit Pauli group

P, ={por1®---Q0,:pe{£l,+i},o;€{l,X,Y,2Z)}. (1.15)



The group G is called the gauge group. The center of G in P, is called the stabilizer group
S :=Z(G) N G. Note that, by construction, S is abelian and does not contain —/. We desire these

conditions to define codewords from S := (S, ..., S;). A codeword is a state |) such that

Slg) =¥y VSe{Si...S} (1.16)

The codespace is the span of codewords. It’s easy to show that the codespace is trivial if S is not
abelian or -1 € §. If § = G, the code is called a subspace code, otherwise the code is called a
subsystem code.

As an example, the three-qubit repetition code is a subspace code specified by S = (Z1Z,, Z»Z3).
One can verify that [000) =: |0) and |111) =: |I) are codewords. This thus defines a two-
dimensional codespace

a|0) + B|1) = |000) + B|111) (1.17)

which we identify as a logical qubit. The word logical is used to distinguish from physical qubits:
this logical qubit (1.17) is formed by defining a two-dimensional subspace of €2 which we formed
out of three physical qubits. We use notation [[n, k]] to describe a code with n physical qubits
encoding k logical qubits. The relationship to the number of stabilizer generators r for such a code
isr=n-k.

In the repetition code example, one can check that the operator Z; satisfies Z;|0) = |0) and
Zi|1) = —|1). It thus behaves as the Pauli Z operator on the logical qubit — i.e., the logical
operator Z. Similarly, one can check that XX X|0) = |1) and XX X|1) = |0). It thus behaves as the
Pauli X operator on the logical qubit — i.e., the logical operator X. In general, for an [[n, k]] code
it is always possible to find logical operators Z, ..., Zi, X1, ..., X; with the expected commutation
relations. Specifically, logical operations are elements of £ := N(S) — S where N denotes the
normalizer. Logical operations are not necessarily unique: e.g., for the three qubit repetition code,
Z», Z3, and Z1Z>Z3 also behave as Z. Note that, in this example, if any single-qubit phase flip
error occurs, |0) gets mapped to |1). It would be better if this took many single-qubit errors since,

in reasonable noise models, many single-qubit errors occurring is much less likely than any one of



the errors occurring. This property of “how far” codewords are from each other is referred to as

the distance of the code and can be formulated as

d:= rLrélilw(L) (1.18)

where w is the weight (number of non-identity terms) of the Pauli L. A code with distance d can
correct errors on up to t = (d — 1)/2 qubits. We often augment the [[n, k]] notation with the
distance d as [[n, k, d]]. We can thus describe the three-qubit repetition code as a [[3, 1, 1]] code.

A correctable error commutes with all logical operators and all but one stabilizer generator.
Specifically, correctable errors are elements of the abelian group 7 := N(Z£) — S. Because of the
commutation relations, measuring each stabilizer generator reveals whether the error commutes or
anti-commutes with each stabilizer generator. This information, called a syndrome, can be used to
infer which error occurred. To see this, consider again the three-qubit repetition code example. As
Z =0){0|—|1)(1], the product ZZ can be written ZZ = |00){00|+|11){11|—(]01){01|+]|10)¢10]).
In other words, states in which the two bits agree are in the +1 eigenspace and states in which the
two bits disagree are in the —1 eigenspace. So, measuring the stabilizer generator Z; Z; tells us if
the first two bits agree or disagree. Similarly for measuring the other stabilizer generator Z,Z3. If
the error X; occurs, we would measure the syndrome [—1, 1] as X; anticommutes with Z;Z, and
commutes with Z,Z3. Of course in practice we only get the syndrome and have to infer which error
occurred — this process is known as decoding.

The general pattern of error correction is to encode the state with an [[n, k, d]] code, measure
stabilizers to obtain a syndrome, decode the syndrome to infer which error occurred, then correct the
error. We typically assume we can do some of these operations perfectly — e.g., we prepare states
and measure stabilizers perfectly, and errors only occur elsewhere during the computation. This
is of course not realistic in practice but serves as the first step towards the theory of fault-tolerant
quantum computation in which all elements (state preparation, measurement, etc.) are treated as
noisy or unreliable. This background is sufficient for the purposes of this thesis, however. We use

the ideas of error correction for the purpose of error mitigation in Chapter 5.



1.5 The Gottesman-Knill theorem

The problem of simulating quantum circuits with n qubits and depth d is important for verifying the
output of quantum computers as well as ultimately understanding why, and in what sense, quantum
computers are more powerful than classical computers. Correspondingly, many methods have been
developed to classically simulate quantum systems. We use the term quantum simulator or just
simulator to denote a classical algorithm which inputs a quantum circuit and outputs a quantity of
interest. To truly mimic a quantum computer, this “quantity of interest” should only be a set of
bitstrings z € {0, 1}" as this is the return type of a real experimental (qubit) quantum information
processing system. However, simulators work by manipulating some classical representation of
quantum information, so it is generally possible to return additional values, for example a classical
representation of the wavefunction, a reduced density matrix on one or more qubits, a single
amplitude of the wavefunction, or an expectation value of a given observable.

The Gottesman-Knill theorem presents an algorithm for efficiently simulating a certain class of
quantum circuits which, remarkably, contains circuits with very large numbers of qubits, very large
depth, and large entanglement. This class of circuits is known as Clifford circuits, the defining
characteristic being the types of gates (Clifford gates) appearing in the circuit. For general circuits,
the resources of this simulation strategy grow exponentially in the number of non-Clifford gates.

The Gottesman-Knill theorem [12] (or algorithm / simulator) works by updating operators
instead of updating the state in the same spirit as the Heisenberg picture vs. the Schrodinger picture.
(It was originally presented this way [13], though the terminology is no longer as standard.) In the
Schrodinger picture, we think of operators being fixed and the state evolving over time. Applying
an operator U to a state V|y), we say that the new state is UV|¢). However, we may equivalently

write this as (UVUT)U|y) and say that
Vi UVU'. (1.19)

See Table 1.3 for a summary.

If we keep track of (1.19) for a basis { Py, ..., Py}, then we are able to reconstruct the evolution



\ Schrodinger picture \ Heisenberg picture
% — uvu?
¥) UVly) Uly)
Table 1.3: How each term in the quantity V| ) is updated after application of U in the Schrodinger
vs. Heisenberg picture. The answer is always UV |y) (the product of each column).

of any operator V = }; @;P; since
Uvut = Z a;(UP;UT) (1.20)
by linearity. Furthermore, the map (1.19) is a grloup homomorphism since
VW - UVWU' = UVUTUWU", (1.21)

Therefore it suffices to track the evolution of a generating set. If we take the Pauli basis as our
basis, then a convenient generating set is { X1, ..., X;;, Z1, ..., Z, }. For a general operator of U (2"),
we thus need to keep track of only 2n single qubit operators.

So far this presentation is completely general with respect to what the operators (gates) are.
For arbitrary operators, keeping track of how the generating set transforms will grow exponentially.
However, if we only allow operators which preserve Paulis under conjugation, the size of the
description does not grow. This class of operators is precisely the normalizer of the Pauli group £,
in U(2"), also called the Clifford group, and is denoted N (%) or C.

The Clifford group is generated by {H, S, CNOT;; } between arbitrary pairs of qubits i, j € [n].

One can verify for the single-qubit gates that
HXH'=7Z HZH =X (1.22)
Sxst=y sz85'=z (1.23)

and for the two-qubit CNOT that

CNOT(XI)CNOT' = XX (1.24)
CNOT(IX)CNOT' = IX (1.25)
CNOT(ZI)CNOT' = Z1 (1.26)
CNOT(1Z)CNOT' = zZ (1.27)
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Assuming without loss of generality a Clifford circuit is compiled into this gateset, the
Gottesman-Knill algorithm works by iterating through the circuit and updating the generating
set at each step. As is typical with #,, in software one represents elements using symplectic
notation and updates the so-called fableau of the generators. For clarity we proceed by example
with the two-qubit circuit in Fig. 1.1 that performs [00) — (]00) + |11))/V?2 and show how the

tableau is updated:

1000 0010 0010
0100 0100 0100
LN CNOTor, (1.28)
0010 1000 1100
000 1 000 1 001 1

In other words, Xg — Zy, X1 — X1, Zo — XoX1,and Z| — ZyZ;. From the final stabilizer tableau,
one can sample bitstrings or compute expectation values using algorithms described in [12]. For
our purposes, we are primarily concerned with the ability to efficiently store and manipulate
stabilizer states with classical resources as described above, a task which will be crucial for our

error mitigation strategy in Chapter 5.

1.6 Outline of thesis

The remainder of this thesis is split into two parts, with this first part developing algorithms for
quantum computers in the “NISQ” (noisy intermediate-scale quantum) [14] or “KSQ” (kilo-scale
quantum, ~ 10° qubits X operations) regime, and the second part developing error mitigation
techniques for such computers. Both parts are complementary towards the goal of useful quantum
computing. In the first part, we develop algorithms for diagonalizing quantum states (density
matrices) in Chapter 2 and for compiling quantum circuits in Chapter 3. In the second part, we
analyze and extend an existing error mitigation technique, zero-noise extrapolation, in Chapter 4,
and develop a new resource-eflicient procedure for implementing the composition of several error

mitigation techniques in Chapter 5.
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The following paragraphs are a short preface to Part 1 (chapters two and three). It would be
useful to format this as a part, but I’'m not allowed to have parts in my thesis because someone
in the graduate school gets paid to look at the format of theses and tell you that you can’t have
colored hyperlinks, you have to have a table of algorithms with the word “Algorithm” before each
entry, and you can’t have parts unless they are formatted like chapters and simultaneously do and
do not appear in the table of contents (like chapters). So consider the following paragraphs to be
a preface to chapters two and three which one may logically format as a higher-level abstraction
than a chapter if one had the ability to do so. I would offer a link to a usefully formatted thesis on
my website or something but I’'m sure my friend in the graduate school would inform me that’s a
violation of university policy and I can no longer graduate. (And that the link can’t be colored.) I’d
usually include this as a footnote but I’'m sure if I did I’d have to include a list of footnotes where
each entry has to start with the word “Footnote” and the list of footnotes has to appear in the table
of contents (where the parts should and shouldn’t be, formatted like chapters). So I’'m writing this
as plain text, not sectioned or chaptered or otherwise numbered, and absolutely not in a part. As a
result it makes nearly no sense, in accordance with university policy. Will my friend in the graduate
school still notice, and subsequently examine every part of my thesis with a microscope to ensure |
don’t graduate? I'm almost certain the state-of-the-art PDF diff tool MSU bought from the RAND
Corporation in 1852 will pick this up. But I leave it to fate whether this is received with a smile or
a frown in the hope that someone reading this document out of interest will be better oriented by
this remark. A similar remark will appear before Part 2 (chapters four and five).

The future applications of quantum computers, assuming that large-scale, fault-tolerant versions
will eventually be realized, are manifold. From a mathematical perspective, applications include
number theory [15], linear algebra [16, 17, 18], differential equations [19, 20], and optimization
[21]. From a physical perspective, applications include electronic structure determination [22, 23]
for molecules and materials and real-time simulation of quantum dynamical processes [24] such
as protein folding and photo-excitation events. Naturally, some of these applications are more

long-term than others. Factoring and solving linear systems of equations are typically viewed as
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longer term applications due to their high resource requirements. On the other hand, approximate
optimization and the determination of electronic structure may be nearer term applications, and
could even serve as demonstrations of quantum supremacy in the near future [25, 26].

A major aspect of quantum algorithms research is to make applications of interest more near term
by reducing quantum resource requirements including qubit count, circuit depth, numbers of gates,
and numbers of measurements. A powerful strategy for this purpose is algorithm hybridization,
where a fully quantum algorithm is turned into a hybrid quantum-classical algorithm [27]. The
benefit of hybridization is two-fold, both reducing the resources (hence allowing implementation
on smaller hardware) as well as increasing accuracy (by outsourcing calculations to “error-free”
classical computers).

Variational hybrid algorithms are a class of quantum-classical algorithms that involve minimiz-
ing a cost function that depends on the parameters of a quantum gate sequence. Cost evaluation
occurs on the quantum computer, with speedup over classical cost evaluation, and the classical
computer uses this cost information to adjust the parameters of the gate sequence. Variational
hybrid algorithms have been proposed for Hamiltonian ground state and excited state preparation
[22, 28, 29], approximate optimization [21], error correction [30], quantum data compression
[31, 32], and quantum simulation [33, 34]. A key feature of such algorithms is their near-term
relevance, since only the subroutine of cost evaluation occurs on the quantum computer, while the
optimization procedure is entirely classical, and hence standard classical optimization tools can be

employed.
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CHAPTER 2

VARIATIONAL QUANTUM STATE DIAGONALIZATION

2.1 Introduction

In this chapter, we consider the application of diagonalizing quantum states. In condensed matter
physics, diagonalizing states is useful for identifying properties of topological quantum phases—a
field known as entanglement spectroscopy [35]. In data science and machine learning, diagonalizing
the covariance matrix (which could be encoded in a quantum state [36, 16]) is frequently employed
for principal component analysis (PCA). PCA identifies features that capture the largest variance
in one’s data and hence allows for dimensionality reduction [37].

Classical methods for diagonalization typically scale polynomially in the matrix dimension [38].
Similarly, the number of measurements required for quantum state tomography—a general method
for fully characterizing a quantum state—scales polynomially in the dimension. Interestingly, Lloyd
et al. proposed a quantum algorithm for diagonalizing quantum states that can potentially perform
exponentially faster than these methods [16]. Namely, their algorithm, called quantum principal
component analysis (QPCA), gives an exponential speedup for low-rank matrices. qPCA employs
quantum phase estimation combined with density matrix exponentiation. These subroutines require
a significant number of qubits and gates, making qPCA difficult to implement in the near term,
despite its long-term promise.

Here, we propose a variational hybrid algorithm for quantum state diagonalization. For a given
state p, our algorithm is composed of three steps: (i) Train the parameters @ of a gate sequence
U such that § = U, (Gop)pU,(@opy) " is approximately diagonal, where @op is the optimal value
of @ obtained (ii) Read out the largest eigenvalues of p by measuring in the eigenbasis (i.e., by
measuring p in the standard basis), and (iii) Prepare the eigenvectors associated with the largest
eigenvalues. We call this the variational quantum state diagonalization (VQSD) algorithm. VQSD

is a near-term algorithm with the same practical benefits as other variational hybrid algorithms.
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Employing a layered ansatz for U, (&) (where p is the number of layers) allows one to obtain a
hierarchy of approximations for the eigevalues and eigenvectors. We therefore think of VQSD as
an approximate diagonalization algorithm.

We carefully choose our cost function C to have the following properties: (1) C is faithful (i.e,
it vanishes if and only if p is diagonal), (ii) C is efficiently computable on a quantum computer,
(ii1) C has operational meanings such that it upper bounds the eigenvalue and eigenvector error
(see Sec. 2.2.1), and (iv) C scales well for training purposes in the sense that its gradient does not
vanish exponentially in the number of qubits. The precise definition of C is given in Sec. 2.2.1 and
involves a difference of purities for different states. To compute C, we introduce novel short-depth
quantum circuits that likely have applications outside the context of VQSD.

To illustrate our method, we implement VQSD on Rigetti’s 8-qubit quantum computer. We
successfully diagonalize one-qubit pure states using this quantum computer. To highlight future
applications (when larger quantum computers are made available), we implement VQSD on a
simulator to perform entanglement spectroscopy on the ground state of the one-dimensional (1D)
Heisenberg model composed of 12 spins.

Our paper is organized as follows. Section 2.2 outlines the VQSD algorithm and presents
its implementation. In Sec. 2.3, we give a comparison to the qPCA algorithm, and we elaborate
on future applications. Section 2.4 presents our methods for quantifying diagonalization and for

optimizing our cost function.

2.2 Results

2.2.1 The VQSD Algorithm

2.2.1.1 Overall structure

Figure 2.1 shows the structure of the VQSD algorithm. The goal of VQSD is to take, as its input, an
n-qubit density matrix o given as a quantum state and then output approximations of the m-largest

eigenvalues and their associated eigenvectors. Here, m will typically be much less than 2", the

15



Y

(. E
/(b) Parameter Optimization Loop\ (¢ Eigenvalue Readout @ Input:
two copies of
Update
Evaluate Cost ~
Parameters > : U (aropt) . . >/ © Output:
argmin C(U,(ax)) C(Up(a)) . pAop ’ ’
f | —
Eigenvalue Estimates

A | olea) Y Se = {2l (eop)l2)
(d) Eigenvector Preparation
P Up(a) — :
@ |0> X* - Eigenvector Estimates
> f
- B— Up(aopt) — > [52) = Up(aope)[2)
p Up(@) |— l5) = (X" @ ® X*)|0)
0) {x= -

\Z / N Y, L %

Figure 2.1: Schematic diagram showing the steps of the VQSD algorithm. (a) Two copies of
quantum state p are provided as an input. These states are sent to the parameter optimization loop
(b) where a hybrid quantum-classical variational algorithm approximates the diagonalizing unitary
Up(@opt). Here, p is a hyperparameter that dictates the quality of solution found. This optimal
unitary is sent to the eigenvalue readout circuit (¢) to obtain bitstrings Z, the frequencies of which
provide estimates of the eigenvalues of p. Along with the optimal unitary U, (&op), these bitstrings
are sent to the eigenvector preparation circuit (c) to prepare the eigenstates of p on a quantum
computer. Both the eigenvalues and eigenvectors are the outputs (d) of the VQSD algorithm.

matrix dimension of p, although the user is free to increase m with increased algorithmic complexity
(discussed below). The outputted eigenvalues will be in classical form, i.e., will be stored on a
classical computer. In contrast, the outputted eigenvectors will be in quantum form, i.e., will be
prepared on a quantum computer. This is necessary because the eigenvectors would have 2" entries
if they were stored on a classical computer, which is intractable for large n. Nevertheless, one can
characterize important aspects of these eigenvectors with a polynomial number of measurements
on the quantum computer.

Similar to classical eigensolvers, the VQSD algorithm is an approximate or iterative diagonal-
ization algorithm. Classical eigenvalue algorithms are necessarily iterative, not exact [39]. Iterative
algorithms are useful in that they allow for a trade-off between run-time and accuracy. Higher de-

grees of accuracy can be achieved at the cost of more iterations (equivalently, longer run-time), or

16



short run-time can be achieved at the cost of lower accuracy. This flexibility is desirable in that it
allows the user of the algorithm to dictate the quality of the solutions found.

The iterative feature of VQSD arises via a layered ansatz for the diagonalizing unitary. This
idea similarly appears in other variational hybrid algorithms, such as the Quantum Approximate
Optimization Algorithm [21]. Specifically, VQSD diagonalizes p by variationally updating a

parameterized unitary U, (&) such that
(@) = U, (@) pUl(@) 2.1)

is (approximately) diagonal at the optimal value @qp;. (For brevity we often write g for g, (a@).) We

assume a layered ansatz of the form
Up(@) = Li(ar)La(az) - -+ Ly(ap) . (2.2)

Here, p is a hyperparameter that sets the number of layers L;(a;), and each @; is a set of optimization
parameters that corresponds to internal gate angles within the layer. The parameter @ in (2.1)
refers to the collection of all @; for i = 1,...,p. Once the optimization procedure is finished
and returns the optimal parameters Gop, one can then run a particular quantum circuit (shown in
Fig. 2.1(c) and discussed below) Nieadour times to approximately determine the eigenvalues of p.
The precision (i.e, the number of significant digits) of each eigenvalue increases with Nyeaqour and
with the eigenvalue’s magnitude. Hence for small Nyeagour Only the largest eigenvalues of p will be
precisely characterized, so there is a connection between Nyeadout and how many eigenvalues, m,
are determined. The hyperparameter p is a refinement parameter, meaning that the accuracy of the
eigensystem (eigenvalues and eigenvectors) typically increases as p increases. We formalize this
argument as follows.

Let C denote our cost function, defined below in (2.10), which we are trying to minimize. In
general, the cost C will be non-increasing (i.e., will either decrease or stay constant) in p. One can
ensure that this is true by taking the optimal parameters learned for p layers as the starting point

for the optimization of p + 1 layers and by setting &p+1 such that L (Eip+1) is an identity. This
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strategy also avoids barren plateaus [40, 41] and helps to mitigate the problem of local minima, as
we discuss in Section 2.8.

Next, we argue that C is closely connected to the accuracy of the eigensystem. Specifically,
it gives an upper bound on the eigensystem error. Hence, one obtains an increasingly tighter
upper bound on the eigensystem error as C decreases (equivalently, as p increases). To quantify

eigenvalue error, we define
d

Avi= ) (=), (2.3)

i=1
where d = 2", and {A4;} and {A;} are the true and inferred eigenvalues, respectively. Here, i is

an index that orders the eigenvalues in decreasing order, i.e., 4; > A;4+1 and A; > Ay for all

i €{1,...,d — 1}. To quantify eigenvector error, we define

d
Avi= ) (616, with 16 = plve) — if#s) = T plvn) 24)
i=1

Here, |#;) is the inferred eigenvector associated with 1;, and IT:- = I — |9;X¥;| is the projector onto

the subspace orthogonal to |7;). Hence, |;) is a vector whose norm quantifies the component of

p|V;) that is orthogonal to |¥;), or in other words, how far |7;) is from being an eigenvector of p.
As proven in Sec. 2.4.1, our cost function upper bounds the eigenvalue and eigenvector error

up to a proportionality factor 5,
Ay <pC, and A, <pC. (2.5)

Because C is non-increasing in p, the upper bound in (2.5) is non-increasing in p and goes to zero
if C goes to zero.

We remark that A, can be interpreted as a weighted eigenvector error, where eigenvectors with
larger eigenvalues are weighted more heavily in the sum. This is a useful feature since it implies that
lowering the cost C will force the eigenvectors with the largest eigenvalues to be highly accurate.
In many applications, such eigenvectors are precisely the ones of interest. (See Sec. 2.2.2.2 for an
illustration of this feature.)

The various steps in the VQSD algorithm are shown schematically in Fig. 2.1. There are

essentially three main steps: (1) an optimization loop that minimizes the cost C via back-and-forth
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Figure 2.2: (a) Layered ansatz for the diagonalizing unitary U,(@). Each layer L;, i = 1, ..., p,
consists of a set of optimization parameters @;. (b) The two-qubit gate ansatz for the ith layer,
shown on four qubits. Here we impose periodic boundary conditions on the top/bottom edge of the
circuit so that G3 wraps around from top to bottom. Section 2.7 discusses an alternative approach
to the construction of U, (&), in which the ansatz is modified during the optimization process.

communication between a classical and quantum computer, where the former adjusts @ and the latter
computes C for Up,(@), (2) a readout procedure for approximations of the m largest eigenvalues,
which involves running a quantum circuit and then classically analyzing the statistics, and (3) a
preparation procedure to prepare approximations of the eigenvectors associated with the m largest

eigenvalues. In the following subsections, we elaborate on each of these procedures.

2.2.1.2 Parameter optimization loop

Naturally, there are many ways to parameterize U,(@). Ideally one would like the number of
parameters to grow at most polynomially in both n and p. Figure 2.2 presents an example ansatz
that satisfies this condition. Each layer L; is broken down into layers of two-body gates that can
be performed in parallel. These two-body gates can be further broken down into parameterized
one-body gates, for example, with the construction in Ref. [5]. We discuss a different approach to
parameterize U, (@) in Section 2.7.

For a given ansatz, such as the one in Fig. 2.2, parameter optimization involves evaluating the

cost C on a quantum computer for an initial choice of parameters and then modifying the parameters
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on a classical computer in an iterative feedback loop. The goal is to find
Qopt 1= argmin C(U,(@)) . (2.6)
@

The classical optimization routine used for updating the parameters can involve either gradient-free
or gradient-based methods. In Sec. 2.4.2, we explore this further and discuss our optimization
methods.

In Eq. (2.6), C(U,(@)) quantifies how far the state 5,(@) is from being diagonal. There
are many ways to define such a cost function, and in fact there is an entire field of research on
coherence measures that has introduced various such quantities [42]. We aim for a cost that is
efficiently computable with a quantum-classical system, and hence we consider a cost that can
be expressed in terms of purities. (It is well known that a quantum computer can find the purity
Tr(o?) of an n-qubit state o= with complexity scaling only linearly in 7, an exponential speedup
over classical computation [43, 44].) Two such cost functions, whose individual merits we discuss

in Sec. 2.4.1, are

C1(Up(@)) = Te(p?) = Te(Z(5)?) 2.7
C2(Up(@)) = Tr(p?) - % > T(Zi(p)). (2.8)
j=1

Here, Z and Z; are quantum channels that dephase (i.e., destroy the off-diagonal elements) in the
global standard basis and in the local standard basis on qubit j, respectively. Importantly, the two

functions vanish under the same conditions:
CL(UH(@) =0 == C(U,(@) =0 = 5=2Z(p). 29)

So the global minima of C; and C, coincide and correspond precisely to unitaries U, (@) that
diagonalize p (i.e., unitaries such that g is diagonal).

As elaborated in Sec. 2.4.1, C; has operational meanings: it bounds our eigenvalue error,
C1 > A,, and it is equivalent to our eigenvector error, C; = A,. However, its landscape tends to be

insensitive to changes in U, (a) for large n. In contrast, we are not aware of a direct operational
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meaning for C, aside from its bound on C; given by C, > (1/n)C;. However, the landscape for C;
is more sensitive to changes in U, (&), making it useful for training U, (@) when n is large. Due to
these contrasting merits of C; and C;, we define our overall cost function C as a weighted average

of these two functions
C(Up(a)) = qC1(Up(@)) + (1 = q)Ca(Up(@)), (2.10)

where g € [0, 1] is a free parameter that allows one to tailor the VQSD method to the scale of one’s
problem. For small n, one can set ¢ = 1 since the landscape for C; is not too flat for small 7, and,
as noted above, C is an operationally relevant quantity. For large n, one can set ¢ to be small since
the landscape for C, will provide the gradient needed to train U,(a). The overall cost maintains

the operational meaning in (2.5) with

B=n/(1+q(n-1)). (2.11)

Section 2.9 illustrates the advantages of training with different values of g.

Computing C amounts to evaluating the purities of various quantum states on a quantum
computer and then doing some simple classical post-processing that scales linearly in n. This can
be seen from Eqns. (2.7) and (2.8). The first term, Tr(p?), in C; and C, is independent of U »(@).
Hence, Tr(p?) can be evaluated outside of the optimization loop in Fig. 2.1 using the Destructive
Swap Test (see Sec. 2.4.1 for the circuit diagram). Inside the loop, we only need to compute
Tr(Z(p)?) and Tr(Z 7 (p)?) for all j. Each of these terms are computed by first preparing two
copies of p and then implementing quantum circuits whose depths are constant in n. For example,
the circuit for computing Tr(Z()?) is shown in Fig. 2.1(b), and surprisingly it has a depth of
only one gate. We call it the Diagonalized Inner Product (DIP) Test. The circuit for computing
Tr(Z; (9)?) is similar, and we call it the Partially Diagonalized Inner Product (PDIP) Test. We

elaborate on both of these circuits in Sec. 2.4.1.
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2.2.1.3 Eigenvalue readout

After finding the optimal diagonalizing unitary U, (&op), one can use it to readout approximations
of the eigenvalues of p. Figure 2.1(c) shows the circuit for this readout. One prepares a single copy
of p and then acts with U, (@op) to prepare g, (&opi). Measuring in the standard basis {|Z)}, where

Z = 2122...2, is a bitstring of length n, gives a set of probabilities {1z} with

Az = 6y (@op)|7) - (2.12)

We take the 1 as the inferred eigenvalues of p. We emphasize that the A are the diagonal elements,
not the eigenvalues, of 5, (@opt)-
Each run of the circuit in Fig. 2.1(c) generates a bitstring Z corresponding to the measurement

outcomes. If one obtains 7 with frequency f; for Nyeadout total runs, then

/i;st = fZ/Nreadout (2.13)

gives an estimate for 1z. The statistical deviation of 1;’“ from Az goes with 1/v/Nreadour- The relative

error €; (i.e., the ratio of the statistical error on Z;St to the value of /i%“) then goes as

1 VN,
€= _ readout ) (2.1 4)

V N, rc—:adout/iESt f 4

This implies that events Z with higher frequency f; have lower relative error. In other words,
the larger the inferred eigenvalue Az, the lower the relative error, and hence the more precisely
it is determined from the experiment. When running VQSD, one can pre-decide on the desired
values of Nieadour and a threshold for the relative error, denoted €y,x. This error threshold €, Will
then determine m, i.e., how many of the largest eigenvalues that get precisely characterized. So
m = m(Nreadout> Emax- {23}) is a function of Nieadout> €max, and the set of inferred eigenvalues {/13}.

Precisely, we take m = |1°!| as the cardinality of the following set:
A= A2 & < emn} (2.15)

which is the set of inferred eigenvalues that were estimated with the desired precision.
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2.2.1.4 Eigenvector preparation

The final step of VQSD is to prepare the eigenvectors associated with the m-largest eigenvalues, i.e.,
the eigenvalues in the set in Eq. (2.15). Let Z={Z: Z‘ZZ“ € /:i)e“} be the set of bitstrings 7 associated
with the eigenvalues in /_i“t. (Note that these bitstrings are obtained directly from the measurement
outcomes of the circuit in Fig. 2.1(¢), i.e., the outcomes become the bitstring z.) For each 7 € Z,
one can prepare the following state, which we take as the inferred eigenvector associated with our

estimate of the inferred eigenvalue /i;i“,

|92) = Uy (Gopt) 'IZ) (2.16)

= Uy (Gop) (X @ -~ ® X™)|0) . (2.17)

The circuit for preparing this state is shown in Fig. 2.1(d). As noted in (2.17), one first prepares |Z)
by acting with X operators raised to the appropriate powers, and then one acts with U p(c'iopt)T to
rotate from the standard basis to the inferred eigenbasis.

Once they are prepared on the quantum computer, each inferred eigenvector |7z) can be char-
acterized by measuring expectation values of interest. That is, important physical features such
as energy or entanglement (e.g., entanglement witnesses) are associated with some Hermitian

observable M, and one can evaluate the expectation value (¥z|M|¥z) to learn about these features.

2.2.2 Implementations

Here we present our implementations of VQSD, first for a one-qubit state on a cloud quantum
computer to show that it is amenable to currently available hardware. Then, to illustrate the scaling
to larger, more interesting problems, we implement VQSD on a simulator for the 12-spin ground
state of the Heisenberg model. See Sections 2.6 and 2.7 for further details. The code used to

generate some of the examples presented here can be accessed from [45].
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Figure 2.3: The VQSD algorithm run on Rigetti’s 8Q-Agave quantum computer for p = [+)(+|. (a)
A representative run of the parameter optimization loop, using the Powell optimization algorithm
(see Sec. 2.4.2 for details and Section 2.6 for data from additional runs). Cost versus iteration
is shown by the black solid line. The dotted lines show the two inferred eigenvalues. After four
iterations, the inferred eigenvalues approach {0, 1}, as required for a pure state. (b) The cost
landscape on a noiseless simulator, Rigetti’s noisy simulator, and Rigetti’s quantum computer.
Error bars show the standard deviation (due to finite sampling) of multiple runs. The local minima
occur roughly at the theoretically predicted values of 77/2 and 37/2. During data collection for this
plot, the 8Q-Agave quantum computer retuned, after which its cost landscape closely matched that
of the noisy simulator.

2.2.2.1 One-qubit state

We now discuss the results of applying VQSD to the one-qubit plus state p = |+)(+| on the 8Q-
Agave quantum computer provided by Rigetti [46]. Because the problem size is small (n = 1), we

set ¢ = 1 in the cost function (2.10). Since p is a pure state, the cost function is
C(Up(@) = C1(Up(@)) = 1 = Tr(Z(p)?). (2.18)

For U, (@), we take p = 1, for which the layered ansatz becomes an arbitrary single qubit rotation.
The results of VQSD for this state are shown in Fig. 2.3. In Fig. 2.3(a), the solid curve shows the
cost versus the number of iterations in the parameter optimization loop, and the dashed curves show

the inferred eigenvalues of p at each iteration. Here we used the Powell optimization algorithm,
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see Section 2.4.2 for more details. As can be seen, the cost decreases to a small value near zero
and the eigenvalue estimates simultaneously converge to the correct values of zero and one. Hence,
VQSD successfully diagonalized this state.

Figure 2.3(b) shows the landscape of the optimization problem on Rigetti’s 8Q-Agave quantum
computer, Rigetti’s noisy simulator, and a noiseless simulator. Here, we varied the angle « in the
diagonalizing unitary U(a) = R,(7/2)R,(a) and computed the cost at each value of this angle.
The landscape on the quantum computer has local minima near the optimal angles a = 7/2,37/2
but the cost is not zero. This explains why we obtain the correct eigenvalues even though the
cost is nonzero in Fig. 2.3(a). The nonzero cost can be due to a combination of decoherence,
gate infidelity, and measurement error. As shown in Fig. 2.3(b), the 8Q-Agave quantum computer
retuned during our data collection, and after this retuning, the landscape of the quantum computer

matched that of the noisy simulator significantly better.

2.2.2.2 Heisenberg model ground state

While current noise levels of quantum hardware limit our implementations of VQSD to small
problem sizes, we can explore larger problem sizes on a simulator. An important application of
VQSD is to study the entanglement in condensed matter systems, and we highlight this application
in the following example.

Let us consider the ground state of the 1D Heisenberg model, the Hamiltonian of which is

2n
o= Z 50 . U+ | (2.19)
j=1

with SO = (1/2) (o-)gj )%+ O'y(j ) v+ O'ZF'/ )2) and periodic boundary conditions, Sty = S,
Performing entanglement spectroscopy on the ground state |) 4 g involves diagonalizing the reduced
state p = Tra(|y Xu/|ap). Here we consider a total of 8 spins (2n = 8). We take A to be a subset of
4 nearest-neighbor spins, and B is the complement of A.

The results of applying VQSD to the 4-spin reduced state p via a simulator are shown in Fig. 2.4.

Panel (a) plots the inferred eigenvalues versus the number of layers p in our ansatz (see Fig. 2.2).
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Figure 2.4: Implementing VQSD with a simulator for the ground state of the 1D Heisenberg model,
diagonalizing a 4-spin subsystem of a chain of 8 spins. We chose ¢ = 1 for the cost in (2.10) and
employed a gradient-based method to find @op. (a) Largest inferred eigenvalues 1 j versus 1/p,
where p is the number of layers in our ansatz, which in this example takes half-integer values
corresponding to fractions of layers shown in Fig. 2.2. The exact eigenvalues are shown on the
y-axis (along 1/p = 0 line) with their degeneracy indicated in parentheses. One can see the largest
eigenvalues converge to their correct values, including the correct degeneracies. Inset: overall
eigenvalue error A, versus 1/p. (b) Largest inferred eigenvalues resolved by the inferred (S;)
quantum number of their associated eigenvector, for p = 5. The inferred data points (red X’s)
roughly agree with the theoretical values (black circles), particularly for the largest eigenvalues.
Section 2.7 discusses Heisenberg chain of 12 spins.

One can see that the inferred eigenvalues converge to their theoretical values as p increases. Panel
(b) plots the inferred eigenvalues resolved by their associated quantum numbers (z-component of
total spin). This plot illustrates the feature we noted previously that minimizing our cost will
first result in minimizing the eigenvector error for those eigenvectors with the largest eigenvalues.

Overall our VQSD implementation returned roughly the correct values for both the eigenvalues
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and their quantum numbers. Resolving not only the eigenvalues but also their quantum numbers is
important for entanglement spectroscopy [35], and clearly VQSD can do this.

In Section 2.7 we discuss an alternative approach employing a variable ansatz for U, (@), and
we present results of applying this approach to a 6-qubit reduced state of the 12-qubit ground state

of the Heisenberg model.

2.3 Discussion

We emphasize that VQSD is meant for states p that have either low rank or possibly high rank but
low entropy H(p) = —Tr(plogp). This is because the eigenvalue readout step of VQSD would
be exponentially complex for states with high entropy. In other words, for high entropy states, if
one efficiently implemented the eigenvalue readout step (with Nieadour polynomial in »), then very
few eigenvalues would get characterized with the desired precision. In Section 2.11 we discuss the
complexity of VQSD for particular example states.

Examples of states for which VQSD is expected to be efficient include density matrices computed
from ground states of 1D, local, gapped Hamiltonians. Also, thermal states of some 1D systems
in a many-body localized phase at low enough temperature are expected to be diagonalizable by
VQSD. These states have rapidly decaying spectra and are eigendecomposed into states obeying
a 1D area law [47, 48, 49]. This means that every eigenstate can be prepared by a constant depth

circuit in alternating ansatz form [48], and hence VQSD will be able to diagonalize it.

2.3.1 Comparison to literature

Diagonalizing quantum states with classical methods would require exponentially large memory to
store the density matrix, and the matrix operations needed for diagonalization would be exponen-
tially costly. VQSD avoids both of these scaling issues.

Another quantum algorithm that extracts the eigenvalues and eigenvectors of a quantum state
is qPCA [16]. Similar to VQSD, qPCA has the potential for exponential speedup over classical

diagonalization for particular classes of quantum states. Like VQSD, the speedup in qPCA is
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contingent on p being a low-entropy state.

We performed a simple implementation of qPCA to get a sense for how it compares to VQSD,
see Section 2.12 for details. In particular, just like we did for Fig. 2.3, we considered the one-
qubit plus state p = |[+)X+|. We implemented qPCA for this state on Rigetti’s noisy simulator
(whose noise is meant to mimic that of their 8Q-Agave quantum computer). The circuit that we
implemented applied one controlled-exponential-swap gate (in order to approximately exponentiate
0, as discussed in [16]). We employed a machine-learning approach [50] to compile the controlled-
exponential-swap gate into a novel short-depth gate sequence (see Section 2.12. With this circuit
we inferred the two eigenvalues of p to be approximately 0.8 and 0.2. Hence, for this simple
example, it appears that qPCA gave eigenvalues that were slightly off from the true values of 1 and

0, while VQSD was able to obtain the correct eigenvalues, as discussed in Fig. 2.3.

2.3.2 Future applications

Finally we discuss various applications of VQSD.

As noted in Ref. [16], one application of quantum state diagonalization is benchmarking of
quantum noise processes, i.e., quantum process tomography. Here one prepares the Choi state by
sending half of a maximally entangled state through the process of interest. One can apply VQSD
to the resulting Choi state to learn about the noise process, which may be particular useful for
benchmarking near-term quantum computers.

A special case of VQSD is variational state preparation. That is, if one applies VQSD to a
pure state p = [y Xy/|, then one can learn the unitary U (@) that maps |¢) to a standard basis state.
Inverting this unitary allows one to map a standard basis state (and hence the state |0)®") to the state
|), which is known as state preparation. Hence, if one is given [i) in quantum form, then VQSD
can potentially find a short-depth circuit that approximately prepares |¢). Variational quantum
compiling algorithms that were very recently proposed [51, 52] may also be used for this same
purpose, and hence it would be interesting to compare VQSD to these algorithms for this special

case. Additionally, in this special case one could use VQSD and these other algorithms as an error
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mitigation tool, i.e., to find a short-depth state preparation that achieves higher accuracy than the
original state preparation.

In machine learning, PCA is a subroutine in supervised and unsupervised learning algorithms
and also has many direct applications. PCA inputs a data matrix X and finds a new basis such
that the variance is maximal along the new basis vectors. One can show that this amounts to
finding the eigenvectors of the covariance matrix E[XX'] with the largest eigenvalues, where
E denotes expectation value. Thus PCA involves diagonalizing a positive-semidefinite matrix,
E[XXT]. Hence VQSD can perform this task provided one has access to QRAM [36] to prepare
the covariance matrix as a quantum state. PCA can reduce the dimension of X as well as filter out
noise in data. In addition, nonlinear (kernel) PCA can be used on data that is not linearly separable.
Very recent work by Tang [53] suggests that classical algorithms could be improved for PCA of
low-rank matrices, and potentially obtain similar scaling as qPCA and VQSD. Hence future work
is needed to compare these different approaches to PCA.

Perhaps the most important near-term application of VQSD is to study condensed matter physics.
In particular, we propose that one can apply the variational quantum eigensolver [22] to prepare
the ground state of a many-body system, and then one can follow this with the VQSD algorithm to
characterize the entanglement in this state. Ultimately this approach could elucidate key properties
of condensed matter phases. In particular, VQSD allows for entanglement spectroscopy, which has
direct application to the identification of topological order [54]. Extracting both the eigenvalues
and eigenvectors is useful for entanglement spectroscopy [54], and we illustrated this capability of
VQSD in Fig. 2.4. Finally, an interesting future research direction is to check how the discrepancies

in preparation of multiple copies affect the performance of the diagonalization.

2.4 Methods

2.4.1 Diagonalization test circuits

Here we elaborate on the cost functions C; and C, and present short-depth quantum circuits to

compute them.
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Figure 2.5: Diagonalization test circuits used in VQSD. (a) The Destructive Swap Test com-
putes Tr(o 1) via a depth-two circuit. (b) The Diagonalized Inner Product (DIP) Test computes
Tr(Z (o) Z(7)) via a depth-one circuit. (c) The Partially Diagonalized Inner Product (PDIP) Test
computes TI‘(.Z]?(O').ZJ?(T)) via a depth-two circuit, for a particular set of qubits f While the DIP
test requires no postprocessing, the postprocessing for the Destructive Swap Test and the Partial
DIP Test scales linearly in 7.

2.4.1.1 C; and the DIP Test

The function C; defined in (2.7) has several intuitive interpretations. These interpretations make
it clear that C; quantifies how far a state is from being diagonal. In particular, let Dys(A, B) =

Tr ((A — B)T(A — B)) denote the Hilbert-Schmidt distance. Then we can write

C1 = mlzl’; DHs(ﬁ, O') (220)

= Duis(p. Z() 221)

= > GBI (222)
Z7#2

In other words, C is (1) the minimum distance between g and the set of diagonal states D, (2) the
distance from p to Z(p), and (3) the sum of the absolute squares of the off-diagonal elements of §.

C1 can also be written as the eigenvector error in (2.4) as follows. For an inferred eigenvector
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|72), we define |6z) = p|¥z) — Az|7z) and write the eigenvector error as
(83162) = (P2|p?[9z) + A2 = 202(Vz|p|72) (2.23)
= (Pl [9z) - A2, (2.24)
since (¥z|p|¥z) = Az. Summing over all 7 gives
Ay = ) (8:182) = D (F:lp?IFz) - (2.25)
Z Z
=Tr(p?) - Ti(Z(p)*) = C1, (2.26)

which proves the bound in (2.5) for g = 1.
In addition, C; bounds the eigenvalue error defined in (2.3). Let j = (/71, ...,id) and 1 =
(41, ..., Ag) denote the inferred and actual eigenvalues of p, respectively, both arranged in decreasing

order. In this notation we have

Ay=1-1+1-1-21-1 (2.27)
Ci=1-1-1-1 (2.28)
SA 42T 1-1-0). (2.29)

Since the eigenvalues of a density matrix majorize its diagonal elements, A > 1, and the dot product

with an ordered vector is a Schur convex function, we have

1111, (2.30)
Hence from (2.29) and (2.30) we obtain the bound
Ay <Cy, (2.31)

which corresponds to the bound in (2.5) for the special case of g = 1.
For computational purposes, we use the difference of purities interpretation of Cy given in (2.7).

The Tr(p?) term is independent of U »(@). Hence it only needs to be evaluated once, outside of the
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parameter optimization loop. It can be computed via the expectation value of the swap operator S

on two copies of p, using the identity
Tr(p?) = Tr((p ® p)S) . (232)

This expectation value is found with a depth-two quantum circuit that essentially corresponds to a
Bell-basis measurement, with classical post-processing that scales linearly in the number of qubits
[55, 50]. This is shown in Fig. 2.5(a). We call this procedure the Destructive Swap Test, since it is
like the Swap Test, but the measurement occurs on the original systems instead of on an ancilla.

Similarly, the Tr(Z(p)?) term could be evaluated by first dephasing § and then performing
the Destructive Swap Test, which would involve a depth-three quantum circuit with linear classical
post-processing. This approach was noted in Ref. [56]. However, there exists a simpler circuit,
which we call the Diagonalized Inner Product (DIP) Test. The DIP Test involves a depth-one
quantum circuit with no classical post-processing. An abstract version of this circuit is shown in
Fig. 2.5(b), for two states o and 7. The proof that this circuit computes Tr(Z (o) Z (7)) is given in
Section 2.13 For our application we will set o = T = g, for which this circuit gives Tr(Z(5)?).

In summary, C; is efficiently computed by using the Destructive Swap Test for the Tr(p?) term

and the DIP Test for the Tr(Z(5)?) term.

2.4.1.2 C, and the PDIP test

Like Cy, C, can also be rewritten in terms of of the Hilbert-Schmidt distance. Namely, C; is the

average distance of p to each locally-dephased state Z;(p):
1 v N N
C2=— ) Dus(p. Z;(P)). (233)
nes

where Z; () = X (|zXzl; ® Ixz;)(-)(|zXz|; ® Ixs;). Naturally, one would expect that C; < Cj,
since p should be closer to each locally dephased state than to the fully dephased state. Indeed this

is true and can be seen from:

IR N
C=Ci -~ ]Z; min Dys(Z;(p). o). (2.34)
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However, C and C; vanish under precisely the same conditions, as noted in Eq. (2.9). One can see

this by noting that C; also upper bounds (1/n)C; and hence we have
C, <C; <nGCy. (2.35)

Combining the upper bound in (2.35) with the relations in (2.26) and (2.31) gives the bounds in
(2.5) with B defined in (2.11). The upper bound in (2.35) is proved as follows. Let Z = z;...z, and
' = Z)...z), be n-dimensional bitstrings. Let S be the set of all pairs (Z, Pl ) such that 7 # 7, and let

S; be the set of all pairs (Z, 2’) such that z; # z;.. Then we have C| = Z(Z,Z')es |(Z|,5|Z’>|2, and

n

nCy=>" > GBI (2.36)
J=1 (Z,?)ESj
> ), K@ =a, (237)
(Z.2)eSV

where SY = U;le S; is the union of all the S; sets. The inequality in (2.37) arises from the fact
that the §; sets have non-trivial intersection with each other, and hence we throw some terms away
when only considering the union SY. The last equality follows from the fact that S = S, i.e, the
set of all bitstring pairs that differ from each other (S) corresponds to the set of all bitstring pairs
that differ for at least one element (SY).

Writing C; in terms of purities, as in (2.8), shows how it can be computed on a quantum
computer. As in the case of C1y, the first term in (2.8) is computed with the Destructive Swap Test.
For the second term in (2.8), each purity Tr(Z;( 5)?) could also be evaluated with the Destructive
Swap Test, by first locally dephasing the appropriate qubit. However, we present a slightly improved
circuit to compute these purities that we call the Partially Diagonalized Inner Product (PDIP) Test.
The PDIP Test is shown in Fig. 2.5(c) for the general case of feeding in two distinct states o and
7 with the goal of computing the inner product between Z;(O') and Z;(T). For generality we let
[, with 0 < [ < n, denote the number of qubits being locally dephased for this computation. If
[ > 0, we define f = (J1,...,J1) as a vector of indices that indicates which qubits are being locally
dephased. The PDIP Test is a hybrid of the Destructive Swap Test and the DIP Test, corresponding

to the former when / = 0 and the latter when [ = n. Hence, it generalizes both the Destructive Swap
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Test and the DIP Test. Namely, the PDIP Test performs the DIP Test on the qubits appearing in f
and performs the Destructive Swap Test on the qubits not appearing in f The proof that the PDIP

Test computes TI'(.ZJ-.’(O').ZJ-:(T)), and hence Tr(Zf(ﬁ)z) when o = 7 = p, is given in Section 2.13.

24.1.3 C; versus C

Here we discuss the contrasting merits of the functions C; and C,, hence motivating our cost
definition in (2.10).

As noted previously, C, does not have an operational meaning like C. In addition, the circuit
for computing C; is more efficient than that for C,. The circuit in Fig. 2.5(b) for computing the
second term in C| has a gate depth of one, with n CNOT gates, n measurements, and no classical
post-processing. The circuit in Fig. 2.5(c) for computing the second term in C, has a gate depth
of two, with n CNOT gates, n — 1 Hadamard gates, 2n — 1 measurements, and classical post-
processing whose complexity scales linearly in n. So in every aspect, the circuit for computing C
is less complex than that for C,. This implies that C; can be computed with greater accuracy than
(3 on a noisy quantum computer.

On the other hand, consider how the landscape for C; and C; scale with n. As a simple example,
suppose p = |0X0| ® --- ® |0X0|. Suppose one takes a single parameter ansatz for U, such that
U(0) = Rx(0) ® --- ® Rx(6), where Rx(6) is a rotation about the X-axis of the Bloch sphere by

angle 6. For this example,
C1(6) =1 -Tr(Z(p)*) = 1 - x(6)" (2.38)

where x(0) = Tr(Z(Rx(0)|0X0|Rx(8)")?) = (1 + cos? #)/2. If 6 is not an integer multiple of 7,
then x(8) < 1, and x(#)" will be exponentially suppressed for large n. In other words, for large
n, the landscape for x(#)" becomes similar to that of a delta function: it is zero for all 6 except
for multiples of 7. Hence, for large n, it becomes difficult to train the unitary U(6) because the
gradient vanishes for most 6. This is just an illustrative example, but this issue is general. Generally

speaking, for large n, the function C; has a sharp gradient near its global minima, and the gradient
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vanishes when one is far away from these minima. Ultimately this limits C;’s utility as a training
function for large n.

In contrast, C; does not suffer from this issue. For the example in the previous paragraph,
C2(0) =1-x(0), (2.39)

which is independent of n. So for this example the gradient of C; does not vanish as n increases,
and hence C; can be used to train 6. More generally, the landscape of C, is less barren than that of
C, for large n. We can argue this, particularly, for states p that have low rank or low entropy. The
second term in (2.8), which is the term that provides the variability with @, does not vanish even

for large n, since (as shown in Section 2.14):

Te(Z;(p)) 2 27HO! > % (2.40)

Here, H(p) = —Tr(p log, p) is the von Neumann entropy, and r is the rank of p. So as long as p
is low entropy or low rank, then the second term in C, will not vanish. Note that a similar bound

does not exist for second term in Cy, which does tend to vanish for large n.

2.4.2 Optimization methods

Finding aop in (2.6) is a major component of VQSD. While many works have benchmarked
classical optimization algorithms (e.g., Ref. [57]), the particular case of optimization for variational
hybrid algorithms [58] is limited and needs further work [59]. Both gradient-based and gradient-
free methods are possible, but gradient-based methods may not work as well with noisy data.
Additionally, Ref. [40] notes that gradients of a large class of circuit ansatze vanish when the
number of parameters becomes large. These and other issues (e.g., sensitivity to initial conditions,
number of function evaluations) should be considered when choosing an optimization method.

In our preliminary numerical analyses (see Section 2.10), we found that the Powell optimiza-
tion algorithm [60] performed the best on both quantum computer and simulator implementations

of VQSD. This derivative-free algorithm uses a bi-directional search along each parameter using
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Brent’s method. Our studies showed that Powell’s method performed the best in terms of conver-
gence, sensitivity to initial conditions, and number of correct solutions found. The implementation
of Powell’s algorithm used in this paper can be found in the open-source Python package SciPy
Optimize [61]. Finally, Section 2.8 shows how our layered ansatz for U, (@) as well as proper

initialization of U, (&) helps in mitigating the problem of local minima.

2.5 Code availability

The code used to generate some of the examples presented here can be accessed from [45].

2.6 Details on VQSD implementations

Here we provide further details on our implementations of VQSD in Sec. 2.2.2. This includes
further details about the optimization parameters as well as additional statistics for our runs on the

quantum computer.

2.6.1 Optimization parameters

First, we discuss our implementation on a quantum computer (data shown in Fig. 2.3). Figure 2.6
displays the circuit used for this implementation. This circuit is logically divided into three sections.
First, we prepare two copies of the plus state p = |[+)(+| = H|0){0|H by doing a Hadamard gate H on
each qubit. Next, we implement one layer of a unitary ansatz, namely U(60) = R,(n/2)R,(6). This
ansatz was chosen because each gate can be natively implemented on Rigetti’s quantum computer.
To simplify the search space, we restricted to one parameter instead of a universal one-qubit unitary.
Last, we implement the DIP Test circuit, described in Fig. 2.5, which here consists of only one
CNOT gate and one measurement.

For the parameter optimization loop, we used the Powell algorithm mentioned in Sec. 2.4.2.
This algorithm found the minimum cost in less than ten objective function evaluations on average.
Each objective function evaluation (i.e., call to the quantum computer) sampled from 10,000 runs

of the circuit in Fig. 2.6. As can be seen in Fig. 2.3(b), 10,000 runs was sufficient to accurately
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Figure 2.6: Circuit used to implement VQSD for p = |+X+| on Rigetti’s 8Q-Agave quantum
computer. Vertical dashed lines separate the circuit into logical components.

estimate the cost function (2.10) with small variance. Because the problem size was small, we took
g = 11in (2.10), which provided adequate variability in the cost landscape.

Because of the noise levels in current quantum computers, we limited VQSD implementations
on quantum hardware to only one-qubit states. Noise affects the computation in multiple areas.
For example, in state preparation, qubit-specific errors can cause the two copies of p to actually be
different states. Subsequent gate errors (notably two-qubit gates), decoherence, and measurement
errors prevent the cost from reaching zero even though the optimal value of 6 is obtained. The
effect of these various noise sources, and in particular the effect of discrepancies in preparation of
two copies of p, will be important to study in future work.

Next, we discuss our VQSD implementation on a simulator (data shown in Fig. 2.4). For
this implementation we again chose ¢ = 1 in our cost function. Because of the larger problem
size (diagonalizing a 4-qubit state), we employed multiple layers in our ansatz, up to p = 5. The
simulator directly calculated the measurement probability distribution in the DIP Test, as opposed
to determining the desired probability via sampling. This allowed us to use a gradient-based
method to optimize our cost function, reducing the overall runtime of the optimization. Hence, our
simulator implementation for the Heisenberg model demonstrated a future application of VQSD
while alleviating the optimization bottleneck that is present for all variational quantum algorithms
on large problem sizes, an area that needs further research [59]. We explore optimization methods

further in Section 2.10.
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Figure 2.7: Cost vs iteration for all attempts of VQSD on Rigetti’s 8Q-Agave computer for
diagonalizing the plus state p = |+)(+|. Each of the seven curves represents a different independent
run. Each run starts at a random initial angle and uses the Powell optimization algorithm to
minimize the cost.

2.6.2 Additional statistics for the quantum computer implementation

Here, we present statistics for several runs of the VQSD implementation run on Rigetti’s 8Q-Agave
quantum computer. One example plot of cost vs. iteration for diagonalizing the plus state p = |+) (+|
is shown in Figure 2.3(a). Here, we present all data collected for this implementation of VQSD,
shown in Figure 2.7. The following table displays the final costs achieved as well the associated

inferred eigenvalues.

Table 2.1: Minimum cost and eigenvalues achieved after performing the parameter optimization
loop for seven independent runs of VQSD for the example discussed in Sec. 2.2.2. The final two

VQSD Run | min(C) | min(1%¥) | max (1)
1 0.107 0.000 1.000
2 0.090 0.142 0.858
3 0.099 0.054 0.946
4 0.120 0.079 0.921
5 0.080 0.061 0.939
6 0.090 0.210 0.790
7 0.65 0.001 0.999
Avg. 0.093 0.078 0.922
Std. 0.016 0.070 0.070

rows show average values and standard deviation across all runs.
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2.7 Alternative ansatz and the Heisenberg model ground state

In this Section, we describe a modification of the layered ansatz discussed in Section 2.2.1. Figure
2.2 in the main text shows an example of a layered ansatz in which every layer has the same, fixed
structure consisting of alternating two-qubit gates acting on nearest-neighbor qubits. The modified
approach presented here may be useful in situations where there is no natural choice of the structure
of the layered ansatz.

Here, instead of working with a fixed structure for the diagonalizing unitary U(a), we allow
it to vary during the optimization process. The algorithm used to update the structure of U(&@) is
probabilistic and resembles the one presented in [S0].

In the examples studied here, the initial U(a@) consists of a small number of random two-qubit
gates with random supports (i.e. the qubits on which a gate acts). An optimization step involves
minimizing the cost function by changing parameters @ as well as a small random change to the
structure of U(a). This change to the structure typically amounts to a random modification of
support for a limited number of gates. The new structure is accepted or rejected following the usual
simulated annealing schemes. We refer the reader to Section II D of [50] for further details on the
optimization method.

The gate sequence representing U(a) is allowed to grow. If the algorithm described above
cannot minimize the cost function for a specified number of iterations, an identity gate (spanned
by new variational parameters) is randomly added to U(@). This step is similar in spirit to adding
a layer to U(a) as discussed in Section 2.2.1 of the main text.

We compared the current method with the one based on the layered ansatz and found that it
produced diagonalizing circuits involving significantly fewer gates. Figure 2.8 shows the eigenvalue
error Ay, defined in Eq. (2.3), as a function of 1/D, where D is the total number of gates of U(a).
Here, VQSD is used to diagonalize a 4-qubit reduced state of the ground state of the one-dimensional
Heisenberg model defined on 8 qubits, see Eq. (2.19). For every number of gates D, the current
algorithm outperforms the one based on the fixed, layered ansatz. It finds a sequence of gates that

results in a smaller eigenvalue error A,.
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Figure 2.8: Comparison of two approaches to obtaining the diagonalizing unitary U(a): (i) based
on a fixed layered ansatz shown in Fig. 2.2 in the main text (black line) and (ii) based on random
updates to the structure of U(a) (red line). The plot shows eigenvalue error A, versus 1/D, where
D is the number of gates in U(a). For the same D, the second approach found a more optimal gate
sequence.

Finally, we use the current optimization approach to find the spectrum of a 6-qubit reduced state
p of the 12-qubit ground state of a one-dimensional Heisenberg model. The results of performing
VQSD on p are shown in Fig. 2.9. Panel (a) shows the convergence of the 11 largest inferred
eigenvalues A ;j of p to their exact values. We can see that the quality of the inferred eigenvalues
increases quickly with the number of gates D used in the diagonalizing unitary U(&). In panel (b),
we show the dominant part of the spectrum of p resolved in the z-component of the total spin. The
results show that VQSD could be used to accurately obtain the dominant part of the spectrum of

the density matrix together with the associated quantum numbers.

2.8 Optimization and local minima

In this Section we describe a strategy to avoid local minima that is used in the optimization
algorithms throughout the paper and detailed in Section 2.7. We adapt the optimization involved in
the diagonalization of the 6-qubit density matrix described in Section 2.7 as an illustrative example.

We note that the classical optimization problem associated with VQSD is potentially very
difficult one. In the example studied in Section 2.7 the diagonalizing unitary consisted of 150

two-qubit gates. This means that in order to find that unitary one has to optimize over at least
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Figure 2.9: VQSD applied to the ground state of the Heisenberg model. Here we consider a 6-qubit
reduced state p of the 12-qubit ground state. (a) Largest inferred eigenvalues A j of p as a function
of 1/D, where D is the total number of gates in the diagonalizing unitary U(a@). The inferred
eigenvalues converge to their exact values shown along the 1/D = 0 line recovering the correct
degeneracy. Inset: Eigenvalue error A, as a function of 1/D. (b) The largest inferred eigenvalues
1 j of p resolved in the (S;) quantum number. We find very good agreement between the inferred
eigenvalues (red crosses) and the exact ones (black circles), especially for large eigenvalues. The
data was obtained for D = 150 gates.
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Figure 2.10: Cost function C versus 1/D for three independent optimization runs. Here, D is the
total number of gates in the diagonalizing unitary Up(a). Every optimization run got stuck at
local minimum at some point during the minimization but thanks to the growth of the ansatz for
Up (@) described in the text, the predefined small value of C was eventually attained. The data was
obtained for a 6-qubit reduced state of the 12-qubit ground state of the Heisenberg model.

150 - 13 continuous parameters (every two-qubit gate is spanned by 15 parameters, but there is
some reduction in the total number of parameters when two consecutive gates have overlapping
supports). Initiated randomly, off-the-shelf techniques will most likely return suboptimal solution
due to the presence of multiple local minima and the rough cost function landscape.

Let Up (@) denote a diagonalizing unitary that is built by D two-qubit gates parameterized by
@. Our optimization method begins with a shallow circuit consisting of few gates only. Since there
is only a small number of variational parameters, the local minimum is quickly attained. After
this initial step, the circuit that implements the unitary Up (@) is grown by adding an identity gate
(either randomly as discussed in this Section or by means of a layer of identity gates as presented in
the main text). This additional gate contains new variational parameters that are initiated such that
the unitary Up (@) = Up+1 (@) and hence the value of the cost function are not changed. After the
gate was added, the unitary Up, (@) contains more variational parameters which allows for further
minimization of the cost function. In summary, the optimization of a deeper circuit Up1(@) is
initialized by previously obtained Up (@) as opposed to random initialization. What is more, even
if the unitary Up (@) was not the most optimal one for a given D, the growth of the circuit allows

the algorithm to escape the local minimum and eventually find the global one, as illustrated by an
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Figure 2.11: Cost versus iteration for different values of ¢, when p is a tensor product of pure states
on n qubits. Here we consider (a) n = 6, (b) n = 8, and (a) n = 10. We employed the COBYLA
optimization method for training (see Section 2.10 for discussion of this method). For each call
to the quantum simulator (i.e., classical simulator of a quantum computer), we took 500 shots for
statistics. The green, red, and blue curves respectively correspond to directly training the cost with
q=1,g=0.5,and g = 0. The purple and yellow curves respectively correspond to evaluating the
g = 1 cost for the angles @ obtained by training the g = 0.5 and ¢ = O costs.

example below and shown in Fig. 2.10. For a similar discussion, see [41].

To clarify the above analysis, let us consider an example of diagonalizing a 6-qubit reduced state
of the 12-qubit ground state of the Heisenberg model, see Sec. 2.7 for comparison. Figure 2.10
shows the value of the cost function C as a function of 1/D for three independent optimization runs.
Each optimization was initialized randomly and we applied the same optimization scheme described
above to each of them. We see that despite getting stuck in local minima, every optimization run
managed to minimize the cost function to the predefined small value (which was set to 2 - 107 in
this example). For instance, at D = 28, optimization run no. 2 clearly returns suboptimal solution
(optimization run no. 3 gives lower cost function by a factor of 6) but after adding several identity

gates, it manages to escape the local minimum and continue towards the global one.

2.9 Optimization runs with various ¢ values

In this Section we present some numerical results for training our overall cost function for various

values of ¢g. Recall from Eq. (2.10) that ¢ is the weighting parameter that weights the contributions
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of Cy and C; in the overall cost, as follows:

C(Uy(@)) = qC1(U,(@)) + (1 - )C2(U,(@)), (2.41)

where
C1(Uy(@)) = Tr(p®) = Tr(Z(p)?) (2.42)
C2(Uy(@)) = Tr(p?) - % jz:]Tr(zj (97 (2.43)

As argued in Section 2.2, C; is operationally meaningful, while C; has a landscape that is more
amendable to training when 7 is large. In particular, one expects that for large n, the gradient of
Cj is sharp near the global minima but vanishes exponentially in n away from these minima. In
contrast, the gradient of C; is not expected to exponentially vanish as n increases, even away from
the minima.

Here, we numerically study the performance for different g values for a simple example where
p is a tensor product of qubit pure states. Namely, we choose p = ®?=1 leO)(OlVJT, where
V; = Rx(6;) with 6; randomly chosen. Such tensor product states are diagonalizable by a single
layer ansatz: U(a) = ®'}:] Rx(a;). We consider three different problem sizes: n = 6, 8, and 10.
Figure 2.11 shows our numerical results.

Directly training the C; cost (corresponding to ¢ = 1) sometimes fails to find the global
minimum. One can see this in Fig. 2.11, where the green curve fails to fully reach zero cost. In
contrast, the red and blue curves in Fig. 2.11, which correspond to g = 0.5 and g = 0O respectively,
approximately go to zero for large iterations.

Even more interesting are the purple and yellow curves, which respectively correspond to
evaluating the C; cost at the angles @ obtained from training the ¢ = 0.5 and ¢ = 0 costs. It is
remarkable that both the purple and yellow curves perform better (i.e., achieve lower values) than
the green curve. This implies that one can indirectly train the C; cost by training the ¢ = 0.5
or g = 0 costs, and this indirect training performs better than directly training C;. Since Cj is
operationally meaningful, this indirect training with ¢ < 1 is performing better in an operationally

meaningful way.
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Figure 2.12: Optimization tests on six-qubit product states in the VQSD algorithm. Each plot
shows a different optimization algorithm (described in main text) and curves on each plot show
optimization attempts with different (random) initial conditions. Cost refers to the C; cost function
(g = 11n (2.10)), and each iteration is defined by a decrease in the cost function. As can be seen,
the Powell algorithm is the most robust to initial conditions and provides the largest number of
solved problem instances.

We expect that direct training of C; will perform worse as n increases, due to the exponential
vanishing of the gradient of C. The particular runs shown in Fig. 2.11 do not show this trend,
although this can be explained by the fact that the gradient of C; depends significantly on the initial
values of the @, and indeed we saw large variability in the performance of the green curve even
for a fixed n. Nevertheless, it is worth noting that we were always able to directly train C; (i.e., to
make the green curve go to zero) for n < 6, which is consistent with our expectations.

Overall, Fig. 2.11 provides numerical justification of the definition of our cost function as a

weighted average, as in Eq. (2.10). Namely, it shows that there is an advantage to choosing ¢ < 1.

2.10 Comparison of optimization methods

As emphasized previously, numerical optimization plays a key role in all variational hybrid al-

gorithms, and further research in optimization methods is needed. In VQSD, the accuracy of
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the inferred eigenvalues are closely tied to the performance of the optimization algorithm used in
the parameter optimization loop. This issue becomes increasingly important as one goes to large
problem sizes (large n), where the number of parameters in the diagonalizing unitary becomes
large.

Here, we compare the performance of six different optimization algorithms when used inside
the parameter optimization loop of VQSD. These include Powell’s algorithm [60], Constrained
Optimization BY Linear Approximation (COBYLA) [62], Bound Optimization BY Quadratic
Approximation (BOBYQA) [63], Nelder-Mead [64], Broyden-Fletcher-Goldfarb-Shanno (BFGS)
[65], and conjugate gradient (CG) [65]. As mentioned in the main text, Powell’s algorithm is a
derivative-free optimizer that uses a bi-directional search along each parameter. The COBYLA
and BOBYQA algorithms are both frust region or restricted-step methods, which approximate
the objective function by a model function. The region where this model function is a good
approximation is known as the trust region, and at each step the optimizer attempts to expand the
trustregion. The Nelder-Mead algorithm is a simplex method useful for derivative-free optimization
with smooth objective functions. Lastly, the BFGS and CG algorithms are both gradient-based.
The BFGS method is a quasi-Newton method that uses first derivatives only, and the CG method
uses a nonlinear conjugate gradient descent. The implementations used in our study can be found
in the open-source Python package SciPy Optimize [61] and in Ref. [66].

For this study, we take the input state p to be a six-qubit pure product state:

6
p = WiXujl. where |y;)=V;]0). (2.44)
j=1
Here, the state preparation unitary is

Vi = R(a@)Ry(aV)R (o) (2.45)
where the angles (a)(cj), a/y ), agj )) are randomly chosen.

Using each algorithm, we attempt to minimize the cost by adjusting 36 parameters in one layer

of the unitary ansatz in Fig. 2.2. For fairness of comparison, only the objective function and initial
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Alg. | Powell | COBYLA | BOBYQA | Nelder-Mead | BFGS | CG
rr. | 13.20 1 2.32 23.65 3.83 | 2.89
flev. | 4474 341 518 7212 1016 | 1045

Table 2.2: Relative average run-times (r.r.) and absolute number of function evaluations (f.ev.) of
each optimization algorithm (Alg.) used for the data obtained in Fig. 2.12. For example, BOBYQA
took 2.32 times as long to run on average than COBYLA, which took the least time to run out of
all algorithms. Absolute run-times depend on a variety of factors and computer performance. For
reference, the COBYLA algorithm takes approximately one minute for this problem on a laptop
computer. The number of cost function evaluations used (related to run-time but also dependent
on the method used by the optimizer) is shown in the second row.

starting point were input to each algorithm, i.e., no special options such as constraints, bounds, or
other information was provided. The results of this study are shown in Fig. 2.12 and Table 2.2.

Figure 2.12 shows cost versus iteration for each of the six algorithms. Here, we define one
iteration by a call to the objective function in which the cost decreases. In particular, the number of
iterations is different than the number of cost function evaluations (see Table 2.2), which is not set
a priori but rather determined by the optimizer. Plotting cost per each function evaluation would
essentially produce a noisy curve since the optimizer is trying many values for the parameters.
Instead, we only plot the cost for each parameter update in which the cost decreases. Both
the number of iterations, function evaluations, and overall runtime are important features of the
optimizer.

In this study, as well as others, we found that the Powell optimization algorithm provides the
best performance in terms of lowest minimum cost achieved, sensitivity to initial conditions, and
fraction of correct solutions found. The trust-region algorithms COBYLA and BOBYQA were
the next best methods. In particular, although the Powell algorithm consistently obtained lower
minimum costs, the COBYLA method ran thirteen times faster on average (see Table 2.2). Indeed,
both trust region methods provided the shortest runtime. The gradient-based methods BFGS and
CG had comparable run-times but were unable to find any minima. Similarly, the Nelder-Mead
simplex algorithm was unable to find any minima. This method also had the longest average
run-time of all algorithms tested.

This preliminary analysis suggests that the Powell algorithm is the best method for VQSD.
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For other variational quantum algorithms, this may not necessarily be the case. In particular,
we emphasize that the optimization landscape is determined by both the unitary ansatz and the
cost function definition, which may vary drastically in different algorithms. While we found that
gradient-based methods did not perform well for VQSD, they may work well for other applications.
Additionally, optimizers that we have not considered here may also provide better performance.

We leave these questions to further work.

2.11 Complexity for particular examples

2.11.1 General complexity remarks

In what follows we discuss some simple examples of states to which one might apply VQSD. There
are several aspects of complexity to keep in mind when considering these examples, including:
(C1) The gate complexity of the unitary that diagonalizes p. (It is worth remarking that approx-
imate diagonalization might be achieved with a less complex unitary than exact diagonalization.)
(C2) The complexity of searching through the search space to find the diagonalizing unitary.
(C3) The statistical complexity associated with reading out the eigenvalues.
Naturally, (C1) is related to (C2). However, being efficient with respect to (C1) does not

guarantee that (C2) is efficient.

2.11.2 Example states

In the simplest case, suppose p = [y 1 X1 ® - - - ® [Y,, X, | 1s a tensor product of pure states. This
state can be diagonalized by a depth-one circuit U = U ® - - - ® U,, composed of n one-qubit gates
(all done in parallel). Each U; diagonalizes the associated | ; X ;| state. Searching for this unitary
within our ansatz can be done by setting p = 1, i.e., with a single layer L; shown in Fig. 2.2. A single
layer is enough to find the unitary that exactly diagonalizes p in this case. Hence, for this example,
both complexities (C1) and (C2) are efficient. Finally, note that the eigenvalue readout, (C3), is

efficient because there is only one non-zero eigenvalue. Hence, /lfzi“ ~ 1 and € =~ 1/VNreadour for
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this eigenvalue. This implies that Nyeagour can be chosen to be constant, independent of n, in order
to accurately characterize this eigenvalue.

A generalization of product states are classically correlated states, which have the form
1 1 n n
p= Z b X6 - @ (b Kb L (2.46)

where {|b(()j )>, |b§j )>} form an orthonormal basis for qubit j. Like product states, classically
correlated states can be diagonalized with a depth-one circuit composed of one-body unitaries.
Hence (C1) and (C2) are efficient for such states. However, the complexity of eigenvalue readout
depends on the { p;} distribution; if it is high entropy then eigenvalue readout can scale exponentially.

Finally, we consider pure states of the form p = |y X¥|. For such states, eigenvalue readout
(C3) is efficient because Nieadout can be chosen to be independent of n, as we noted earlier for the
example of pure product states.

Next we argue that the gate complexity of the diagonalizing unitary, (C1), is efficient. The
argument is simply that VQSD takes the state p as its input, and p must have been prepared on
a quantum computer. Let V be the unitary that was used to prepare |) = V|6> on the quantum
computer. For large n, V must have been efficient to implement, otherwise the state |/) could not
have been prepared. Note that V', which is constructed from V by reversing the order of the gates
and adjointing each gate, can be used to diagonalize p. Because V is efficiently implementable,
then V7 is also efficiently implementable. Hence, p can be efficiently diagonalized. A subtlety is
that one must compile V' into one’s ansatz, such as the ansatz in Fig. 2.2. Fortunately, the overhead
needed to compile V7 into our ansatz grows (at worst) only linearly in n. An explicit construction for
compiling V' into our ansatz is as follows. Any one-qubit gate directly translates without overhead
into our ansatz, while any two-qubit gate can be compiled using a linear number of swap gates to
make the qubits of interest to be nearest neighbors, then performing the desired two-qubit gate, and
finally using a linear number of swap gates to move the qubits back to their original positions.

Let us now consider the complexity (C2) of searching for U. Since there are a linear number

of parameters in each layer, and p needs only to grow polynomially in n, then the total number
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Figure 2.13: Circuit for our gPCA implementation. Here, the eigenvalues of a one-qubit pure state
p are estimated to a single digit of precision. We use k copies of p to approximate Cy ;) by applying
the controlled-exponential-swap operator k times for a time period At = t/k. The bottom panel
shows our compilation of the controlled-exponential-swap gate into one- and two-qubit gates.

of parameters grows only polynomially in n. But this does not guarantee that we can efficiently
minimize the cost function, since the landscape is non-convex. In general, search complexity for
problems such as this remains an open problem. Hence, we cannot make a general statement about

(C2) for pure states.

2.12 Implementation of qPCA

In the main text we compared VQSD to the qPCA algorithm. Here we give further details on our

implementation of qPCA. Let us first give an overview of qPCA.

2.12.1 Overview of qPCA

The qPCA algorithm exploits two primitives: quantum phase estimation and density matrix expo-
nentiation. Combining these two primitives allows one to estimate the eigenvalues and prepare the
eigenvectors of a state p.

Density matrix exponentiation refers to generating the unitary V(z) = ™' for a given state
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p and arbitrary time ¢. For qPCA, one actually needs to apply the controlled-V (¢) gate (Cy(y)).
Namely, in qPCA, the Cy ;) gate must be applied for a set of times, {¢, 2t, 2%t,...,2%t}, as part of
the phase-estimation algorithm. Here we define i« 1= 2*¢.

Ref. [16] noted that V' (¢) can be approximated with a sequence of k exponential swap operations
between a target state o~ and k copies of p. That is, let S;x be the swap operator between systems J
and K, and let o and p®* be states on systems A and B = B...B,, respectively. Then one performs

the transformation
up=00® (p®) -  Tp=W(ore (p*)W', (2.47)
where
W =Ugap, - Usp,, and Usg=e SIKA (2.48)
The resulting reduced state is
7, = Trp(t)p) = V(t)pV (1) (2.49)
where t = kAt. Finally, by turning each Uk in (2.48) into a controlled operation:
Cu,e = [OX0| & I +|1X1]| ® e7/S/KAL (2.50)

and hence making W controlled, one can then construct an approximation of Cy ;).
If one chooses the input state for quantum phase estimation to be p = > Az|vzXvz| itself, then

the final state becomes
> delvaXvsl @ [0z (2.51)
z

where /ig is a binary representation of an estimate of the corresponding eigenvalue A;. One can
then sample from the state in (2.51) to characterize the eigenvalues and eigenvectors.

The approximation of V(z) in (2.49) can be done with accuracy € provided that one uses
O(t*€") copies of p. The time f,ax needed for quantum phase estimation to achieve accuracy e is
tmax = O(e71). Hence, with qPCA, the eigenvalues and eigenvectors can be obtained with accuracy

e provided that one uses O (e~3) copies of p.
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Figure 2.14: The largest inferred eigenvalue for the one-qubit pure state p = |+)X+| versus application
time of unitary ™!, for our implementation of qPCA on Rigetti’s noisy and noiseless QVMs.
Curves are shown for £ = 1 and k = 2, where k indicates the number of controlled-exponential-
swap operators applied.

2.12.2 Our implementation of qPCA

Figure 2.13 shows our strategy for implementing qPCA on an arbitary one-qubit state p. The circuit
shown corresponds to the quantum phase estimation algorithm with one bit of precision (i.e., one
ancilla qubit). A Hadamard gate is applied to the ancilla qubit, which then acts as the control system
for the Cy ;) gate, and finally the ancilla is measured in the x-basis. The Cy ;) is approximated (as
discussed above) with k applications of the controlled-exponential-swap gate.

To implement qPCA, the controlled-exponential-swap gate in (2.50) must be compiled into one-
and two-body gates. For this purpose, we used the machine-learning approach from Ref. [50] to
obtain a short-depth gate sequence for controlled-exponential-swap. The gate sequence we obtained
is shown in Fig. 2.13 and involves 7 CNOTs and 8 one-qubit gates. Most of the one-qubit gates

are z-rotations and hence are error-free (implemented via a clock change), including the following
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gates:

Uy = us = u7 = R.(—(7 + A1) /2) (2.52)
u3 = R.((x — A1) /2) (2.53)
us = R.(At]2) (2.54)
ug = R.(7/2) . (2.55)

The one-qubit gates that are not z-rotations are:

1 1 1
uy = — (2.56)
2| piln-An/2  Li(w+An)/2

L[ 1 emiterany2

Ug = — (2.57)
V2|_;  pmin2

We implemented the circuit in Fig. 2.13 using both Rigetti’s noiseless simulator, known as the
Quantum Virtual Machine (QVM), as well as their noisy QVM that utilizes a noise model of their
8Q-Agave chip. Because the latter is meant to mimic the noise in the 8Q-Agave chip, our gPCA
results on the noisy QVM can be compared to our VQSD results on the 8Q-Agave chip in Fig. 2.3.
(We remark that lack of availability prevented us from implementing qPCA on the actual 8Q-Agave
chip.)

For our implementation, we chose the one-qubit plus state, p = |[+)+|. Implementations were
carried out using both one and two controlled-exponential-swap gates, corresponding to k = 1 and
k = 2. The time ¢ for which the unitary e~"#* was applied was increased.

Figure 2.14 shows the raw data, i.e., the largest inferred eigenvalue versus ¢. In each case, small
values of # gave more accurate eigenvalues. In the noiseless case, the eigenvalues of p = |+)+]|
were correctly estimated to be ~ {1, 0} already for k£ = 1 and consequently also for k = 2. In the
noisy case, the eigenvalues were estimated to be ~ {0.8,0.2} for k = 1 and ~ {0.7,0.3} for k = 2,
where we have taken the values for small 7. Table 2.3 summarizes the different cases.

Already for the case of k = 1, the required resources of qPCA (3 qubits + 7 CNOT gates) for

estimating the eigenvalue of an arbitary pure one-qubit state p are higher than those of the DIP test
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QvVM k=1 k=2
noiseless ~ {1,0} ~ {1,0}
noisy ~ {0.8,0.2} | = {0.7,0.3}

Table 2.3: Estimated eigenvalues for the p = |+ )X+ state using qPCA on both the noiseless and the
noisy QVMs of Rigetti.

(2 qubits + 1 CNOT gate) for the same task. Consequently, the DIP test yields more accurate results
as can be observed by comparing Fig. 2.3 to Fig. 2.14. Increasing the number of copies to k = 2
only decreases the accuracy of the estimation, since the Cy () gate is already well approximated
for short application times ¢t when £ = 1 in the noiseless case. Thus, increasing the number of
copies does not offer any improvement in the noiseless case, but instead leads to poorer estimation
performance in the noisy case. This can be seen for the k = 2 case (see Fig. 2.14 and Table 2.3),

due to the doubled number of required CNOT gates relative to k = 1.

2.13 Circuit derivation

2.13.1 DIP test

Here we prove that the circuit in Fig. 2.15(a) computes Tr(Z (0-) Z (7)) for any two density matrices
o and 7.
Let o and 7 be states on the n-qubit systems A and B, respectively. Let wap = 0 ® T denote
the initial state. The action of the CNOTs in Fig. 2.15(a) gives the state
Wy =y Xio X @ ||, (2.58)
=
where the notation X° means X% @ X2 ® - - - ® X", Partially tracing over the B system gives
Wy = ) X oX, (2.59)
F
where 7z z = (Z|7|Z). The probability for the all-zeros outcome is then

(0], |0) = Z 72 :(0|X20 X%|0) = Z 2077, (2.60)

Z z
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Figure 2.15: Test circuits used to compute the cost function in VQSD. (a) DIP test (b) PDIP test.
(These circuits appear in Fig. 2.5 and are also shown here for the reader’s convenience.)

which follows because X? |6) = |Z). Hence the probability for the all-zeros outcome is precisely

the diagonalized inner product, Tr(Z (o) Z(7)). Note that in the special case where o = 7 = g,

we obtain the sum of the squares of the diagonal elements, ;- ﬁ%z =Tr(Z(p)?).

2.13.2 PDIP test

We prove that the circuit in Fig. 2.15(b) computes TI‘(Z].(O').ZJ-!(T)) for a given set of qubits 7.
Let f’ denote the complement of f Let o and 7, respectively, be states on the n-qubit systems
A= Aﬁ, and B = Bﬁ,. The initial state wap = 0 ® T evolves, under the action of the CNOTs
associated with the DIP Test and then tracing over the control systems, to
Wy, = ) (X @D (X @ 1) ® Trs (133 & 1)), 2.61)
‘] -
Z
where X% and |ZXZ] act non-trivially only on the i subsystems of A and B, respectively. Measuring
system Af and obtaining the all-zeros outcome would leave systems Af,Bf, in the (unnormalized)

conditional state:
Tra.((|0XO0| ® N’y ) = @1t 2.62
4, ((0X01 © D) = )0 @ 7 (2.62)
Z

where 0'3/ = TrAJ.,((IEXE |®I)o) and sz = TrBf((IZ)(Z | ® I)7). Finally, computing the expectation
J J
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value for the swap operator (via the Destructive Swap Test) on the state in (2.62) gives
Z Tr((c% ® 72)S) = Z Tr(o73) = TH(Z+(0) Z+(1)) - (2.63)
= i = i J y

The last equality can be verified by noting that Z>(c7) = 3z |ZXZ| ® 0'? and Z>(7) = 2z |ZXZ|® T§/.
J J
Specializing (2.63) to o = 7 = p gives the quantity Tr(ZJ?(ﬁ)z).

2.14 Proof of local dephasing channel bound

In this section we prove Eq. (2.40). Let Hy(c) = —log,[Tr(c?)] be the Renyi entropy of order

two. Then, noting that H, (o) < H(0"), we have
Tr(Z; (5)2) = ~H(Z;(P) 5 9-H(Z;(P) (2.64)

Next, let A denote qubit j, and let B denote all the other qubits. This allows us to write p = pap
and p = pap. Let C be a purifying system such that p4pc and p4pc are both pure states. Then we

have

H(Z;(p)) = H(Z;(paB)) (2.65)
= H(Z;(pac)) (2.66)
< H(Z;(pa)) +H(pc) (2.67)

where the inequality in (2.67) used the subadditivity of von Neumann entropy. Finally, note that
H(pc) = H(pag) = H(pag) = H(p) (2.68)
and H(Z;(pa)) < 1, which gives
H(Z;(p)) <1+H(p). (2.69)
Substituting (2.69) into (2.64) gives
Tr(Z;(p)*) = 271710, (2.70)
and (2.40) follows from H(p) < log, r.
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CHAPTER 3

QUANTUM-ASSISTED QUANTUM COMPILING

3.1 Introduction

In classical computing, a compiler is a program that converts instructions into assembly language
so that they can be read and executed by a computer. Similarly, a quantum compiler would
take a high-level algorithm and convert it into a lower-level form that could be executed on a
NISQ device. Already, a large body of literature exists on classical approaches for quantum
compiling, e.g., using temporal planning [67, 68], machine learning [50], and other techniques
[69, 70, 71,72,73, 74,75, 76].

A recent exciting idea is to use quantum computers themselves to train parametrized quantum
circuits, as proposed in Refs. [77, 78, 30, 79, 80, 81, 82, 83, 84]. The cost function to be minimized
essentially defines the application. For example, in the variational quantum eigensolver (VQE) [78]
and the quantum approximate optimization algorithm (QAOA) [77], the application is ground state
preparation, and hence the cost is the expectation value of the associated Hamiltonian. Another
example is training error-correcting codes [30], where the cost is the average code fidelity. In light
of these works, it is natural to ask: what is the relevant cost function for the application of quantum
compiling?

In this chapter, we introduce quantum-assisted quantum compiling (QAQC). The goal of QAQC
is to compile a (possibly unknown) target unitary to a trainable quantum gate sequence. A key
feature of QAQC is the fact that the cost is computed directly on the quantum computer. This leads
to an exponential speedup (in the number of qubits involved in the gate sequence) over classical
methods to compute the cost, since classical simulation of quantum dynamics is exponentially
slower than quantum simulation. Consequently, one should be able to optimally compile larger-

scale gate sequences using QAQC, whereas classical approaches to optimal quantum compiling
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will be limited to smaller gate sequences.!

We carefully define a cost function for QAQC that satisfies the following criteria:
1. It is faithful (vanishing if and only if the compilation is exact);

2. Itis efficient to compute on a quantum computer;

3. It has an operational meaning;

4. It scales well with the size of the problem.

A potential candidate for a cost function satisfying these criteria is the Hilbert-Schmidt inner

product between a target unitary U and a trainable unitary V:
(V,U) = Tr(VTU). (3.1)

It turns out, however, that this cost function does not satisfy the last criterion. We thus use
Eq. (3.1) only for small-scale problems. For general, large-scale problems, we define a cost
function satisfying all criteria. This cost involves a weighted average of the global overlap in (3.1)
with localized overlaps, which quantify the overlap between U and V with respect to individual
qubits.

We prove that computing our cost function is DQC1-hard, where DQC1 is the class of problems
that can be efficiently solved in the one-clean-qubit model of computation [7]. Since DQC1 is
classically hard to simulate [85], this implies that no classical algorithm can efficiently compute our
cost function. We remark that an alternative cost function might be a worst-case distance measure
(such as diamond distance), but such measures are known to be QIP-complete [86] and hence would
violate criterion 2 in our list above. In this sense, our cost function appears to be ideal.

Furthermore, we present novel short-depth quantum circuits for efficiently computing the terms

in our cost function. Our circuits achieve short depth by avoiding implementing controlled versions

'We note that classical compilers may be applied to large-scale quantum algorithms, but they are limited to local
compiling. We thus emphasize the distinction between translating the algorithm to the native alphabet with simple,
local compiling and optimal compiling. Local compiling may reach partial optimization but in order to discover the
shortest circuit one may need to use a holistic approach, where the entire algorithm is considered, which requires a
quantum computer for compiling.
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of U and V, and by implementing U and V in parallel. We also present, in Section 3.15, circuits that
compute the gradient of our cost function. One such circuit is a generalization of the well-known
Power of One Qubit [7] that we call the Power of Two Qubits.

As a proof-of-principle, we implement QAQC on both IBM’s and Rigetti’s quantum computers,
and we compile various one-qubit gates to the native gate alphabets used by these hardwares. To
our knowledge, this is the first compilation of a target unitary with cost evaluation on actual NISQ
hardware. In addition, we successfully implement QAQC on both a noiseless and noisy simulator for
problems as large as 9-qubit unitaries. These larger scale implementations illustrate the scalability
of our cost function, and in the case of the noisy simulator, show a somewhat surprising resilience
to noise.

In what follows, we first discuss several applications of interest for QAQC. Section 3.3 provides
a general outline of the QAQC algorithm. Section 3.4 presents our short-depth circuits for cost
evaluation on a quantum computer. Section 3.5 states that our cost function is classically hard to
simulate. Sections 3.6 and 3.7, respectively, present small-scale and larger-scale implementations

of QAQC.

3.2 Applications of QAQC

Figure 3.1 illustrates four potential applications of QAQC. Suppose that there exists a quantum
algorithm to perform some task, but its associated gate sequence is longer than desired. As shown
in Fig. 3.1(a), it is possible to use QAQC to shorten the gate sequence by accounting for the
NISQ constraints of the specific computer. This depth compression goes beyond the capabilities of
classical compilers.

As a simple example, consider the quantum Fourier transform on n qubits. Its textbook algorithm
is written in terms of Hadamard gates and controlled-rotation gates [11], which may need to be
compiled into the native gate alphabet. The number of gates in the textbook algorithm is O (n?), so
one could use a classical compiler to locally compile each gate. But this could lead to a sub-optimal

depth since the compilation starts from the textbook structure. In contrast, QAQC is unbiased with
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Figure 3.1: Potential applications of QAQC. Here, denotes the z-rotation gate R,(6), while
represents the m/2-pulse given by the x-rotation gate R,(7/2). Both gates are natively
implemented on commercial hardware [2, 3]. (a) Compressing the depth of a given gate sequence
U to a shorter-depth gate sequence V in terms of native hardware gates. (b) Uploading a black-box
unitary. The black box could be an analog unitary U = =7, for an unknown Hamiltonian %4,
that one wishes to convert into a gate sequence to be run on a gate-based quantum computer. (c)
Training algorithms in the presence of noise to learn noise-resilient algorithms (e.g., via gates that
counteract the noise). Here, the unitary U is performed on high-quality, pristine qubits and V' is
performed on noisy ones. (d) Benchmarking a quantum computer by compiling a unitary U on
noisy qubits and learning the gate sequence V on high-quality qubits.

respect to the structure of the gate sequence, taking a holistic approach to compiling as opposed to
a local one. Hence, in principle, it can learn the optimal gate sequence for given hardware. Note
that classical compilers cannot take this holistic approach for large n due to the exponential scaling

of the matrix representations of the gates.
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Alternatively, consider the problem of simulating the dynamics of a given quantum system with
an unknown Hamiltonian H (via e ") on a quantum computer. We call this problem black-box
uploading because by simulating the black-box, i.e., the unitary e /", we are “uploading” the
unitary onto the quantum computer. This scenario is depicted in Fig. 3.1(b). QAQC could be used
to convert an analog black-box unitary into a gate sequence on a digital quantum computer.

Finally, we highlight two additional applications that are the opposites of each other. These
two applications can be exploited when the quantum computer has some pristine qubits (qubits
with low noise) and some noisy qubits. We emphasize that, in this context, “noisy qubits” refers
to coherent noise such as systematic gate biases, where the gate rotation angles are biased in a
particular direction. In contrast, we consider incoherent noise (e.g., 71 and 7 noise) later in this
article, see Section 3.7.2.

Consider Fig. 3.1(c). Here, the goal is to implement a CNOT gate on two noisy qubits. Due to
the noise, to actually implement a true CNOT, one has to physically implement a dressed CNOT,
1.e., a CNOT surrounded by one-qubit unitaries. QAQC can be used to learn the parameters in these
one-qubit unitaries. By choosing the target unitary U to be a CNOT on a pristine (i.e., noiseless)
pair of qubits, it is possible to learn the unitary V that needs to be applied to the noisy qubits in
order to effectively implement a CNOT. We call this application noise-tailored algorithms, since
the learned algorithms are robust to the noise process on the noisy qubits.

Figure 3.1(d) depicts the opposite process, which is benchmarking. Here, the unitary U acts on
a noisy set of qubits, and the goal is to determine what the equivalent unitary V would be if it were

implemented on a pristine set of qubits. This essentially corresponds to learning the noise model,

1.e., benchmarking the noisy qubits.

3.3 The QAQC algorithm

3.3.1 Approximate compiling

The goal of QAQC is to take a (possibly unknown) unitary U and return a gate sequence V, executable

on a quantum computer, that has approximately the same action as U on any given input state (up
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to possibly a global phase factor). The notion of approximate compiling [87, 88, 89, 90, 91, 92]
requires an operational figure-of-merit that quantifies how close the compilation is to exact. A
natural candidate is the probability for the evolution under V to mimic the evolution under U.
Hence, consider the overlap between | (U)) = Uly) and |y (V)) := V|y), averaged over all input

states |¢). This is the fidelity averaged over the Haar distribution,

F(U.V) = /w V) w (U dw 3.2)

We call V an exact compilation of U if F(U,V) = 1. If F(U,V) > 1 —¢&, where ¢ € [0, 1], then we
call V an e-approximate compilation of U, or simply an approximate compilation of U.

As we will see, the quantity f(U ,V) has a connection to our cost function, defined below,
and hence our cost function has operational relevance to approximate compiling. Minimizing
our cost function is related to maximizing F(U, V), and thus is related to compiling to a better
approximation.

QAQC achieves approximate compiling by training a gate sequence V of a fixed length L, which
may even be shorter than the length required to exactly compile U. As one increases L, one can
further minimize our cost function. The length L can therefore be regarded as a parameter that can

be tuned to obtain arbitrarily good approximate compilations of U.

3.3.2 Discrete and continuous parameters

The gate sequence V should be expressed in terms of the native gates of the quantum computer
being used. Consider an alphabet A = {Gy (@)} of gates G () that are native to the quantum
computer of interest. Here, @ € R is a continuous parameter, and k is a discrete parameter that
identifies the type of gate and which qubits it acts on. For a given quantum computer, the problem

of compiling U to a gate sequence of length L is to determine

(@opts kopt) = argmin C(U, V(@)), (3.3)
(@.k)
where
Vi(@) = G, (@L)Gy,  (@r-1) - G, (1) (3.4)
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Figure 3.2: Outline of our variational hybrid quantum-classical algorithm, in which we optimize
over gate structures and continuous gate parameters in order to perform QAQC for a given input
unitary U. We take two approaches towards structure optimization: (a) For small problem sizes,
we allow the gate structure to vary for a given gate sequence length L, which in general leads to
an approximate compilation of U. To obtain a better approximate compilation, the best structure

obtained can be concatenated with a new sequence of a possibly different length, whose structure
can vary. For each iteration of the continuous parameter optimization, we calculate the cost using
the Hilbert-Schmidt Test (HST); see Sec. 3.4.1. (b) For large problem sizes, we fix the gate
structure using an ansatz consisting of layers of two-qubit gates. By increasing the number of

layers, we can obtain better approximate compilations of U. For each iteration of the continuous
Sec. 3.4.2.

parameter optimization, we calculate the cost using the Local Hilbert-Schmidt Test (LHST); see
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is the trainable unitary. Here, V];(&) is a function of the sequence k= (ki,...,kr) of parameters
describing which gates from the native gate set are used and of the continuous parameters @ =
(a1, ..., ar) associated with each gate. The function C(U, V¢ (@)) is the cost, which quantifies how
close the trained unitary is to the target unitary. We define the cost below to have the properties:
0 <C(U,V) < 1 for all unitaries U and V, and C(U, V) = 0 if and only if U = V (possibly up to a
global phase factor).

The optimization in (3.3) contains two parts: discrete optimization over the finite set of gate
structures parameterized by k, and continuous optimization over the parameters @ characterizing
the gates within the structure. Our quantum-classical hybrid strategy to perform the optimization
in (3.3) is illustrated in Fig. 3.2. In the next subsection, we present a general, ansatz-free approach
to optimizing our cost function, which may be useful for systems with a small number of qubits. In
the subsection following that, we present an ansatz-based approach that would allow the extension
to larger system sizes. In each case, we perform the continuous parameter optimization using
gradient-free methods as described in Section 3.14. We also discuss a method for gradient-based

continuous parameter optimization in Section 3.15.

3.3.3 Small problem sizes

Suppose U and V act on a d-dimensional space of n qubits, so that d = 2". To perform the
continuous parameter optimization in (3.3), we define the cost function

1 2

Cust(U,V) =1~ pe KV, U)|

| (3.5)
=1- ﬁlTr(VTU)IZ,
where HST stands for “Hilbert-Schmidt Test” and refers to the circuit used to evaluate the cost, which
we introduce in Sec. 3.4.1. Note that the quantity # |V, U)|? is simply the fidelity between the
pure states obtained by applying U and V to one half of a maximally entangled state. Consequently,

it has an operational meaning in terms of f(U , V). Indeed, it can be shown [93, 94] that

d+1, —
Cust(U.V) = % (1 _F(U, V)) . (3.6)
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Also note that for any two unitaries U and V, Cyxst(U,V) = 0 if and only if U and V differ by
a global phase factor, i.e., V = e/¢U for some ¢ € R. By minimizing Cyst, we thus learn an
equivalent unitary V up to a global phase.

Now, to perform the optimization over gate structures in (3.3), one strategy is to search over
all possible gate structures for a gate sequence length L, which can be allowed to vary during
the optimization. As the set of gate structures grows exponentially with the number of gates L,
such a brute force search over all gate structures in order to obtain the best one is intractable
in general. To efficiently search through this exponentially large space, we adopt an approach
based on simulated annealing. (An alternative approach is genetic optimization, which has been
implemented previously to classically optimize quantum gate sequences [95].)

Our simulated annealing approach starts with a random gate structure, then performs continuous
optimization over the parameters @ that characterize the gates in order to minimize the cost function.
We then perform a structure update that involves randomly replacing a subset of gates in the sequence
with new gates (which can be done in a way such that the sequence length can increase or decrease)
and re-optimizing the cost function over the continuous parameters @. If this structure change
produces a lower cost, then we accept the change. If the cost increases, then we accept the change
with probability decreasing exponentially in the magnitude of the cost difference. We iterate this
procedure until the cost converges or until a maximum number of iterations is reached.

With a fixed gate sequence length L, the approach outlined above will in general lead to an
approximate compilation of U, which in many cases is sufficient. One strategy for obtaining
better and better approximate compilations of U is a layered approach illustrated in Fig. 3.2(a).
In this approach, we consider a particular gate sequence length L and perform the full structure
optimization, as outlined above, to obtain an (approximate) length-L compilation of U. The optimal
gate sequence structure thus obtained can then be concatenated with a new sequence of a possibly
different (but fixed) length, whose structure can vary. By performing the continuous parameter
optimization over the entire longer gate sequence, and performing the structure optimization over

the new additional segment of the gate sequence, we can obtain a better approximate compilation
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of U. Iterating this procedure can then lead to increasingly better approximate compilations of U.

3.3.4 Large problem sizes

We emphasize two potential issues with scaling the above approach to large problem sizes.

First, one may want a guarantee that there exists an exact compilation of U within a polynomial
size search space for V. When performing full structure optimization, as above, the search space
size grows exponentially in the length L of the gate sequence. This implies that the search space
size grows exponentially in n, if one chooses L to grow polynomially in n. Indeed, one would
typically require L to grow polynomially in 7 if one is interested in exact compilation, since the
number of gates in U itself grows polynomially in n for many applications. (Note that this issue
arises if one insists on exact, instead of approximate, compiling.)

Second, and arguably more importantly, the cost Cyst(U, V) is exponentially fragile. The inner
product between U and V will be exponentially suppressed for random choices of V, which means
that Cyst(U, V) will be very close to one for most unitaries V. Hence, for random unitaries V, the
number of calls to the quantum computer needed to resolve differences in the cost Cyst(U, V) to a
given precision will grow exponentially.

The first issue can be addressed with an efficiently parameterized ansatz for V. With an
ansatz, only the continuous parameters @ need to be optimized in V. The k parameters are fixed,
which means that structure updates are not required. This fixed structure approach is depicted in
Fig. 3.2(b). One can choose an ansatz such that the number of parameters needed to represent the
target unitary U is only a polynomial function of n. Hence, one should allow the ansatz A(U) to be
application specific, i.e., to be a function of U. As an example, if U = e~/ for a local Hamiltonian
H, one could choose the ansatz to involve a polynomial number of local interactions. Due to the
application-specific nature of the ansatz, the problem is a complex one, hence we leave the issue of
finding efficient ansatzes for future work.

Nevertheless, we show a concrete example of a potential ansatz for V in Fig. 3.3. The ansatz

is defined by a number ¢ of layers, with each layer being a gate sequence of depth two consisting
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(a) (b)

Figure 3.3: (a) One layer of the ansatz for the trainable unitary V in the case of four qubits. The
gate sequence in the layer consists of a two-qubit gate acting on the first and second qubits, the third
and fourth qubits, the second and third qubits, and the first and fourth qubits. (b) The full ansatz
defining the trainable unitary V consists of a particular number ¢ of the layer in (a). Shown is two
layers in the case of four qubits.
of two-qubit gates acting on neighboring qubits. Consider the following argument. In QAQC,
the unitary U to be compiled is executed on the quantum computer, so it must be efficiently
implementable, i.e., the gate count is polynomial in n. Next, note that the gate sequence used to
implement U can be compiled into in the ansatz in Fig. 3.3 with only polynomial overhead. This
implies that the ansatz in Fig. 3.3 could exactly describe U in only a polynomial number of layers
and would hence eliminate the need to search through an exponentially large space. We remark
that the ansatz in Fig. 3.3 may be particularly useful for applications involving compiling quantum
simulations of physically relevant systems, as the structure resembles that of the Suzuki-Trotter
decomposition [96] for nearest-neighbor Hamiltonians.

Let us now consider the second issue mentioned above: the exponentially suppressed inner

product between U and V for large n. To address this, we propose an alternative cost function

involving a weighted average between the function in (3.5) and a “local” cost function:

Cy(U,V) = qCust(U,V) + (1 = q)CLusT(U, V), (3.7)
where 0 < g < 1 and
1< —
Cuust(U.V) =~ D Clist(U. V) =1-F,. (3.8)
j=1

Here, LHST stands for “Local Hilbert-Schmidt Test”, referring to the circuit discussed in Sec. 3.4.2

that is used to compute this function. Also, F, = 1 -

Fe(j ), where the quantities Fe(j ) are
entanglement fidelities (hence the notation F,) of local quantum channels &; defined in Sec. 3.4.2.
Hence, CLgsT(U, V) is a sum of local costs, where each local cost is written as a local entanglement
u,v)y=1- Fe(j ), Expressing the overall cost as sum of local costs is analogous

fidelity: C)e;
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to what is done in the variational quantum eigensolver [78], where the overall energy is expressed

as a sum of local energies. The functions c\)

Lust are local in the sense that only two qubits need

to be measured in order to calculate each one of them. This is unlike the function Cyst, whose
calculation requires the simultaneous measurement of 2n qubits.

The cost function C, in (3.7) is a weighted average between the “global” cost function Cyst
and the local cost function Cygst, With g representing the weight given to the global cost function.
The weight g can be chosen according to the size of the problem: for a relatively small number
of qubits, we would let ¢ = 1. As the number of qubits increases, we would slowly decrease g to
mitigate the suppression of the inner product between U and V.

To see why Cppst can be expected to deal with the issue of an exponentially suppressed inner
product for large n, consider the following example. Suppose the unitary U to be compiled is the
tensor product U = Uy ® U, ® - - - ® U, of unitaries U; acting on qubit j, and suppose we take the
tensor product V =V ®V,®- - -®V,, as the trainable unitary. We get that Cyst(U,V) = 1— H;le r,
where r; = (1/4) |Tr(VjT Uj) . Since each r ; will likely be less than one for a random choice of V;,
then their product will be small for large n. Consequently a very large portion of the cost landscape
will have Cyst(U,V) = 1 and hence will have a vanishing gradient. However, the cost function
Crysr is defined such that Cygst(U,V) = 1 — % ?:1 rj, so that we obtain an average of the r;
quantities rather than a product. Taking the average instead of the product leads to a gradient that
is not suppressed for large n.

More generally, for any U and V, the quantity F,, which is responsible for the variability in
CLusT, can be made non-vanishing by adding local unitaries to V. In particular, for a given U and
V, itis straightforward to show that for all j € {1,2, ..., n} there exists a unitary V; acting on qubit
J such that Fe(j ) > i for the gate sequence given by V' = V;V. In other words, there exists a local

unitary V; that can be added to the trainable gate sequence V such that C ) (U,v;v) < %. This

LHST
implies that, with the appropriate local unitary applied to each qubit at the end of the trainable gate
sequence, the local cost function Cpygst can always be decreased to no greater than %. Note that

local unitaries cannot be used in this way to decrease the global cost function Cysr, i.€., to make
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the second term in (3.5) non-vanishing.
Finally, one can show (See Section 3.12) that Cryst = (1/n)Cygst. Combining this with

Eq. (3.6) gives

C,(UV) > (l_qn+nq)(dzl)(l—F(U,V)), (3.9)
which implies that

— n d

F(U,V)z1—(1_q+nq)(d+1)cq(U,V). (3.10)

Hence, the cost function C, retains an operational meaning for the task of approximate compiling,

since it provides a bound on the average fidelity between U and V.

3.3.5 Special case of a fixed input state

An important special case of quantum compiling is when the target unitary U happens to appear at
the beginning of one’s quantum algorithm, and hence the state that one inputs to U is fixed. For
many quantum computers, this input state is o) = |0)®". We emphasize that many use cases of
QAQC do not fall under this special case, since one is often interested in compiling unitaries that do
not appear at the beginning of one’s algorithm. For example, one may be interested in the optimal
compiliation of a controlled-unitary, but such a unitary would never appear at the beginning of an
algorithm since its action would be trivial. Nevertheless we highlight this special case because
QAQC can potentially be simplified in this case. In addition, this special case was very recently
explored in Ref. [52] after the completion of our article.

In this special scenario, a natural cost function would be
Ciixedinput = 1 = [(WolUVT|yo)|* . 3.11)

This could be evaluated on a quantum computer in two possible ways. One way is to apply U and
then V7 to the |o) state and then measure the probability to be in the |) state. Another way is to
apply U to one copy of |p) and V to another copy of |¢), and then measure the overlap [50, 55]

between these two states.
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However, this cost function would not scale well for the same reason discussed above that our
Cust cost does not scale well, i.e., its gradient can vanish exponentially. Again, one can fix this

issue with a local cost function. Assuming [o) = |0)®", this local cost can take the form:

1 <&
Chved input = 1 = >y (3.12)
j=1
where
p§ = Tr[(10X0l; ® DV UlwoXolUTV] (3.13)

is the probability to obtain the zero measurement outcome on qubit j for the state VU | ).

We remark that the two cost functions in (3.11) and (3.12) can each be evaluated with quantum
circuits on only n qubits. This is in contrast to Cyst and C gst, whose evaluation involves quantum
circuits with 2n qubits (see the next section for the circuits). This reduction in resource requirements

is the main reason why we highlight this special case.

3.4 Cost evaluation circuits

In this section, we present short-depth circuits for evaluating the functions in (3.5) and (3.8) and
hence for evaluating the overall cost in (3.7). We note that these circuits are also interesting outside
of the scope of QAQC, and they likely have applications in other areas.

In addition, in Section 3.15, we present circuits for computing the gradient of the cost function,
including a generalization of the Power-of-one-qubit circuit [7] that computes both the real and

imaginary parts of (U, V).

3.4.1 Hilbert-Schmidt Test

Consider the circuit in Fig. 3.4(a). Below we show that this circuit computes |Tr(V'U)|?, where U
and V are n-qubit unitaries. The circuit involves 2n qubits, where we call the first (second) n-qubit

system A (B).
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The first step in the circuit is to create a maximally entangled state between A and B, namely,

the state

O*)ap = Z a® i), (3.14)

where f = (J1, J2, ---» Jn) 18 a vector index in which each component j; is chosen from {0, 1}. The
first two gates in Fig. 3.4(a)—the Hadamard gates and the CNOT gates (which are performed in
parallel when acting on distinct qubits)—create the |®*) state.

The second step is to act with U on system A and with V* on system B. (V* is the complex
conjugate of V, where the complex conjugate is taken in the standard basis.) Note that these two

gates are performed in parallel. This gives the state
% 1 e % e
(U@ V*)|®*)ap = ﬁZUmA ®V*[j)s. (3.15)

We emphasize that the unitary V* is implemented on the quantum computer, not V itself. (See
Section 3.10 for elaboration on this point.)

The third and final step is to measure in the Bell basis. This corresponds to undoing the unitaries
(the CNOTs and Hadamards) used to prepare |®*) and then measuring in the standard basis. At
the end, we are only interested in estimating a single probability: the probability for the Bell-basis
measurement to give the |®*) outcome, which corresponds to the all-zeros outcome in the standard

basis. The amplitude associated with this probability is

(®F|U @ V*| DY) = (dF|UV' @ 1| D) (3.16)

1 3
= ETr(VVU) . (3.17)

To obtain the first equality we used the ricochet property:
I ® X|0") = XT  I|®Y), (3.18)

which holds for any operator X acting on a d-dimensional space. The probability of the |®*)

outcome is then the absolute square of the amplitude, i.e., (1/d?)|Tr(VU)|?. Hence, this probability
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gives us the absolute value of the Hilbert-Schmidt inner product between U and V. We therefore
call the circuit in Fig. 3.4(a) the Hilbert-Schmidt Test (HST).

Consider the depth of this circuit. Let D(G) denote the depth of a gate sequence G for a
fully-connected quantum computer whose native gate alphabet includes the CNOT gate and the set

of all one-qubit gates. Then, for the HST, we have
D(HST) =4 +max{D(U),D(V*)}. 3.19)

The first term of 4 is associated with the Hadamards and CNOTs in Fig. 3.4(a), and this term is
negligible when the depth of U or V* is large. The second term results from the fact that U and V*
are performed in parallel. Hence, whichever unitary, U or V*, has the larger depth will determine

the overall depth of the HST.

3.4.2 Local Hilbert-Schmidt Test

Let us now consider a slightly modified form of the HST, shown in Fig. 3.4(b). We call this the
Local Hilbert-Schmidt Test (LHST) because, unlike the HST in Fig. 3.4(a), only two of the total
number 2n of qubits are measured: one qubit from system A, say A, and the corresponding qubit
B from system B, where j € {1,2,...,n}.

The state of systems A and B before the measurements is given by Eq. (3.15). Using the

ricochet property in (3.18) as before, we obtain

(U V)@ Yap = (UV' @ )|®*)ap (3.20)

= (W I)|® )4, (3.21)

where W := UVT. Let A ; denote all systems Ay except for A;, and let B; denote all systems By
except for B;. Taking the partial trace over A ; and B; on the state in (3.21) gives us the following

state on the qubits A; and B; that are being measured:
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(a)

10)4, —{H] H

1004, —{H] L

Figure 3.4: (a) The Hilbert-Schmidt Test. For this circuit, the probability to obtain the measurement
outcome in which all 2n qubits are in the |0) state is equal to (1/d?)|Tr(V'U)|?. Hence, this circuit
computes the magnitude of the Hilbert-Schmidt inner product, [(V, U)|, between U and V. (b) The
Local Hilbert-Schmidt Test, which is the same as the Hilbert-Schmidt Test except that only two of
the 2n qubits are measured at the end. Shown is the measurement of the qubits A; and By, and the
probability that both qubits are in the state |0) is given by (3.25) with j = 1.

Trji 5,(Wa ® 1)|®")(@*|45(W} ® I5))

I;
=Try, ((WA ® Ip;) (|‘D+><(D+|A,~B_,- ® %)
xX(W} @ I, (3.22)
= (8; ® Ip;) (|D") (D |4;3,) - (3.23)

In (3.22), |®7) A;B; 1s a 2-qubit maximally entangled state of the form in (3.14). In (3.23), we have
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defined the channel &; by

I
8j(pAJ.) = TrA—j (WA (ij ® 2n_‘]1) W;;) . (3.24)

The probability of obtaining the (0, 0) outcome in the measurement of A; and B; is the overlap of

the state in (3.23) with the @), 5, state, given by
FO =T (|0) (@45, (87 @ I, ) (197 )@ 4,,)) (3.25)

Note that this is the entanglement fidelity of the channel &;. We use these entanglement fidelities

(for each j) to define the local cost function Crygst(U, V) as

(IR
Crust(U,V) = - Z CﬁjH)ST(U, V), (3.26)
n =
where
(U V) =1-F (3.27)
LHST\Z> "/ - e -
Note that for all j € {1,2,...,n}, the maximum value of Fe(j ) is one, which occurs when &; is the

identity channel. This means that the minimum value of C yst(U, V) is zero. In Section 3.11, we

show that Cy gst 18 indeed a faithful cost function:

Proposition 1: For all unitaries U and V/, it holds that Cygst(U,V) = 0if and only if U = V (up to

a global phase).

The cost function Cpysr is simply the average of the probabilities that the two qubits A;B; are
not in the |00) state, while the cost function Cygr is the probability that all qubits are not in the
|0)®2" state. Since the probability of an intersection of events is never greater than the average of

the probabilities of the individual events, we find that
Crust(U, V) < Cust(U, V) (3.28)
for all unitaries U and V. Furthermore, we can also formulate a bound in the reverse direction
nCrust(U,V) > Cust(U, V). (3.29)

In Section 3.12, we offer a proof for the above bounds.
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Proposition 2: Let U and V be 2" x 2" unitaries. Then,
Crust(U,V) < Cust(U,V) < nCrust(U, V).

The depth of the circuit in Fig. 3.4(b) used to compute the cost function Cpgsr 1s the same as

the depth of the circuit in Fig. 3.4(a) used to compute Cyst, namely,

D(LHST) = 4 + max{D (U), D(V*)}. (3.30)

3.5 Computational complexity of cost evaluation

In this section, we state impossibility results for the efficient classical evaluation of both of our costs,
Cust and Cryst. To show this, we analyze our circuits in the framework of deterministic quantum
computation with one clean qubit (DQC1) [7]. We then make use of known hardness results for
the class DQC1, and establish that the efficient classical approximation of our cost functions is

impossible under reasonable complexity assumptions.

3.5.1 One-clean-qubit model of computation

The complexity class DQC1 consists of all problems that can be efficiently solved with bounded
error in the one-clean-qubit model of computation. Inspired by the early implementations of NMR
quantum computing [7], in the one-clean-qubit model of computation the input is specified by a

single “clean qubit”, together with a maximally mixed state on n qubits:
p =10)(0] ® (1/2)*". (3.3D

A computation is then realized by applying a poly(n)-sized quantum circuit Q to the input. We
then measure the clean qubit in the standard basis and consider the probability of obtaining the

outcome “07, i.e.,

Tr[(]0)(0] ® I*")QpQ"]. (3.32)
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The DQC1 model of computation has been widely studied, and several natural problems have been
found to be complete for DQC1. Most notably, Shor and Jordan [4] showed that the problem of
trace estimation for 2" x 2" unitary matrices that specify poly(n)-sized quantum circuits is DQC1-
complete. Moreover, Fujii et al. [85] showed that classical simulation of DQC1 is impossible, unless
the polynomial hierarchy collapses to the second level. Specifically, it is shown that an efficient
classical algorithm that is capable of weakly simulating the output probability distribution of any
DQC1 computation would imply a collapse of the polynomial hierarchy to the class of Arthur-Merlin
protocols, which is not believed to be true. Rather, it is commonly believed that the class DQC1 is
strictly contained in BQP, and thus provides a sub-universal model of quantum computation that is
hard to simulate classically. Finally, we point out that the complexity class DQC1 is known to give
rise to average-case distance measures, whereas worst-case distance measures (such as the diamond
distance) are much harder to approximate, and known to be QIP-complete [86]. Currently, it is not
known whether there exists a distance measure that lies between the average-case and worst-case
measures in DQC1 and QIP, respectively. However, we conjecture that only average-case distance
measures are feasible for practical purposes. We leave the task of finding a distance measure whose
approximation is complete for the class BQP as an interesting open problem.

Our contributions are the following. We adapt the proofs in [4, 85] and show that the problem
of approximating our cost functions, Cyst or CpysT, up to inverse polynomial precision is DQC1-
hard. Our results build on the fact that evaluating either of our cost functions is, in some sense, as
hard as trace estimation. Using the results from [85], it then immediately follows that no classical

algorithm can efficiently approximate our cost functions under certain complexity assumptions.

3.5.2 Approximating Cgst is DQC1-hard
In Section 3.13, we prove the following:

Theorem 6: Let U and V be poly(n)-sized quantum circuits specified by 2" x 2" unitary matrices,
and let € = O(1/poly(n)). Then, the problem of approximating Cyst(U, V) up to e-precision is
DQC1-hard.
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3.5.3 Approximating Cy st is DQC1-hard

In Sec. 3.13, we also prove the following:

Theorem 7: Let U and V be poly(n)-sized quantum circuits specified by 2" x 2" unitary matrices,
and let € = O(1/poly(n)). Then, the problem of approximating Cpyst(U, V) up to e-precision is
DQC1-hard.

As a consequence of these results, it then follows from [85] that there is no classical algorithm
to efficiently approximate our cost functions, Cyst or Cryst, With inverse polynomial precision,

unless the polynomial hierarchy collapses to the second level.

3.6 Small-scale implementations

This section presents the results of implementing QAQC, as described in Sec. 3.3, for well-
known one- and two-qubit unitaries. Some of these implementations were done on actual quantum
hardware, while others were on a simulator. In each case, we performed gradient-free continuous
parameter optimization in order to minimize the cost function Cyst in (3.5), evaluating this cost
function using the circuit in Fig. 3.4(a). For full details on the optimization procedure, see

Section 3.14.

3.6.1 Quantum hardware

We implement QAQC on both IBM’s and Rigetti’s quantum computers. In what follows, the depth

of a gate sequence is defined relative to the native gate alphabet of the quantum computer used.

3.6.1.1 IBM’s quantum computers

Here, we consider the 5-qubit IBMQX4 and the 16-qubit IBMQXS. For these quantum computers,

the native gate set is

Apm = {R:(7/2), R;(6), CNOT;; } (3.33)
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where the single-qubit gates R, (7/2) and R;(6) can be performed on any qubit and the two-qubit
CNOT gate can be performed between any two qubits allowed in the topology; see [97] for the
topology of IBMQX4 and [98] for the topology of IBMQXS.

To compile a given unitary U, we use the general procedure outlined in Sec. 3.3.3. Specifically,
our initial gate structure, given by V; (@), is selected at random from the gate alphabet in (3.33). We
then calculate the cost Cust(U, V;(@)) by executing the HST shown in Fig. 3.4(a) on the quantum
computer. To perform the continuous parameter optimization over the angles 6 of the R, gates, we
make use of Algorithm 2 outlined in Section 3.14.1. This method is designed to limit the number of
objective function calls to the quantum computer, which is an important consideration when using
queue-based quantum computers like IBMQX4 and IBMQXS5 since these can entail a significant
amount of idle time in the queue.

In essence, our method in Algorithm 2 discretizes the continuous parameter space of angles 6
to perform the continuous optimization. These angles are selected uniformly over the unit circle
and the grid spacing between them decreases in the number of iterations. See Section 3.14.1 for
full details. If the cost of the new sequence is less than the cost of the previous sequence, then we
accept the change. Otherwise, we accept the change with a probability that decreases exponentially
in the magnitude of the difference in cost. This change in cost defines one iteration.

In Fig. 3.5(a), we show results for compiling single-qubit gates on IBMQX4. All gates (/,
T, X, and H) converge to a cost below 0.1, but no gate achieves a cost below our tolerance of
1072, As elaborated upon in Sec. 3.8, this is due to a combination of finite sampling, gate fidelity,
decoherence, and readout error on the device. The single-qubit gates compile to the following gate

sequences:
1. I gate: R (0), with 8 =~ 0.01x.
2. T gate: R,(6), with 6 ~ 0.307.
3. X gate: R, (n/2)R:(x/2).
4. H gate: R,(01)R(n/2)R.(6,), with 6 = 6, = 0.507.
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Figure 3.5(b) shows results for compiling the same single-qubit gates as above on IBMQXS.
The gate sequences have the same structure as listed above for IBMQX4. The optimal angles
achieved are 8 = —0.03x for the I gate and § = 0.23x for the T gate. The X gate compiles to
R:(7/2)R,(7/2), and the Hadamard gate H compiles to R, (7/2)R,(7/2)R,(7/2).

In our data collection, we performed on the order of 10 independent optimization runs for each
target gate above. The standard deviations of the angles 6 were on the order of 0.05x, and this can

be viewed as the error bars on the average values quoted above.

3.6.1.2 Rigetti’s quantum computer

The native gate set of Rigetti’s 8Q-Agave 8-qubit quantum computer is
ﬂRigetti = {Rx(iﬂ'/2), Rz(e), CZij} (334)

where the single-qubit gates R, (+7/2) and R,(6) can be performed on any qubit and the two-qubit
CZ gate can be performed between any two qubits allowed in the topology; see [99] for the topology
of the 8Q-Agave quantum computer.

As with the implementation on IBM’s quantum computers, for the implementation on Rigetti’s
quantum computer we make use of the general procedure outlined in Sec. 3.3.3. Specifically,
we perform random updates to the gate structure followed by continuous optimization over the
parameters 6 of the R, gates using the gradient-free stochastic optimization technique described in
Algorithm 1 in Section 3.14. In this optimization algorithm, we use fifty cost function evaluations
to perform the continuous optimization over parameters. (That is, each iteration in Fig. 3.5(c) and
Fig. 3.6 uses fifty cost function evaluations, and each cost function evaluation uses 10, 000 calls to
the quantum computer for finite sampling.) We take the cost error tolerance (the parameter &’ in
Algorithm 1) to be 1072, and for each run of the Hilbert-Schmidt Test, we take 10, 000 samples in
order to estimate the cost. Our results are shown in Fig. 3.5(c). As described in Algorithm 1, we
define an iteration to be one accepted update in gate structure followed by a continuous optimization

over the internal gate parameters.
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Figure 3.5: Compiling the one-qubit gates I, X, H, and T using the gradient-free optimization
technique described in Section 3.14. The plots show the cost Cyst as a function of the number of
iterations, where an iteration is defined by an accepted update to the gate structure; see Sec. 3.3.3
for a description of the procedure. The insets display the minimum cost achieved by optimizing
over gate sequences with a fixed depth, where the depth is defined relative to the native gate alphabet
of the quantum computer used. (a) Compiling on the IBMQX4 quantum computer, in which we
took 8,000 samples to evaluate the cost for each run of the Hilbert-Schmidt Test. (b) Compiling
on the IBMQXS5 quantum computer, in which we again took 8, 000 samples to evaluate the cost for
each run of the Hilbert-Schmidt Test. (c) Compiling on Rigetti’s 8Q-Agave quantum computer. In
the plot, each iteration uses 50 cost function evaluations to perform the continuous optimization.
For each run of the Hilbert-Schmidt Test to evaluate the cost, we took 10, 000 samples (calls to the
quantum computer).
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The gates compiled in Fig. 3.5(c) have the following optimal decompositions. The same

decompositions also achieve the lowest cost in the cost vs. depth plot in the inset.
1. I gate: R (6), with 8 = 0.
2. T gate: R,(6), with 6 =~ 0.342x.
3. X gate: R, (—n/2)R.(—mn/2).
4. H gate: R (01)Ry(n/2)R,(6>), with 6] ~ 0.507 and 6, ~ 0.497.

As with the results on IBM’s quantum computers, none of the gates achieve a cost less than 1072,
due to factors such as finite sampling, gate fidelity, decoherence, and readout error. In addition,
similar to the IBM results, the standard deviations of the angles 6 here were on the order of 0.057,
which can be viewed as the error bars on the average values (over 10 independent runs) quoted

above.

3.6.2 Quantum simulator

We now present our results on executing QAQC for single-qubit and two-qubit gates using a

simulator. We use the gate alphabet
A ={R(7/2), R,(0), CNOT;; }, (3.35)

which is the gate alphabet defined in Eq. (3.33) except with full connectivity between the qubits. We
again use the gradient-free optimization method outlined in Section 3.14 to perform the continuous
parameter optimization. The simulations are performed assuming perfect connectivity between the
qubits, no gate errors, and no decoherence.

Using Rigetti’s quantum virtual machine [2], we compile the controlled-Hadamard (CH) gate,
the CZ gate, the SWAP gate, and the two-qubit quantum Fourier transform QFT, by adopting the
gradient-free continuous optimization procedure in Algorithm 1. We also compile the single-qubit

gates X and H. For each run of the Hilbert-Schmidt Test to determine the cost, we took 20, 000
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Figure 3.6: Compiling one- and two-qubit gates on Rigetti’s quantum virtual machine with the
gate alphabet in (3.35) using the gradient-free optimization technique described in Algorithm
I in Section 3.14. (a) The minimum cost achieved by optimizing over gate sequences with a
fixed depth. (b) The cost as a function of the number of iterations of the full gate structure and
continuous parameter optimization; see Sec. 3.3.3 for a description of the procedure. Note that each
iteration uses 50 cost function evaluations, and each cost function evaluation uses 10, 000 samples
(calls to the quantum computer). (c) Shortest-depth decompositions of the two-qubit controlled-
Z, controlled-Hadamard, and quantum Fourier transform gates as determined by the compilation
procedure. The equalities indicated are true up to a global phase factor. Here, —{¢/— denotes the
rotation gate R,(6), while represents the rotation gate R, (7/2).
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samples. Our results are shown in Fig. 3.6. For the SWAP gate, we find that circuits of depth
one and two cannot achieve zero cost, but there exists a circuit with depth three for which the cost
vanishes. The circuit achieving this zero cost is the well-known decomposition of the SWAP gate
into three CNOT gates. While our compilation procedure reproduces the known decomposition
of the SWAP gate, it discovers a decomposition of both the CZ and the QFT, gates that differs
from their conventional “textbook’ decompositions, as shown in Fig. 3.6(c). In particular, these
decompositions have shorter depths than the conventional decompositions when written in terms
of the gate alphabet in (3.35).

In Section 3.15, we likewise implement QAQC for one- and two-qubit gates on a simulator, but

instead using a gradient-based continuous parameter optimization method outlined therein.

3.7 Larger-scale implementations

While in the previous section we considered one- and two-qubit unitaries, in this section we explore
larger unitaries, up to nine qubits. The purpose of this section is to see how QAQC scales, and
in particular, to study the performance of our Cyst and Cpysrt cost functions as the problem size

increases. We consider two different examples.

Example 1: In the first example, we let U be a tensor product of one-qubit unitaries. Namely we

consider

U= R.(6)) (3.36)
j=1

where the 6; are randomly chosen, and R;(6) is a rotation about the z-axis of the Bloch sphere by

angle 6. Similarly, our ansatz for V is of the same form,
n
V=) R:(4)) (3.37)
j=1

where the initial values of the angles ¢; are randomnly chosen.
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Example 2: In the second example, we go beyond the tensor-product situation and explore a unitary

that entangles all the qubits. The target unitary has the form U = U4(§’)U3 U,U, (5), with

U, (6) = ® R.(6;), U, =..CNOT3CNOT}, (3.38)
J=1
Us = ..CNOT4sCNOT3,  Ua(8) = (X) R-()) . (3.39)
j=1

Here, CNOT}; denotes a CNOT with qubit k the control and qubit / the target, while 6= {6} and
g = {6;.} are n-dimensional vectors of angles. Hence U, and Uz are layers of CNOTs where the
CNOTs in Us are shifted down by one qubit relative to those in U,. Our ansatz for the trainable
unitary V has the same form as U but with different angles, i.e., V = U4(5’)U3U2U 1((5) where 5

and (5’ are randomly initialized.

In what follows we discuss our implementations of QAQC for these two examples. We first
discuss the implementation on a simulator without noise, and then we move onto the implementation

on a simulator with a noise model.

3.7.1 Noiseless implementations

We implemented Examples 1 and 2 on a noiseless simulator. In each case, starting with the ansatz
for V at arandomly chosen set of angles, we performed the continuous parameter optimization over
the angles using a gradient-based approach. We made use of Algorithm 4 in Section 3.15.3, which
is a gradient descent algorithm that explicitly evaluates the gradient using the formulas provided in
Section 3.15.3. For each run of the HST and LHST, we took 1000 samples in order to estimate the
value of the cost function. The results of this implementation are shown in Figs. 3.7 and 3.8.

In the case of Example 1 (Fig. 3.7), both the Cyst and Cpgst cost functions converge to the
desired global minimum up to 5 qubits. However, for n = 6, 7, 8, and 9 qubits, we find cases in
which the Cyst cost function does not converge to the global minimum but the Cy yst cost function
does. Specifically, the cost Cyst stays very close to one, with a gradient value smaller than the

pre-set threshold of 1073 for four consecutive iterations, causing the gradient descent algorithm to
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Figure 3.7: Results of performing continuous parameter optimization using the HST and the LHST
for the scenario described in Example 1. We make use of the gradient-based optimization algorithm
given by Algorithm 4 in Section 3.15. The curves “HST via LHST” are given by evaluating Cyst
using the angles obtained during the optimization iterations of Crgst. For each run of the HST and
LHST, we use 1000 samples to estimate the cost function.
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Figure 3.8: Results of performing continuous parameter optimization using the HST and the
LHST for the scenario described in Example 2. We make use of the gradient-based optimization
algorithm given by Algorithm 4 in Section 3.15, in which each iteration can involve several calls to
the quantum computer. The curves “HST via LHST” are given by evaluating Cyst using the angles
obtained during the optimization iterations of Cpgst. For each run of the HST and LHST, we use
1000 samples to estimate the cost function.

declare convergence. Interestingly, even in the cases that the Cygst cost does not converge to the
global minimum, training with the Cpgst cost allows us to fully minimize the Cyst cost. (See the
green curves labelled “HST via LHST” in Fig. 3.7, in which we evaluate the Cygr cost at the angles
obtained during the optimization of the Cy gst cost.) This fascinating feature implies that, forn > 6
qubits in Example 1, training our Cpyst cost is better at minimizing the Cyst cost than is directly
attempting to train the Cygr cost.

We find very similar behavior for Example 2 (Fig. 3.8). In particular, for n > 6 qubits, we were
unable to directly train the Cyst cost. However, the Cpyst cost converges to the global minimum

for n = 6 and 8 qubits. Furthermore, as with Example 1, we find that minimizing the Cyygst cost
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also minimizes the Cyst cost.

3.7.2 Noisy implementations

We implemented Examples 1 and 2 on IBM’s noisy simulator, where the noise model matches that
of the 16-qubit IBMQXS5 quantum computer. This noise model accounts for 77 noise, 7> noise, gate
errors, and measurement errors. We emphasize that these are realistic noise parameters since they
simulate the noise on currently available quantum hardware. (Note that when our implementations
required more than 16 qubits, we applied similar noise parameters to the additional qubits as those
for the 16 qubits of the IBMQXS5.) We used the same training algorithm as the one we used in the
noiseless case above. The results of these implementations are shown in Figs. 3.9 and 3.10.

Similar to the noiseless case, for Example 1 (Fig. 3.9) and for Example 2 (Fig. 3.10), we find
that both the Cyst and Cyygst cost functions converge up to a problem size of 5 qubits. Due to the
noise, as expected, both cost functions converge to a value greater than zero. For n > 6 qubits,
however, we find that the Cygst cost function does not converge to a local minimum. Specifically,
this cost stays very close to one with a gradient value smaller than the pre-set threshold of 1073
for four consecutive iterations, causing the gradient descent algorithm to declare convergence. The
local cost, on the other hand, converges to a local minimum in every case.

Remarkably, despite the noise in the simulation, we find that the angles obtained during the
iterations of the Cyyst optimization correspond to the optimal angles in the noiseless case. This
result is indicated by the green curves labeled “Noiseless HST via LHST”. One can see that the
green curves go to zero for the local minima found by training the noisy Cp gst cost function. Hence,
in these examples, training the noisy Cpgst cost function can be used to minimize the noiseless
Cyst cost function to the global minimum. This intriguing behavior suggests that the noise has not
affected the location (i.e., the value for the angles) of the global minimum. We thus find evidence
of the robustness of QAQC to the kind of noise present in actual devices. We elaborate on this

point in the next section.
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Figure 3.9: Results of performing continuous parameter optimization using the HST and the
LHST, in the presence of noise, for the scenario described in Example 1. The noise model used
matches that of the IBMQXS5 quantum computer. We make use of the gradient-based optimization
algorithm given by Algorithm 4 in Section 3.15. The curves “Noiseless HST via LHST” are given
by evaluating Cyst (Without noise) using the angles obtained during the optimization iterations of
Crust. For each run of the HST and LHST, we use 1000 samples to estimate the cost function.
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Figure 3.10: Results of performing continuous parameter optimization using the HST and the
LHST, in the presence of noise, for the scenario described in Example 2. The noise model used
matches that of the IBMQXS quantum computer. We make use of the gradient-based optimization
algorithm given by Algorithm 4 in Section 3.15. The curves “Noiseless HST via LHST” are given
by evaluating Cyst (Without noise) using the angles obtained during the optimization iterations of
Crust. For each run of the HST and LHST, we use 1000 samples to estimate the cost function.

3.8 Discussion

On both IBM’s and Rigetti’s quantum hardware, we were able to successfully compile one-qubit
gates with no a priori assumptions about gate structure or gate parameters. We also successfully
implemented QAQC for simple 9-qubit gates on both a noiseless and noisy simulator. These
implementations highlighted two important issues, (1) barren plateuas in cost landscape and (2) the

effect of hardware noise, which we discuss further now.
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3.8.1 Barren plateaus

Recent results [40, 100] on gradient-based optimization with random quantum circuits suggest that
the probability of observing non-zero gradients tends to become exponentially small as a function
of the number of qubits. That work showed that a hardware-efficient ansatz leads to vanishing
gradients as the ansatz’s depth becomes deeper (and hence begins to look more like a random
unitary). This is an important issue for many variational hybrid algorithms, including QAQC, and
motivates the need to avoid a deep, random ansatz. Strategies to address this “barren plateau” issue
for QAQC include restricting to a short-depth ansatz, or alternatively employing an application-
specific ansatz that takes into account some information about the target unitary U. We intend
to explore application-specific ansatze in future work to address this issue. There may be other
strategies based on the fact that similar issues have been identified in classical deep learning [101].
For instance, recent work [102] shows that gradient descent with momentum (GDM) using an
adaptive (multiplicative) integration step update, called resilient backpropagation (rProp), can help
with convergence. But, this is an active research area and will likely be important to the success of
variational hybrid algorithms.

Interestingly, in this work, we identified another barren plateau issue that is completely indepen-
dent and distinct from the issue raised in Refs. [40, 100]. Namely, we found that our operationally
meaningful cost function, Cyst, can have barren plateaus even when the ansatz is a depth-one
circuit. The gradient of Cyst can vanish exponentially in n even when the ansatz has only a single
parameter. This issue became apparent in our implementations (see Figs. 3.7 through 3.10), where
we were unable to directly train the Cyst cost for n > 6 qubits. Fortunately, we fixed this issue by
introducing the Cpgst cost, which successfully trained in all cases we attemped (we attempted up
to n = 9 qubits). Although Cpyst is not directly operationally meaningful, it is indirectly related
to Cyst via Egs. (3.28) and (3.29). Hence it can be used to indirectly train Cyst, as shown in
Figs. 3.7 through 3.10. We believe this barren plateau issue will show up in other variational
hybrid algorithms. For example, we encountered the same issue in a recently introduced variational

algorithm for state diagonalization [103].
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3.8.2 Effect of hardware noise

The impact of hardware noise, such as decoherence, gate infidelity, and readout error, is important
to consider. This is especially true since QAQC is aimed at being a useful algorithm in the era of
NISQ computers, although we remark that QAQC may also be useful for fault-tolerant quantum
computing.

On the one hand, we intuitively expect noise to significantly affect the HST and LHST cost
evaluation circuits. On the other hand, we see empirical evidence of noise resilience in Figs. 3.9
and 3.10. Let us elaborate on both our intuition and our empirical observations now.

A qualitative noise analysis of the HST circuit in Fig. 3.4(a) is as follows. To compile a unitary
U acting on n qubits, a circuit with 2n qubits is needed. Preparing the maximally-entangled
state |®*) in the first portion of the circuit requires n CNOT gates, which are significantly noisier
than one-qubit gates and propagate errors to other qubits through entanglement. In principle, all
Hadamard and CNOT gates can be implemented in parallel, but on near-term devices this may not
be the case. Additionally, due to limited connectivity of NISQ devices, it is generally not possible
to directly implement CNOTSs between arbitrary qubits. Instead, the CNOTs need to be “chained”
between qubits that are connected, a procedure that can significantly increase the depth of the
circuit.

The next level of the circuit involves implementing U in the top n-qubit register and V* in
the bottom n-qubit register. Here, the noise of the computer on V* is not necessarily undesirable
since it could allow us to compile noise-tailored algorithms that counteract the noise of the specific
computer, as described in Sec. 3.2. Nevertheless, the depth of V* and/or of U essentially determines
the overall circuit depth as noted in (3.19), and quantum coherence decays exponentially with the
circuit depth. Hence, compiling larger gate sequences involves additional loss of coherence on
NISQ computers.

The final level of the HST circuit involves making a Bell measurement on all qubits and is the
reverse of the first part of the circuit. As such, the same noise analysis of the first portion of the

circuit applies here. Readout errors can be significant on NISQ devices [104], and our HST circuit
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involves a number of measurements that scales linearly in the number of qubits. Hence, compiling
larger unitaries can increase overall readout error.
A similar qualitative noise analysis holds for the LHST circuit in Fig. 3.4(b), except we note

that to calculate the functions C (/)

Lhst 10 (3.26) we require only one CNOT gate in the last portion

of the LHST circuit before the measurement. Furthermore, we measure only two qubits regardless
of the total number of qubits.

With that said, we observed a (somewhat surprising) noise resilience in Figs. 3.9 and 3.10. In
these implementations, we imported the noise model of the IBMQXS5 quantum computer, which
is a currently available cloud quantum computer. Hence, we considered realistic noise parameters
for decoherence, gate infedility, and readout error. This noise affected all circuit elements of the
LHST circuit in Fig. 3.4(b). Yet we still obtained the correct unitary V via QAQC, as shown by the
green curves going to zero in Figs. 3.9 and 3.10.

Naturally, we plan to investigate this noise resilience in full detail in future work. But it is worth
emphasizing the following point here. The value of the cost could be significantly affected by noise
without shifting the location of the global minimum in parameter space. In fact, one can see in
Figs. 3.9 and 3.10 that the value of the Cp st cost is significantly affected by noise. Namely, note
that the red curves in these plots do not go to zero for larger iterations. However, the green curves
do go to zero, which means that QAQC found the correct parameters for V despite the noisy cost
values.

We could speculate reasons for why the global minimum appears not shift in parameter space
with noise. For example, it could be due to the nature of our cost functions. These cost functions
can be thought of as entanglement fidelities and hence are related to Hilbert-space averages of
input-output fidelities, see Eq. (3.6). By averaging the input-output fidelity over the whole Hilbert
space, the effect of noise could essentially be averaged away. This is just speculation at this point,
and we will perform a detailed analysis of the effect of noise in future work. Regardless, our

preliminary results in Figs. 3.9 and 3.10 suggest that QAQC may indeed be useful in the NISQ era.
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3.9 Conclusions

Quantum compiling is crucial in the era of NISQ devices, where constraints on NISQ computers
(such as limited connectivity, limited circuit depth, etc.) place severe restrictions on the quantum
algorithms that can be implemented in practice. In this work, we presented a methodology for
quantum compilation called quantum-assisted quantum compiling (QAQC), whereby a quantum
computer provides an exponential speedup in evaluating the cost of a gate sequence, i.e., how well
the gate sequence matches the target. In principle, QAQC should allow for the compiling of larger
algorithms than standard classical methods for quantum compiling due to this exponential speedup.
As a proof-of-principle, we implemented QAQC on IBM’s and Rigetti’s quantum computers to
compile various one-qubit gates to their native gate alphabets. To our knowledge, this is the
first time NISQ hardware has been used to compile a target unitary. In addition, we successfully
implemented QAQC on a noiseless and noisy simulator for simple 9-qubit unitaries.

Our main technical results were the following. First, we carefully chose a cost function (which
involved global and local overlaps between a target unitary U and a trainable unitary V) and proved
that it satisfied four criteria: it is faithful, it is efficient to compute on a quantum computer, it has an
operational meaning, and it scales well with the size of the problem. Second, we presented short-
depth circuits (see Sections 3.4.1 and 3.4.2) for computing our cost function. Third, we proved that
evaluating our cost function is DQC1-hard, and hence no classical algorithm can efficiently evaluate
our cost function, under reasonable complexity assumptions. This established a rigorous proof for
the difficulty of classically simulating QAQC. We also remark that, in the Section, we detailed our
gradient-free and gradient-based methods for optimizing our cost function. This included a circuit
for gradient computation that generalizes the famous Power of One Qubit [7] and hence is likely of
interest to a broader community.

As elaborated in the Discussion section, our noisy implementations of QAQC showed a surpris-
ing resilience to noise. While simulating realistic noise parameters based on a currently available
cloud quantum computer (IBMQXS5), we were able to run QAQC on a 9-qubit unitary and obtain

the correct parameters for V. We plan to investigate this intriguing noise resilience in future work.
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QAQC is a novel variational hybrid algorithm, similar to other well-known variational hybrid
algorithms such as VQE [78] and QAOA [77]. Variational hybrid algorithms are likely to provide
some of the first real applications of quantum computers in the NISQ era. In the case of QAQC,
it is an algorithm that makes other algorithms more efficient to implement, via algorithm depth
compression. We note that the ability to compress algorithm depth will also be useful (to reduce
the run-time of quantum circuits) in the era of fault-tolerant quantum computing. The central

application of QAQC is thus to make quantum computers more useful.

3.10 Remark on implementation of V*

As mentioned in Sec. 3.4, a subtle point about evaluating the cost functions Chst(U, Vi (@)) and
Ciust(U, V7 (@)) is that the complex conjugate V(@) must be executed on the quantum computer,
not V];(&) itself. The complex conjugate of a unitary corresponding to a gate sequence can be
obtained by taking the complex conjugate of each unitary in the gate sequence. However, if each
gate in the sequence comes from a gate alphabet A, it is possible that the complex conjugate of a
gate in the sequence is not contained in the alphabet; for example, if A = {R,(7/2), R,(0)}, then
the complex conjugate of R,(7/2), which is R,(—n/2), is not contained in A. But the unitary
R (m)R(7/2)R, () is equal (up to a global phase) to R,(—n/2). There are thus two ways to
proceed when performing the compilation procedure: during the optimization over the continuous
parameters, directly run the gate sequence corresponding to Vz (@), expressing it in terms of the
native gate alphabet of the quantum computer, then at the end establish the complex conjugate of
the optimal unitary as the unitary to which U has been compiled. This would involve translating
the complex conjugate of each gate in the optimal sequence into the native gate alphabet of the
quantum computer. An alternative is to first take the complex conjugate V; (@)" by translating the
complex conjugate of each gate in the sequence into the native gate alphabet, then execute the
resulting sequence on the quantum computer. In each case, we allow for a small-scale classical
compiler that can perform the simple translation of the complex conjugate of a gate sequence into

the native gate alphabet of the quantum computer. Note that this small-scale classical compiler
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does not come with exponential overhead because it is only compiling one- and two-qubit gates.
Also, observe that if a gate alphabet is not closed under complex conjugation, then the depth
of a gate sequence from that alphabet can increase by taking its complex conjugate. This is true
for the example given above, in which the complex conjugate R, (—x/2) of R,(7/2) has a depth of
three under the alphabet A = {R,(7/2), R.(0)}, while the original gate has a depth of only one.
However, in general, note that the final depth increases by at most a constant factor relative to the

original depth.

3.11 Faithfulness of LHST cost function

Proposition 1: For all unitaries U and V, it holds that Cygst(U,V) = 0if and only if U = V (up to

a global phase).

Proof: First, we note that since 0 < CIEQST(U ,V) < 1forall j € {1,2,...,n}, we get that

Crust(U,V) = 0if and only ifc\) (U,v)=0,i.e., Fe(j) =1,forallj € {1,2,...,n}. Next, since

LHST
Fe(j ) is by definition the entanglement fidelity of the channel &;, we have that Fe(j )= lifand only if
& is theidentity channel 7. Finally, the condition U = Visequivalentto W := U VT = I. Therefore,
it suffices to prove that W = I if and only if &; is the identity channel for all j € {1,2,...,n}. The

implication W = = &; = 1 forall j € {1,2,...,n} is immediate. We now prove the converse.
Let j = 1, and suppose that W has the following operator Schmidt decomposition under the

bipartite cut A1|A, - - - Ay:
W= Z Vo xt eyt A (3.40)
i=1

where {X;}!_, and {Y;}]_, are orthonormal sets of operators, o; > 0 are the Schmidt coeflicients of
W, and r is the Schmidt rank of W. Since W is unitary, we have
r
wiw = Z NTor X X @ Y[ Yir = 1n,.a,, (3.41)
ii'=1
which implies that

Traya,(WW) = > 0iX[ Xi = 271y, (3.42)
i=1
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Plugging in the Schmidt decomposition of W into the definition of &; in (3.24), we get

r

1
&1(p) = Z SrToiXipX]. (3.43)

i=

The operators K; := X; can therefore be regarded as Kraus operators for &;. Indeed, they

2n1

satisfy the following condition for trace preservation:

r r
1 L
T _
2Kl = 3o ) ok X, (3.44)
i=1 i=1
- FTrAZ...An(WTW) (3.45)
=14, (3.46)

where to obtain the second equality we used (3.42).

Now, we assume that &; is the identity channel, meaning that & (p) = X._, 2(,17’1X le.T = p for
all states p. By the non-uniqueness of Kraus representations of quantum channels, there exists an
isometry V relating the Kraus operators {K;}’_, to another set {N; };:1 of Kraus operators according
to K; = Z‘;:l V;,jN;. Since one Kraus representation of the identity channel is the one consisting
of only the identity operator /, we let the set {N; }j.:l consist of only the identity operator. The

isometry V is then a r X 1 matrix, so that V;; = @; € Cforalli € {1,2,...,r}. This implies that

Ki = 55X = aila, foralli € {1,2,...,r}. Therefore,

,
Waya, = > Vo X[ @y (3.47)
i=1

on-1
_Z\/E, w/ —aily ® Y (3.48)

= Ip, ® V21! Z YA (3.49)
i=1

= Ig, ® W) s . (3.50)

= o1 2 An,

Now, given the assumption that &; = 7, so that W has the form in (3.50), we get that

where in the last line we have defined the unitary W A,

1
&2(p) = Trayea, (W’ (p® by )(W) ) (3.51)
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Therefore, applying the procedure above for j = 2 by taking the bipartite cut in the operator

Schmidt decomposition of W’ to be Ay|As--- A, we get that if &; is the identity channel, then

W =14, ® I4, ® W” for some unitary W” acting on Az ---A,. Continuing in this manner for

all j up to j = n, assuming in each case that &; is the identity channel, we ultimately obtain

W =1y, ®I4, ®---® 14, which implies that U = V, as required.

3.12 Relation between Cr st and Cyst

Proposition 2: Let U and V be 2" x 2" unitaries. Then,
Crust(U, V) < Cust(U, V) < nCrust(U, V).
Proof: First we rewrite the global cost function:
Cust(U,V) =1 — % e [viul[’
=1 - Tr[|O") (D" a5
X (W ® Ip)| D) (@ |45 (W' ® Ip)],
where W = UVT. Also, for the local cost function, we have

10 ()
C U,v ::—§CJ U,v),
LHST( ) n T LHST( )

where
()
Crst(U.V)

=1 = Tr[I1;(W ® Ip)|®*) (D [ap(W ® ])]

and we have defined
I = Ip8, @ @ DN D¥|p,5, ® - ®la,s,,
which are projectors that all mutually commute. Let
p = (W Ip)|d WD 4p(W' ® Ip).
Then, we can write Cyst(U, V) as

Cust(U,V) =1-"Tr[II, - - - II; p],
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and we can write C/)

ust(U,V) as

(U, V) = 1 = Tr[I1,p] (3.58)

forall 1 < j < n. If we associate the events E; with the projectors I1;, so that Pr[E;] = Tr[II;p],
then, Tr[I1, - - - I p] = Pr [N, Ei].
To prove (3.28), namely Crygst(U, V) < Cust(U, V), we recall a basic inequality in probability

theory. For any set {A}, Ay, ..., A,} of events, it holds that

n 1 n
Pr UA,- > - ZPr[Ai]. (3.59)
i=1 i=1
Let us take A; = E; in (3.59). Then,
[ n _— 1 n o
Pr UEi > - ) Pr[E;] (3.60)
| i=1 ] n i=1
n 1 n
= 1-Pr|(E|> 52(1—1%[151]) 3.61)
| i=1 ] i=1

By definition of the events E;, the last equality is precisely Cyst(U, V) > Crust(U, V), as required.

To prove (3.29), we make use of the union bound:

Pr UE < Zpr[E] (3.62)
i=1 i=1

= 1-Pr ﬂEi < Z(l—Pr[Ei]) (3.63)
i=1 i=1

= nCLHST(U, V). (3.64)

Given that the left-hand side of the above inequality is precisely Cyst(U,V), we have that

Cust(U,V) < nCrgst(U,V), as required. O

3.13 Proofs of complexity theorems

Theorem 6: Let U and V be poly(n)-sized quantum circuits specified by 2" x 2" unitary matrices,
and let € = O(1/poly(n)). Then, the problem of approximating Cyst(U, V) up to e-precision is
DQC1-hard.
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Figure 3.11: The trace of the unitary U’ defined by the circuit above is equal to the trace of the
non-unitary operator (|0){0| ® I)Q(|0){0| ® I)Q" up to a factor of 4 [4].

Proof: We show that the problem of approximating the cost Cyst(U, V) is hard for DQC1. In
other words, we have to show that any problem in DQC1 reduces to an instance of approximating
Cust(U,V) for some € = O(1/poly(n)). Recall that, given as input a poly(n)-sized unitary Q
on n-qubits, any problem in DQC1 requires us to estimate the acceptance probability p,.. when

measuring the outcome “0” on input p = |0){0| ® 1/2", i.e.

Pace = Tr[(]0)(0] ® )QpQT]. (3.65)

Note that, since the above equation describes a probability via the positive semi-definite operator

|0){0| ® I, the trace will result in a non-negative real number. Let us re-write Eq. (3.65) as follows:
Pacc = %|Tr[(|0><0|®1)Q(|0><0|®1)QT]|- (3.60)
When letting U’ as in Fig. 3.11, we can also write
Tr[(|0)(0] ® NQ(|0)(0] ® NQT] = Tr[U']/4, (3.67)

hence the problem is equivalent to approximating the absolute value of the trace of a unitary U’.
In fact, given our choice of U’ and when taking V to be the identity, the problem reduces to
an instance of approximating the cost Cyst(U’, I) up to some precision € = O(1/poly(n)) via a
simple reduction. Therefore, we have shown that the problem of approximating Cust(U, V) up to

e-precision is DQC1-hard. O
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Theorem 7: Let U and V be poly(n)-sized quantum circuits specified by 2" x 2" unitary matrices,
and let € = O(1/poly(n)). Then, the problem of approximating C yst(U, V) up to e-precision is
DQC1-hard.

Proof: We show that any problem in DQC1 reduces to an instance of approximating C yst(U, V)
via a reduction. We are given as input a poly(n)-sized unitary Q on n-qubits, and the task is to
estimate the acceptance probability of outputting “0”. Our proof strategy is to show that one can
efficiently extract Tr(U’), the trace of an n-qubit unitary U’, from two distinct evaluations of Cj st
and elementary post-processing. This implies that computing C\ysr is hard for DQCH1, since all
problems in DQC1 can be seen as estimating the real part of Tr(U’) via Eq. (3.66) and Eq. (3.67).

The two cost function evaluations that we consider are C nst(U1, I) and Cpyst(Us, I), where

U =U (3.68)
U, =Cy. (3.69)
Here, Cy denotes controlled-U’ operation.

First, consider U, and let the j = n+1 qubit correspond to the control qubit for the Cy» controlled

unitary. Then one can show that

. 1 )
CO (U 1) = ECEQST(Ul,I) Vjiel{l,..n}, (3.70)
c" VY, 1 = L (Tr(U’)) (3.71)
LHsT (Y2, = 2 onel ce(1r . .
This gives
C U ,I = 1 C U 91
LhsT (U2, 1) 2(n+1)( +nCrust (U1, 1)
Re(Tr(U"))
-] (3.72)

For notational simplicity, let B(U) := 1 — Cyst(U, I). Then, we can rewrite Egs. (3.72) as

1 27" , n
B(U) = 3 (1 +——Re(Tr(U) + mB(Ul)) . (3.73)

100



Hence, we have that
Re(Tr(U")) =2" ((n+1)(2B(U,) — 1) — nB(Uy)) . (3.74)

By choosing U’ according to Fig. 3.11, one can see from Eq. (3.66) and Eq. (3.67) that the problem
is equivalent to e-approximating our local cost function for some € = O(1/poly(n)). Hence,
any DQC1 problem can be efficiently solved for by computing a simple linear combination of
two instances of C yst. Therefore, we have shown that the problem of approximating the cost

Ciust(U, V) is hard for DQC1. O

3.14 Gradient-free optimization method

We now outline our approach to gradient-free optimization of over the continuous gate parameters
@ in the trainable unitary VZ(&)' This approach was used to obtain the results in Sec. 3.6. Given
that this is an implementation for small problem size, we employ the cost function Cyst(U, Vi (@)).
However, we note that one can replace Cyst with our general cost function C, for larger problem

sizes.

Algorithm 1: Gradient-free Continuous Optimization for QAQC via the HST
Input: Unitary U to be compiled; trainable unitary VE(&) of a given structure; error
tolerance &’ € (0, 1); maximum number of starting points N; maximum number of
iterations Nji, for gp_minimize; sample precision ¢ > 0.
Output: Parameters dop such that at best Cust(U, V,—(»(&Opt)) <é.
Init: @op « 0; cost « 1

1 repeat
2 choose an initial parameter @9 at random;
3 run gp_minimize with @ and Niter as input and @, as output; whenever the cost is

called upon for some @, run the HST on V;(@)* and U approximately 1/ 52 times to
estimate the cost Cyst(U, V;(@));

4 if cost > Cyst(U, V,;(&min)) then

5 L cost « Cyst(U, V]}'(&min)); &Opt — @min

¢ until cost < &’, at most N times.
7 return Qop, cost

Recall that we compute the cost function Cust (U, V; (@)) using the Hilbert-Schmidt Test (HST),

as described in Sec. 3.4.1 and illustrated in Fig. 3.4(a). For a given set of gate structure parameters
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k, the calculation of the cost on a quantum computer (as well as on a simulator) is affected by the
fact that, due to finite sampling, the HST allows us to obtain only an estimate of the magnitude
of the Hilbert-Schmidt inner product. Noise within the quantum computer itself also affects
the calculation of the cost. Therefore, in order to perform gradient-free optimization over the
continuous gate parameters @, we make use of stochastic optimization techniques that are designed
to optimize noisy functions. Specifically, we make use of the gp_minimize routine in the scikit-
optimize Python library [105], which is a gradient-free optimization routine that performs Bayesian
optimization using Gaussian processes [106, 107]. See Algorithm 1 for a general overview of the
optimization procedure. Note that with this algorithm, we obtain an e-approximate compilation of

U, with

d |\,
8=(d+1)8. (3.75)

In the small-scale quantum computer implementations of Fig. 3.5(c) and Fig. 3.6, we use 50
objective function evaluations in gp_minimize per iteration. Note that evaluating the objective
function involves running the quantum circuit many times in order to sample from the output
distribution of the circuit.

For large problem sizes, as described in Sec. 3.3.4, we propose using the cost function
Cy = qCust + (1 — q)Crust. The gradient-free continuous parameter optimization algorithm for
C, is similar to the one for Cygst in Algorithm 1, except that in addition to running the HST we run
the LHST for every qubit j € {1,2,...,n} in order to compute the local cost Crygst. In this case,

the algorithm provides an e-approximate compilation of U, with

n d ,
8:(1—q+nq)(d+1)8' (3.76)

We emphasize that our approach to gradient-free optimization avoids the exponential overhead

of evaluating the cost function classically, yet at the same time makes use of fast and efficient
classical heuristics for optimization. In fact, using the HST, Algorithm 1 requires only O(1/6?)
calls to the quantum computer in order to evaluate the cost, where 6 = 1/4/nghots 18 the sample

precision, which is related to the number of samples ngis taken from the device.
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3.14.1 Alternative method for gradient-free optimization

Here we propose an alternative algorithm for gradient-free optimization that, on average, signif-
icantly reduces the number of times the objective function is evaluated. As a result, it is more
suitable for cloud computing under a queue submission system (e.g., IBM’s Quantum Experience).
This algorithm performs a “multi-scale bisection” of the parameter space based on simulated an-
nealing. We implement this method in Sec. 3.6.1.1 specifically for the hardware of IBM because
the queue submission system can require a significant amount of time to make many calls to the
quantum computer.

This alternative approach to performing gradient-free continuous parameter optimization is out-
lined in Algorithm 2. We start with four angles spread uniformly in the interval [0, 27)—namely
0,7/2, ,and 37 /2. This significantly reduces the size of the search space and allows us to get close
to, or find exactly, an optimal gate sequence. Once the optimal structure is reached from this step,
we then bisect the angles for each gate R,(«) by evaluating the cost with a new circuit containing
R (ax+xm/ 2”1), where t = 1,2, ..., fmax 1S determined by the iteration in the procedure. Although
we do not explore all angles in the interval, the runtime is logarithmically faster than a continuous
search due to the bisection procedure. An additional advantage of this approach is that many gates
have angles that are simple fractions of 7, e.g., T = R,(n/4) and H = R,(n/2)R(7/2)R,(7/2).
In a noiseless environment, the two steps above are sufficient. On actual devices, we implement
a third step of stochastic optimization by evaluating the cost for the new circuit with each gate
R (@) replaced by R,(a + A(t)) for some small value A(7) < 1 decreasing monotonically with
the iteration 7. This allows us to compile for a given device by accounting for noise and gate
errors. This can be thought of as a “fine-grained” angular optimization in contrast to the previous

“coarse-grained” angular optimization.
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Algorithm 2: Gradient-free Optimization using Bisection for QAQC

Input: Unitary U to be compiled; trainable unitary V];(&) of a given structure and gate

alphabet (A; error tolerance £’ € (0, 1); maximum number of iterations N;
maximum number of bisections 7.« of the unit circle; sample precision ¢ > 0.

Output: Parameters dop such that at best Cust(U, V/?(&Opt)) <é.
Init: Restrict all gates in ‘A with continuous parameters to discrete angles in the set

Qo ={0,7/2,m,3m/2}; @opt < 0;cost « 1

1 fort=1,2,...,tnax do

2
3

10
11

12

13

repeat

anneal over all possible bisected angles in the set
Q, :={a+nr/2"" [fora € Q} UQ,_i;

whenever the cost is called upon for some a € €, run the HST on V]—g(&)* and U
approximately 1/62 times to estimate the cost Cust(U, Vi(a@));

if cost > Cust(U, V;(a)) then
| cost « Cust(U, V;(@));

until cost < &’ at most N times.

repeat

minimize the cost over all small continuous increments A(¢) < 1 within the set of
bisected angles Q;; whenever the cost is called upon for some a + A(?), with
@ € €, run the HST on Vi (a + A(#))" and U approximately 1/ 62 times to
estimate the cost Cust(U, Vi (@ + A(1)));

if cost > Cyst(U, V,—{»(a + A(t))) then
| cost « Cust(U, Vi(a +A(1))); Gopt — a + A(2)

until cost < & at most N times.

return @p, COst

3.15

We now describe a gradient-based approach to performing the optimization over the continuous
parameters in the trainable gate sequence V;(@). In Sec. 3.15.1, we define a new cost function
for this purpose, and we introduce a quantum circuit to calculate this cost function on a quantum
computer. In Sec. 3.15.2, we present the results of implementing this method on a quantum

simulator. In Sec. 3.15.3, we briefly describe how the original cost functions Cyst and Cpgst can

Gradient-based optimization method

also be optimized using a gradient-based method.

speedups over classical variants [108, 109, 110], the majority of proposals still appear to be

While recent work on gradient descent continuous optimization has shown vast quantum
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out of reach for implementations on NISQ devices, mainly due to their use of certain algorith-
mic techniques, such as quantum random-access memory, the quantum Fourier transform, and the
Grover search algorithm, which have high resource requirements. Instead, we focus on continuous
optimization procedures that are feasible on current quantum computers and leave improvements
to our algorithms as an open problem.

The gradient with respect to @ of the gate sequence V];(&) given by

Vi(@) = Gy, (ar)Gi, (@r-1) - Gy (@1), (3.77)
is defined by
V(@) oV (a)
VaVe(a) = |, ..., 2], 3.78
3V (@) ( o o (3.78)
where the (i, j) matrix element of the £-th component is
oV (a V= (@),
( i )) - Wel@hy (3.79)
oay i oay

For example, consider the rotation gate R.(a) = ¢*®":/2, which is parametrized by the angle «.

Then, the derivative with respect to @ can be written as

0 i
£Rz(a/) = —EO'ZRZ(CL’) , (3.80)

which follows from the Taylor series expansion of the exponent.

Now, evaluating the gradient on a quantum computer is possible due to the fact that for the
gate alphabets we consider in this paper, only the single-qubit gates are parameterized, and these
gates are simply rotation gates. In fact, any unitary gate can be decomposed into circuits in which
only the single-qubit rotation gates are present. This is illustrated in Fig. 3.12. Furthermore, the
circuits in Fig. 3.12(a) and Fig. 3.12(b) are universal for one- and two-qubit gates, respectively (see
[6], which also contains universal circuits for n-qubit gates). This means that our gradient-based
approach can be applied to any n-qubit unitary without explicitly searching over gate structures,

though the compilations obtained in this manner will generally have sub-optimal depth.
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(a)
= —{Reaz) Ryl [ Bel0m) |-
(b)

_ —{ti(@M)] [R.(0)] Us(a®)
4{ Us(a?) }74{ Ry(ay,) }7\*—{ Ry(ay,) }7‘—{ Us(a®) }*

Figure 3.12: (a) Any single-qubit gate U can be decomposed into three elementary rotations
(up to a global phase). Given appropriate parameters @ = (@, @y, az,), U can be written as
V(@) = e 1@ 0:/2p7iay0y /2471020212 () Any two-qubit gate Usp can be decomposed into three
CNOT gates as well as 15 elementary single-qubit gates, where each unitary U j(&(f )) can be
written as in (a). This decomposition is known to be optimal [5], i.e., it uses the least number of
continuous parameters and CNOT gates. General universal quantum circuits for n-qubit gates are
discussed in [6].

Uas

3.15.1 The Power of Two Qubits

Consider the following cost function based on the normalized Hilbert-Schmidt distance between

the unitaries U and V:

1
Crorq(U,V) = ﬁ”U— Vs
| . (3.81)
=1-—Re [Te(VTU)]

where POTQ stands for “Power of Two Qubits” and refers to the circuit used to evaluate it, which
we present below. Note that Cporq (U, V) is zero if and only if U = V. Contrary to the cost function
Cust(U, V), which is defined using the magnitude of the inner product (V, U}, this cost function is
defined using the real part of the inner product. Consequently, it does not vanish if U and V differ
only by a global phase. Indeed, if V = ¢'#U, then Cporq(U, V) = 1 — cos(¢p).

Before discussing the circuit used to evaluate the cost function Cporq(U,V), let us review
the Power of One Qubit (POOQ) [7], shown in Fig. 3.13(a), which is a circuit for computing the
trace of a d-dimensional unitary U. This circuit acts on a d-dimensional system A, initially in the
maximally mixed state, //d, and on a single-qubit ancilla Q initially in the |0) state. After applying
a Hadamard gate to Q and a controlled-U gate to QA (with Q the control system), the reduced
density matrix po has its off-diagonal elements proportional to Tr(U). Hence, one can measure Q

in the X and Y bases, respectively, to read off the real and imaginary parts of Tr(U).
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We now introduce a circuit for computing the real and imaginary parts of (V, U) that generalizes
the POOQ and is called the Power of Two Qubits (POTQ), depicted in Fig. 3.13(b). As the name
suggests, the POTQ employs two single-qubit ancillas, Q and Q’, each initially in the |0) state. In
addition, two d-dimensional systems, A and B, are initially prepared in the Bell state |®*) defined
in Eq. (3.14). (Although not shown in Fig. 3.13(b), this Bell state is prepared with a depth-two
circuit, as shown in Fig. 3.4.)

The first step in the POTQ is to prepare the two-qubit maximally entangled state %(lO)lO) +
|1)|1)) between Q and Q’, using the Hadamard and CNOT gates as shown in Fig. 3.13(b). The
second step is to apply a controlled-U gate between Q and A (with Q the control system). In
parallel with this gate, the anticontrolled-V” gate is applied to Q’B, with Q’ the control system,
where anticontrolled means that the roles of the |0) and |1) states on the control system are reversed
in comparison to a controlled gate. This results in the state:

1
V2
+ Dol o (U ® Ip)|®7))
1

—\/E(|O>Q|O>Q’(V®IB)|(D+>

+[1)oll)o (U @ 1p)|®)), (3.82)

(10)010)o: (14 ® V1) |®™)

where to obtain the equality we used the ricochet property in Eq. (3.18). As in the HST, note that
V itself is not implemented. In this case, its transpose is implemented.
Finally, a CNOT gate is applied to QQ’, with Q the control system. This results in the reduced

state on Q being

po =5 (1001 + TV o0y 1|

FTr(UTV)[1)(0] + |1><1|) . (3.83)

By inspection of pg, one can see that measuring Q in the X and Y bases, respectively, gives the

real and imaginary parts of Tr(V'U).
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(a) POwER OF ONE QUBIT
0)
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(b) POWER OF TwoO QUBITS

0) —{ 7] R

10)

|&F)
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Figure 3.13: (a) The Power of One Qubit (POOQ) [7]. This can be used to compute the trace
of a unitary U acting on a d-dimensional space. The R gate represents either H, in which case
the circuit computes Re[Tr(U)], or the S gate followed by H, in which case the circuit computes
Im[Tr(U)]. (b) The Power of Two Qubits (POTQ). This is a generalization of the POOQ, as can
be seen by setting V = I. The POTQ can be used to compute the Hilbert-Schmidt inner product
Tr(VTU) between two unitaries U and V acting on a d-dimensional space. As with the POOQ,
R = H leads to Re[Tr(V'U)], while R = HS leads to Im[Tr(VTU)].

Interestingly, if we set V to the identity in the POTQ, then since the CNOT gate commutes with
the controlled-U gate and the reduced state of |®*) is the maximally mixed state I/d, we recover
the POOQ. The POTQ is therefore a generalization of the POOQ.

Note that while the POOQ can also be used to determine Tr(V'U), the POTQ has the advantage
that the controlled gates for U and V can be executed in parallel, while in the POOQ they would have
to be executed in series. This makes the POTQ better suited for NISQ devices, where short depth
is crucial. Consider the depth of the POTQ. Denoting the controlled-U and the anticontrolled-V7

as Cy and Cyr respectively, the overall depth is
D(POTQ) = 4 + max{D(Cy), D(Cyr)} (3.84)

Note the similarity here to Eq. (3.19). The overall depth is essentially determined by whichever

controlled gate has the largest depth.
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3.15.2 Gradient-based optimization via the POTQ

The gradient with respect to @ of Cporq(U, VZ(&)) can be computed using the POTQ. This is due
to the fact that
0 ot 1 ~(0) o
G Re [Tr(Vz(@'0)] = 5 Re [Tr (Vg)(a)TU)] : (3.85)

where

V]_((,g) (&) = Gy, (ap)--- Gy (a'£’+l)(_i0'kf)
(3.86)

X G ()G, (ae-1) -+ G, (1)

is the original gate sequence V; (@) except with an additional Pauli gate o, corresponding to the
variable with respect to which the derivative is taken. (Note that for the gate alphabets that we
consider in this paper, only the single-qubit gates are parameterized, and these gates are simply
rotation gates. The derivative of any one-qubit rotation gate is analogous to the expression in
(3.80) for the derivative of the rotation gate R,(«).) This means that to compute the gradient of
Crotq(U, V7 (@)), we simply add the appropriate local Pauli gate to the original gate sequence and
run the POTQ on this new gate sequence.

Our gradient-based optimization procedure is outlined in Algorithm 3. Given an arbitrary
unitary U as input, Algorithm 3 compiles U to a unitary V;(&op) of a given structure k that
minimizes the cost Cporq. The gradient is evaluated with the POTQ circuit as a subroutine within
a classical gradient-descent algorithm. The overall query complexity in the number of calls to the
cost evaluation routine of Algorithm 3 is O(NTL/6?), where § = 1/ Vshots 1S the sample precision,
N is the maximum number of repetitions over random initial parameters a°, L is the dimension
of the continuous parameter space of @, and T is the number of gradient descent iterations for a
suitable learning rate n > 0. In order to improve convergence, it may also be useful to supply
the quantum subroutines for computing the cost function and the gradient to a more advanced
minimization routine, for example as found in the Python library SciPy [61]. We present below the
results on compiling both single-qubit and two-qubit gates on a simulator.

When performing Algorithm 3, we rely on the ability to perform the controlled-U gate. The

unitary U may be unknown, e.g., as in Fig. 3.1(b). In general, to perform a controlled operation
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Algorithm 3: Gradient-based Continuous Optimization for QAQC via the POTQ

Input: Unitary U to be compiled; a trainable unitary V; (@) of a given structure, where @
is a continuous circuit parameter of dimension L; maximum number of iterations
N; error tolerance £’ € (0, 1); learning rate > 0; sample precision ¢ > 0.

Outpgt: Parameters @qp; such that at best Cporq(U, V];(ozgpt)) <é.

Init: @op < 0;cost « 1

1 repeat

2 choose initial parameters @ at random
3 fort=1,2,...,T do

4 fori=1,2,...,L do

5

run the POTQ on 8,,V; (&™) and U approximately 1/6 times to estimate
Re (Tr [0, V(@71 U])

¢ | | updated™ a0 -y V;Crora(U, V(@)

7 run the POTQ on Vlz(&(T))T and U approximately 1/5 times to estimate the cost
Croro(U, V¢ (a'™))

8 if cost > Cporq(U, V,;(&(T))) then

9 L COoSt « CpOTQ(U, V%(&(T))); &opt — &(T)

10 until cost < &/, at most N times
11 return @gp, cost

with respect to a target unitary U, one can use a method for “remote control” [111]. This method
employs a local U gate and controlled-SWAP operations in order to realize the controlled-U gate.
In practice, since any controlled unitary gate can be decomposed into native gates, the ability to
compile controlled-SWAP, the Toffoli gate, and the set of controlled rotations is sufficient. In order
to perform such a translation, we allow the user to have access to a small-scale classical compiler.
This does not incur exponential overhead since the gates to be translated are one- and two-qubit
gates (or their controlled versions). While this may cause the depth of our compiled unitary to
increase, it will only be by a constant factor.

We note that decoherence, gate infidelity, and readout errors on NISQ computers are all more
pronounced when attempting to execute controlled unitaries. This means that there is significant
performance loss for controlled unitaries, as required in the POTQ. Consequently, we did not
implement our gradient-based optimization method on current quantum devices, but we speculate

that improvements to quantum hardware will enable this application.
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o—o T gate

—e X gate '*
o—e H gate
CNOT gate ||
o—o (CZ gate

cost

iterations

Figure 3.14: Compiling one- and two-qubit gates on a simulator with the gate alphabet in (3.35)
using the gradient-based optimization technique described in Algorithm 3, with ngos = 10, 000.
Shown is the cost as a function of the number of gradient calls of the continuous parameter
optimization using the minimize routine in the SciPy-optimize Python library. The gate structure
for the single-qubit gates is fixed to the one shown in Fig. 3.12(a), while the gate structure for the
two-qubit gates is fixed to the one shown in Fig. 3.12(b).

3.15.2.1 Implementation on a quantum simulator

We use IBM’s simulator [3] to compile a selection of single-qubit and two-qubit gates by performing
the gradient-based optimization procedure in Algorithm 3. In order to improve convergence, we
additionally supply the gradient, as well as the cost function, to the minimize routine in the
SciPy-optimize Python library [61]. For the single-qubit gates, we assume a fixed structure for the
trainable gate sequence according to the decomposition in Fig. 3.12(a), while for the two-qubit
gates we assume a fixed structure for the trainable gate sequence according to the decomposition
in Fig. 3.12(b). We compile the T gate, X gate, Hadamard (H) gate, as well as the CNOT and CZ
gates, all with nghos = 10,000. The results are shown in Fig. 3.14. We note that increasing nghots
to higher orders of magnitude significantly reduces the sampling error and results in more stable

convergence at the cost of an increase in runtime.

3.15.3 Gradient-based optimization via the HST and LHST

We now show that it is possible to perform gradient-based optimization of the original cost function

Cyst and its local variant Cpgst. This allows us to perform gradient-based optimization of the
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general cost function C; = gCyst + (1 — ¢)Crust. The algorithm for gradient-based optimization
of Cyst and Cpysr is presented in Algorithm 4.

The gradient with respect to @ of both Cyst(U, Vl}'(&)) and CLpst(U, V;(@)) can be computed
using the HST and the LHST, respectively. Specifically, for a gate sequence of the form in (3.77),

in which the only parameterized gates are the single-qubit rotation gates, we have that

iCHST(U V (a)) = _CHST(U V f)( ))

- 1 (3.87)
_ECHST(U v )(oz))
and 5
- C(J)ST(U V( )) = C(])ST(U fo)( )
1 (3.88)
(/) S0 /=
-5 nst(U- v: (@)
forall j € {1,2,...,n}. Here,
70> b
01 Gt Gt 4
- (3.89)

X G, (ar)Gr,_ (ae-1) - - G, (1)

is the original gate sequence V,;(&) with an additional rotation gate Gy, (i%) corresponding to the
variable with respect to which the derivative is taken. In other words, to compute the gradient
of the cost function Cyst(U, V~(5/)), we run the HST in Fig. 3.4(a) twice, once with the gate
sequence VQ )(oz) and once with the gate sequence VQ )(a) Similarly, to compute the gradient of
the funcuons cY )ST(U vz (@)), we run the LHST in Flg 3.4(b) twice, once with the gate sequence
Agi(&) and once with the gate sequence VIZ(,—)(&)'

The expressions for the gradient in (3.87) and (3.88) can be verified by recalling that only the
one-qubit gates need to be parameterized and that they can always be assumed to have the form

—iac /2

e for some Pauli operator o, where « is the continuous parameter specifying the gate. Then,
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for the gate sequence V7 (@) in (3.77), we get

V(@) Gy, (ar)
aka/f =Gy, (ar) - Gy, (“M)a;a[
X G, (ae-1) -~ Gy, (1) (3.90)

I
- _Esz (ag)--- Gy (a/f”)o—k(’ka (@)

X Gy (@e-1) -+ - G, (1) (3.91)

Then, we use the identity

. T m\T
ilok,, pl = Gk, (—5) PG, (—5)

T

i (EJooi (2]

which holds for any state p. We also observe that both the functions Cyst(U, Vy¢(@)) and

(3.92)

()
Clhst

(U, V;(a)) are of the form
F(a@) = Tr[H(U ® V;(&)")p((UT ® Vi(a)")], (3.93)

where p = |@*)(®*|4,..4, for both functions, H = [®")(DF|4,..4, for Cust(U, Vi(@)), and

H = |®")(®F|4,5, ® 15, for C]EQST(U, Vi (a@)). Finally, using

N V- ARG
O0F(a) =Tr|H U®( k(a)) p(UT®V,;(&)T)]
(9&5 8&[
. ovz(a@)\"
+Tr |H(U ® V;(a)")p U'® (—) , (3.94)
oay

substituting (3.91) into this expression, and using (3.92) to simplify, we obtain (3.87) and (3.88).
The quantum algorithms we developed in the first part of this thesis have several advantages for
near-term quantum computers, but in order to scale them to problem sizes that are challenging for
classical methods, several problems must be solved. Such problems include optimization strategies
and techniques for dealing with errors. In this second part of the thesis, we zoom in on the problem
of dealing with errors. As we have described in Chapter 1, the usual long-term solution is quantum

error correction and fault tolerance [112, 113, 114], but this requires significant overhead beyond
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Algorithm 4: Gradient-based Continuous Optimization for QAQC via the (L)HST

Input: Unitary U to be compiled; a trainable unitary V; (@) of a given structure, where @
is a continuous circuit parameter of dimension L; maximum number of iterations
N; gradient tolerance &’ € (0, 1); sample precision é > 0; cost function
C € {Cust, CLHST}-
Output: Parameters @ such that at best |VzC (U, Vi (agp)) I> <&
Init: &Opt «— 0; cost «— 0; grad < o0; 7 < 0; gradCount <« 0; 7 « 1
1 choose initial parameters @?) at random
2 cost — C(U, Vi (a'?))
3 while count < N and gradCount < 4 do

4 Te—1+1

5 fori=1,2,...,L do

6 L Calculate g—gi using either (3.87) or (3.88), taking approximately 5% samples for
each circuit.

7 | grad « |VzC(U,Vy(a"™")|?

8 if grad < &’ then

9 L gradCount « gradCount + 1

w | @Y D v, v (ETY))

u | @l <@ —pvae, v @t hy)

12 | if cost - C(U, V/—{»(&g_l))) > 1 - grad then

13 n < 2n

14 ™ ozg—])

15 | elseif cost — C(U, V,;(&ET_I))) < 1. grad then
16 ne 1

17 B (™ — aiT_l)

18 else

19 t (™ aiT_l)

20 cost « C(U, V]—(»(&(T)))

21 Qopt a

22 return @op, COst
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current experimental capabilities. It is therefore interesting and important to develop methods for
dealing with errors with less overhead. The general name used to refer to this is quantum error
mitigation (QEM) [115].

A central task in near-term quantum algorithms (and many other areas of quantum information
processing) is to estimate the expectation value of an observable O with respect to a pure state
o =)l ie. (O) = (Y|O|y) = Tr(pO). If the state is prepared by a quantum device, it can be
noisy, and we instead evaluate (O)noisy = Tr(pgO) where pg = E(p) denotes the noisy state that
is corrupted from the target state p by an unknown noisy quantum channel &. Given the corrupted
state pg, the goal of quantum error mitigation is to estimate a quantity (O )qgm that is closer to the
target value (O) compared to the noisy result (O )noisy. In other words, we seek to compute (O)qem

such that

[<OYqEM — (0)| < [{O)noisy — (O)|. (3.95)

A relatively large number of QEM techniques have been proposed in recent literature includ-
ing zero-noise extrapolation [116, 117], probabilistic error cancellation [116, 118], randomized
compiling [119], Pauli-frame randomization [120], dynamical decoupling [121, 122, 123, 124],
quantum optimal control [125, 126], subspace expansion [127], virtual distillation [128, 129] and
others [130, 131, 132, 133, 134]. Some authors have defined common frameworks which encap-
sulate one or more of these techniques [135, 136]. At its core, any QEM technique uses additional
quantum resources (qubits, gates, and/or samples) in a clever way to approximate what would

happen in an ideal device.
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CHAPTER 4

ADVANCES IN ZERO-NOISE EXTRAPOLATION

4.1 Digital and adaptive ZNE

4.1.1 Introduction

Zero-noise extrapolation (ZNE) was introduced concurrently in [116] and [117]. In ZNE, a
quantum program is altered to run at different effective levels of processor noise. The result of the
computation is then extrapolated to an estimated value at a noiseless level. More formally, one can
parameterize the noise-level of a quantum system with a dimensionless scale factor 4. For 4 = 0
the noise is removed, while for 4 = 1 the true noise-level of the physical hardware is matched. For
example, A could be a multiplicative factor that scales the dissipative terms of a master equation
[116]. More generally, A could represent a re-scaling of any physical quantity which introduces
some noise in the quantum computation: the calibration uncertainty of variational parameters, the
temperature of the quantum processor, etc.

For a given quantum program, we can measure an arbitrary expectation value E(1). By
construction, E (1) represents the expectation value evaluated with the natural noise of the hardware,
whereas E(0) denotes the noiseless observable which, despite being not directly measurable, we
would like to estimate.

To implement ZNE, one needs a direct or indirect way to scale the quantum computation’s noise
level to values of A larger than one. With such a method, ZNE can be implemented in two main

steps:

1. Noise-scaling: Measure E (1) at m different values of 2 > 1.

2. Extrapolation: Infer £(0) from the m expectation values measured in previous step.
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Figure 4.1: An example of the change of an expectation value, E (1), with the underlying scaling
A of the depolarizing noise level. Here the simulated base noise value is 5% (marked by the green
dashed vertical line). ZNE increases that noise and back extrapolates to the 4 = 0 expectation
value. In this example, an accurate extrapolation should be non-linear and take advantage of a
known asymptotic behavior.

Figure 4.1 shows an example noise curve given by scaling depolarizing noise for a randomized
benchmarking circuit.

In this work, we introduce improvements to both noise-scaling and extrapolation methods for
quantum error mitigation. In Section 4.1.2.1 we introduce unitary folding, a framework for digital
noise scaling of generic gate noise. We then move to the extrapolation step of ZNE, which we
characterize as an inference problem. We study non-adaptive (Section 4.1.3) extrapolation methods
and introduce adaptive (Section 4.1.4) extrapolation to improve performance and reduce resource

overhead for ZNE.

4.1.2 Noise scaling methods

In [116] and [137] a time-scaling approach implements the scaling of effective noise on the back-
end quantum processor. Control pulses for each gate are re-calibrated to execute the same unitary
evolution but applied over a longer amount of time. This effectively scales up the noise. While
successfully used to suppress errors in single and two-qubit quantum programs on a superconducting

quantum processor [137], time-scaling has some disadvantages:

* It requires programmer access to low-level physical-control parameters. This level of access
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is not available on all quantum hardware and breaks the gate model abstraction.

* Control pulses must be re-calibrated for each time duration and error-scaling. This calibration

can be resource intensive.

Instead, we study alternative approaches that require only a gate-level access to the system.
Rather than increasing the time duration of each gate, we increase the total number of gates or,
similarly, the circuit depth. This procedure is similar to what is usually done by a guantum compiler
but with the opposite goal: instead of optimizing a circuit to reduce its depth or its gate count,
we are interested in “de-optimizing” to increase the effect of noise and decoherence. We use the
term digital to describe noise-scaling techniques that manipulate just the quantum program at the
instruction set layer. Their advantage is that they can be used with the gate model access that is
common to most quantum assembly languages [138, 139, 140]. Low level access to pulse shaping
and detailed physical knowledge of quantum processor physics is no longer required. Our digital

framework incorporates and generalizes some recent related work [141, 142].

4.1.2.1 Unitary folding

We describe two methods—circuit folding and gate folding—for scaling the effective noise of a

quantum computation based on unitary folding, i.e., replacing a unitary circuit (or gate) U by:
U — UUo)", 4.1)

where n is a positive integer. In an ideal circuit, since UTU is equal to the identity, this folding
operation has no logical effect. However, on a real quantum computer, we expect that the noise
increases since the number of physical operations scales by a factor of 1 +2n. This effect is clearly
visible in the quantum computing experiment reported in Figure 4.5.

A similar trick was used in Ref. [141, 142], where noise was artificially increased by inserting
pairs of CNOT gates into quantum circuits. In our framework, U can represent the full input circuit

or, alternately, some local gates which are inserted with different strategies.
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4.1.2.2 Circuit folding
Assume that the circuit is composed of d unitary layers:
U=L,...LyLy, 4.2)

where d represents the depth of the circuit and each block L; can either represent a single layer of
operations or just a single gate.

In circuit folding, the substitution rule in Eq. (4.1) is applied globally, i.e., to the entire circuit.
This scales the effective depth by odd integers. In order to have a more fine-grained resolution of the
scaling factor, we can also allow for a final folding applied to a subset of the circuit corresponding

to its last s layers. The general circuit folding replacement rule is therefore:

U—UUULIL] ... LiL,...LyiLg. (4.3)

The total number of layers of the new circuit is d(2n + 1) + 2s. This means that we can stretch the

depth of a circuit up to a scale resolution of 2/d, i.e., we can apply the scaling d — Ad, where:
2k
/l:1+7, k=1,2,3,.... (4.4)
Conversely, for every real A, one can apply the following procedure:

1. Determine the closest integer k to the real quantity d(4 —1)/2.
2. Perform an integer division of k by d. The quotient corresponds to »n and the reminder to s.

3. Apply n integer foldings and a final partial folding as described in Eq. (4.3).

From a physical point of view, the circuit folding method corresponds to repeatedly driving the
Hamiltonian of the qubits forwards and backwards in time, such that the ideal unitary part of the

dynamics is not changed while the non-unitary effect of the noise is amplified.
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Table 4.1: Different methods for implementing gate (or layer) folding

Method | Subset of indices to fold

Fromleft | S={1,2,...,s}

Fromright | S={d,d—-1,...,d-s+1}

Atrandom | S = s different indices randomly sampled
without replacement from {1,2, ..., d}.

4.1.2.3 Gate (or layer) folding

Instead of globally folding a quantum circuit, appending the folds at the end, one could fold a subset
of individual gates (or layers) in place. Let us consider the circuit decomposition of Eq. (4.2) where
we can assume that each unitary operator L; represents just a single gate applied to one or two
qubits of the system or, alternatively, each L; could be a layer of several gates.

If we apply the replacement rule given in Eq. (4.1) to each gate (or layer) L; of the circuit, it is
clear that the initial number of gates (layers) d is scaled by an odd integer 1 + 2n. Similarly to the
case of circuit folding, we can add a final partial folding operation to get a scaling factor which is
more fine grained. In order to achieve such “partial” folding, let us define an arbitrary subset S of
the full set of indices {1,2,...d}, such that its number of elements is a given integer s = |S|. In
this setting, we can define the following gate (layer) folding rule:

Li(LiL)"  ifj ¢S,
Vjie{l,2,...d}, L;— 4.5)
Li(LiL)™" ifjes.

Depending on how we chose the elements of the subset S, different noise channels will be added
at different positions along the circuit and so we can have different results. The optimal choice may
depend on the particular circuit and noise model. We focus on three different ways of selecting
the subset of gates (layers) to be folded: from left, from right and at random. Depending on the
method, the prescription for selecting the subset S of indices is reported in Table 4.1.

It is easy to check that the number of gates (or layers), obtained after the application of the gate
folding rule given in Eq. (4.5) is d(2n + 1) + 2s. This is exactly the same number obtained after

the application of the global circuit-folding rule given in Eq. (4.3). As a consequence, the number
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of gates (layers) is still stretched by a factor 4, i.e., d — Ad, where A can take the specific values
reported in Eq. (4.4). Moreover, if we are given an arbitrary A and we want to determine the values
of n and s, we can simply apply the same procedure that was given in the case of circuit-folding.
While preparing this manuscript we became aware of [141] whose technique is similar to our
gate folding (at random). The main difference is that [141] focuses mainly on CNOT gates and uses
random sampling with replacement, in our case any gate (or layer) can be folded and the sampling
is performed without replacement. The rationale of this choice is to sample in a more uniform way
the input circuit, and to converge smoothly to the odd integer values of 4 = 1 + 2n where all the

input gates are folded exactly n times.

4.1.2.4 Advantages and limitations of unitary folding

The main advantage of the unitary folding approach is that is is digital, i.e., noise is scaled using a
high level of abstraction from the physical hardware. Moreover, it can be applied without knowing
the details of the underlying noise-model. It is natural to ask: how justified is this approach
physically? Does unitary folding actually correspond to an effective scaling of the physical noise
of the hardware?

For example, unitary folding may fail to amplify systematic and coherent errors since applying
the inverse of a gate will usually undo such errors instead of increasing them. It is also clear
that unitary folding is not appropriate to scale state preparation and measurement (SPAM) noise,
since this noise is independent of the circuit depth. Instead, we expect that unitary folding can be
used for scaling incoherent noise models which are associated both to the application of individual
gates and/or to the time-length of the overall computation. The more we increase the depth of
the circuit, the more such kinds of noise are usually amplified. In this work this intuition is
confirmed by numerical and experimental examples in which unitary folding is successfully used
for implementing ZNE (see Figures 4.2, 4.3, 4.4 and 4.5).

The effect of unitary folding can be analytically derived when the noise-model for each gate L;
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is a global depolarizing channel with a gate-dependent parameter p; € [0, 1], acting as:

noisy gate

p ——— p;LipL}+(1-p))I/D, (4.6)

where D is the dimension of the Hilbert space associated to all the qubits of the circuit. Since the
depolarizing channel commutes with unitary operations, we can postpone the noise channels of all

the gates until the end of the full circuit U, resulting into a single final depolarizing channel:

noisy circuit

p ——— pUpU" + (1 - p)I/D, (4.7)

where p = Il;p; is the product of all the gate-dependent noise parameters p;. This simple
commutation property does not hold for local depolarizing noise, unless we are dealing with
singe-qubit circuits.

Consider what happens if we apply unitary folding with a scale factor 4 = 1 + 2n (odd positive
integer). For both the circuit folding and the gate folding methods, defined in Eq. (4.3) and (4.5)
respectively, the final result is exactly equivalent to an exponential scaling of all the depolarizing

parameters of each gate p; — pj or, equivalently, to the global operation:

noise + unitary folding

P pUpU™ + (1 - pH1/D. (4.8)

This implies that unitary folding is equivalent to an exponential parameterization of the noise level

p, and so any expectation value is also scaled according to an exponential ansatz:
EA) =a+bpt, (4.9)

which we can fit and extrapolate according to the methods discussed in the Sections 4.1.3 and 4.1.4.

Equations (4.8) and (4.9) are valid only for depolarizing noise and for odd scaling factors A.
For gate-independent depolarizing noise, the global parameter p is a function of the total number
of gates only. This means that all the folding methods (circuit, from left, from right and at random)

become equivalent, and induce the exponential scalings of Egs. (4.8) and (4.9)) for all values of A.
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4.1.2.5 Numerical results

We executed density matrix simulations using unitary folding for zero-noise extrapolation. Broadly
these results show that unitary folding is effective in a variety of situations. Furthermore, we
benchmark on both random circuits and a variational algorithm at 6 and more qubits. This extends
previous work that focuses on the single and two qubit cases [116, 117, 137, 118]. Figure 4.2 shows
a simulated two qubit randomized benchmarking experiment under 1% depolarizing noise with and
without error-mitigation. Noise was scaled using circuit folding as described in Section 4.1.2.2.

Figure 4.3 shows the distribution of noise reduction by ZNE with circuit folding on randomly
generated six qubit circuits. Let E,, be the mitigated expectation value of a circuit after zero-
noise extrapolation. Then R,, = |E,, — E(0)| is the absolute value of the error in the mitigated
expectation and R, = |E(1) — E(0)| is the absolute value of the error of the unmitigated circuit.
The improvement from ZNE is quantified as R,/ R,,.

Table 4.2 (see Section 4.1.3) provides a comparison different combinations of folding and
extrapolation techniques on a set of randomized benchmarking circuits.

Figure 4.4 shows the performance of unitary folding ZNE on a variational algorithm. Using
exact density matrix simulation we study the percentage closer to optimal achieved by the quantum

approximation optimization algorithm [143] on random instances of MAXCUT.

4.1.3 Non-adaptive extrapolation methods: Zero noise extrapolation as statistical inference

In Section 4.1.2, we discussed several methods to scale noise. In this section we study, from an
estimation theory perspective, the second component of ZNE: extrapolating the measured data to
the zero-nose limit.

We assume that the output of the quantum computation is a single expectation value E (A1),
where A is the noise scale factor. This expectation could be the result of a single quantum circuit or
some combinations of quantum circuits with classical post-processing. The expectation value E (1)
is a real number which, in principle, can only be estimated in the limit of infinite measurement

samples. In a real situation with N samples, only a statistical estimation of the expectation value is
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Figure 4.2: Comparison of two qubit randomized benchmarking with & without error mitigation.
Data is taken by density matrix simulation with a 1% depolarizing noise model. The unmitigated
simulation results in a randomized benchmarking decay of 97.9%. Mitigation is applied using
circuit folding and an order-2 polynomial extrapolation at 4 = 1,1.5,2.0. With mitigation the
randomized benchmarking decay improves to 99.0%. Since we do not impose any constraint on
the domain of the extrapolated results, some of the mitigated expectation values are slightly beyond
the physical upper limit of 1. This is an expected effect of the noise introduced by the extrapolation
fit. If necessary, one could enforce the result to be physical by using a more advanced Bayesian
estimator.

Algorithm 5: Generic non-adaptive extrapolation
Data: A set of increasing noise scale factors A = {11, 42,...4,}, with 4; > 1 and fixed
number of samples N for each 4.
Result: A mitigated expectation value
y —0;
begin
for 1, € Ado
L yj «— ComputeExpectation(d;,N);
Append (y,y;);
/% Abitrary best fit algorithm (e.g., least squares) */
6 I — BeStFit(Emodel(/l; F)’ ()" y))s
7 return E,,,4.;(0;T');

N A W N =

actually possible:

E(1) =E(Q) +6, (4.10)

where 6 is a random variable with zero mean and variance o2 = E(§?) = O'S/N, with 0'5

corresponding to the single-shot variance. In other words, we can sample a real prediction y from
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Figure 4.3: A comparison of improvements from ZNE (using quadratic extrapolation with folding
from left) averaged across all output bitstrings from 250 random six-qubit circuits. Results are from
exact density matrix simulations with a base of 1% depolarizing noise. The horizontal axis shows
a ratio of L, distances from the noiseless probability distribution and the vertical axis shows the
frequency of obtaining this result. ZNE improves on the noisy result by factors of 1-7X. The average
mitigated error is 0.075 + 0.035, while the unmitigated errors average 0.114 + 0.050. Each circuit
has 40 moments with single-qubit gates sampled randomly from {H, X,Y,Z, S, T} and two-qubit
gates sampled randomly from {iSWAP, CZ} with arbitrary connectivity.

the probability distribution:
P(E() =y) = N(E()) -y, 07, (4.11)

where N(u,o?) is a generic distribution (typically Gaussian), with mean u and variance o> =

O'g /N.
Given a set of m scaling parameters A = {41, 42,...4,}, with 4; > 1, and the corresponding

results
Y={y2 . Ym}s (4.12)
the ZNE problem is to build a good estimator £ (0) for E(A = 0), such that its bias
Bias(E(0)) = E(E(0) - E(0)), (4.13)
and its variance

Var(E(0)) = E(E(0)%) — E(E(0)), (4.14)
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Figure 4.4: Percent closer to optimal on random MAXCUT executions. 14 Erdos-Renyi random
graphs were generated at each number n. Each random graph has n nodes and n edges. QAOA
was then run (with p = 2 QAOA steps) and optimized using Nelder-Mead with and without error
mitigation. Results are from exact density matrix simulations with a base of 2% depolarizing noise.
For the mitigated case, we used zero noise extrapolation with global unitary folding for scaling
and linear extrapolation at noise scalings of 1, 1.5 and 2. The y axis shows the percent closer
to the optimal solution that was gained by ZNE. Here E, is the absolute error in the unmitigated
expectation and E,, is the absolute error in the mitigated expectation. The violin plot shows the
distribution of percentage improvements over the 14 sampled instances. Variance is zero for 2 and
3 nodes graphs as there is only a single valid graph with n nodes and edges for n = 2, 3.

are both reasonably small. More precisely, a typical figure of merit for the quality the estimator is

its mean squared error with respect to the true unknown parameter:

MSE (E(0)) = E(E(0) — E(0))? (4.15)

= Var(E(0)) + Bias(E(0))?. (4.16)

If the expectation value E () can be an arbitrary function of A without any regularity assumption,
then zero-noise extrapolation is impossible. Indeed its value at 4 = 0 would be arbitrary and
unrelated to its values at 4 > 1. However from physical considerations, it is reasonable to have
a model for E(1), e.g., we can assume a linear, a polynomial or an exponential dependence with
respect to A. For example, for a depolarizing noise model, one can use the exponential ansatz given
in Eq. (4.9).

If we chose a generic model E 041 (4; T') for the quantum expectation value, where I' represents
the model parameters, then the zero-noise-extrapolation problem reduces to a regression problem.

Algorithm 5 is the general form for a non-adaptive ZNE. Alternatively, the scale factors 4; and the

126



associated numbers of samples N; can be chosen in an adaptive way, depending on the results of
intermediate steps. This adaptive extrapolation method is studied in more details in Section 4.1.4.

We focus on two main non-adaptive models, the polynomial ansatz and the poly-exponential
ansatz. These two general models, give rise to a large variety of specific extrapolation algorithms.
Some well known methods, such as Richardson’s extrapolation, are particular cases. Some other

methods have, to our knowledge, not been applied before for quantum error mitigation.

4.1.3.1 Polynomial extrapolation

The polynomial extrapolation method is based on the following polynomial model of degree d:

d
Er(m}yu) =co+cid+...cqdd, (4.17)
where cg, ¢y, ...cq are d + 1 unknown real parameters. This essentially corresponds to a Taylor

series approximation and is physically justified in the weak noise regime.

In general, the problem is well defined only if the number of data points m is at least equal
to the number of free parameters d + 1. As opposed to Richardson’s extrapolation [116], a useful
feature of this method is that we can keep the extrapolation order d small but still use a large
number of data points m. This avoids an over-fitting effect: if we increase the order d by too much,
then the model is forced to follow the random statistical fluctuations of our data at the price of a
large generalization error for the zero-noise extrapolation. In terms of the inference error given in
Eq. (4.15), if we increase d by too much, then the bias is reduced but the variance can grow so

much that the total mean squared error is actually increased.

4.1.3.2 Linear extrapolation

Linear extrapolation is perhaps the simplest method and is a particular case of polynomial extrap-

olation. It corresponds to the model:

Einear (1) = Eggy (1) = co+ e14. (4.18)
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In this case a simple analytic solution exists, corresponding to the ordinary least squared estimator

of the intercept parameter:

N Ry
Elinear(o) =y- S_,ljx’ (419)

where

Z:%Z/lj’ ﬁ=%;y1,

J

S =) (=D -, Su=) (4= (4.20)
J

With respect to the zero noise value of the model Ej;.qr(0), the estimator is unbiased. If the

statistical uncertainty o2 for each y; 1s the same, the variance for Elinw,(O) is:

Var [Elinear(o)] = 0-2 —+

4.21
m S/u ( )

1 12]

4.1.3.3 Richardson extrapolation

Richardson’s extrapolation is also a particular case of polynomial extrapolation where d = m — 1,

i.e., the order is maximized given the number of data points:

ERien() = E;jfy’"‘” (D) =co+c1d+...cmgd™ L (4.22)

This is the only case in which the fitted polynomial perfectly interpolates the m data points such
that, in the ideal limit of an infinite number of samples N — oo, the error with respect to the
true expectation value is by construction O (m). Using the interpolating Lagrange polynomial, the

estimator can be explicitly expressed as:

. R . A
ERicn(0) = ¢o = Z Vi 1—[ oL (4.23)
k=1 ik 1Tk

where we assumed that all the elements of A are different.
The error of the estimator is O (m) only in the asymptotic limit N — oo. In other words O (m)

corresponds to the bias term in Eq. (4.15). In a real scenario, N is finite, and the variance term in
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Eq. (4.15) grows exponentially as we increase m. This fact can be easily shown in the simplified
case in which the noise scale factors are equally spaced, i.e., 4y = kA; where k = 1,2,...m
Substituting this assumption into Eq. (4.23) we get:

Ericn(0) = Z i ]_[ Z ye (=1)* 1( ) (4.24)

ik
If we assume that each expectation value is sampled with the same statistical variance o as
described in Eq. (4.11), since ERich(O) is a linear combination of the measured expectation values
{y«}, its variance is given by:

m 2
Var (Exicn(0)) —022( )

1

k=
2m m—sco 5 2%M
[( ) ] - (429

where we used the Vandermonde’s identity and, in the last step, the Stirling approximation.

The practical implication of Eq. (4.25) is that the zero-nose limit predicted by the Richardson’s
estimator is characterized by a statistical uncertainty which scales exponentially with the number

of data points.

4.1.3.4 Poly-Exponential extrapolation

The poly-exponential ansatz of degree d is:

d 2 . J
ES) D =aze™, 2() =20+ 21d+ ... 2407 (4.26)
where a, 2o, 21, . . . 24 are d +2 parameters. From physical considerations, it is reasonable to assume

that £ (1) converges to a finite asymptotic value i.e.:

A—00 A—00

E(l) —ma & 2z(1) —> —co. (4.27)

There are two important scenarios: (i) where a is unknown and so a non-linear fit should be
performed and (ii) where a is deduced from asymptotic physical considerations. For example, if

we know that in the limit of 4 — oo the state of the system is completely mixed or thermal, it is
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possible to fix the value of a such that the poly-exponential ansatz (4.26) is left with only d + 1
unknown parameters: o, Z1, - - - Z4- If the asymptotic limit a is known, we can apply the following

procedure:

1. Evaluate {y} } = {log(|yx — a| + €)}, representing the measurement results in a convenient

logarithmic space with coordinates (y}, Ax), with a small regularizing constant € > 0.
2. The model of Eq. (4.26) in the logarithmic space (y/, Ax) reduces to the polynomial z(4).

3. Estimate the zero-noise limit in the logarithmic space Z(0) = Zo with a standard polynomial
extrapolation. If necessary different weights can be used for different scale factors, taking

into account the non-linear propagation of statistical errors.

4. Convert back to the original space, obtaining the final estimator £ (0) = a + €20,

This allows us to map a non-linear regression problem into a polynomial fit that is linear with
respect to the parameters and therefore much more stable. However, many reasonable alternative
approaches exist like maximum likelihood optimization. Alternatively a Bayesian approach could

be used, especially if we have prior information about the parameters of the model.

4.1.3.5 Exponential extrapolation

Exponential extrapolation is a particular case of the more general poly-exponential method. It

corresponds to the model:

Eerp) = ESD (1) = a0 = a t be™eh, (4.28)

where the set of real coefficients a, b, ¢ is a way of parametrizing the same ansatz, alternative but
equivalent to a, zo, z1. This model was discussed in [118] and is generalized by our extrapolation
framework. In particular, increasing the order d, for example to d = 2, and using the poly-
exponential model (4.26) we can capture small deviations from the ideal exponential assumption,

possibly obtaining a more accurate zero-noise extrapolation.
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Scaling Extrapolation Error % Error Y%
(dep.) (amp. damp.)
none unmitigated 299+5.1 16.7+4.0
circuit linear (d = 1) 14.6+4.6 540+2.3
circuit quadratic (d = 2) 6.35+3.6 353+34
circuit Richardson (d = 3) 176 11 179+ 16
circuit exponential (a =0.25) | 2.73+1.9 2.06+1.6
circuit adapt. exp. (a =0.25) | .27+ 1.1 2.69+2.8
at random | linear (d = 1) 15.6+5.3 520+24
at random | quadratic (d = 2) 5.54+44 8.00+ 8.1
at random | Richardson (d = 3) 30.0+24 24.0+ 18
at random | exponential (a = 0.25) | 2.84 + 1.8 0.95+1.0
at random | adapt. exp. (¢ =0.25) | 1.77+1.4 2.18+1.2
from left | linear (d = 1) 14.4+4.5 5.16+2.3
from left | quadratic (d =2) 6.73+3.7 3.88+3.7
from left | Richardson (d = 3) 184+12 16.1+13
from left | exponential (a = 0.25) | 3.17 £ 2.1 2.19+£2.0
from left | adapt. exp. (¢ =0.25) | 1.43+1.1 3.08+3.6

Table 4.2: Average of 20 different two-qubit randomized benchmarking circuits with mean depth
27. The percent mean absolute error from the exact value of 1 is reported for a depolarizing noise
with p = 1% and an amplitude damping channel with y = 0.01. For all non-adaptive methods
we used 4 = {1,1.5,2,2.5}. Adaptive extrapolation was iterated up to 4 scale factors. All the
results reported in this table are obtained with exact density matrix simulations. The best result for
each noise model is highlighted with a bold font, while errors larger than the unmitigated one are
italicized.

4.1.3.6 Benchmark comparisons of ZNE methods

Benchmarks comparing the performance of ZNE methods are given in Table 4.2. In all cases,
besides for Richardson extrapolation, ZNE improves on the unmitigated noise value, however the
performance varies significantly. Furthermore, one scaling or extrapolation method does not strictly
dominate others.

Different extrapolation methods are compared on IBMQ’s London superconducting quantum
processor in Fig. 4.5. Here random gate folding scales the noise of 50 different two-qubit randomized
benchmarking circuits. The ideal expectation value for all circuits is 1. The order 2 polynomial fit,
and the exponential fit outperform Richardson extrapolation. In fact, Fig. 4.5 shows the expectation

value for Richardson extrapolation when only the first 3 data points are considered. Instability in
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Figure 4.5: Comparison of extrapolation methods averaged over 50 two-qubit randomized bench-
marking circuits executed on IBMQ’s “London” five-qubit chip. The circuits had, on average, 97
single qubit gates and 17 two-qubit gates. The true zero-noise value is (0|p|0) = 1 and different
markers show extrapolated values from different fitting techniques.

the Richardson extrapolation for more points, as described in Section 4.1.3.3, causes nonphysical
results when applied to all the measured data. This is an example in which vanilla Richardson

extrapolation is not sufficient to provide stable results.

4.1.4 Adaptive zero noise extrapolation

In Section 4.1.3, we considered only non-adaptive extrapolation methods. However, in order to
reduce the computational overhead, we can choose the scale factors and the number of samples in
an adaptive way as described in Algorithm 6.

Differently from the non-adaptive case, in this adaptive procedure (Alg. 6) the measured scale
factors A are not monotonically increasing. Indeed in the adaptive step, Apext can take any value
(above or equal to 1). In particular, A,ex could also be equal to a previous scale factor 4, for some
J. In this case, the additional measurement samples Npex¢ Will improve the statistical estimation of
E(4;).

Now, we present an example of adaptive extrapolation which is based on the exponential ansatz
Eexp(d) = a + be ! that we have already introduced in Eq. (4.28). We also assume that the

asymptotic value a is known. This implies that at least two scale factors should be measured to fit
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Algorithm 6: Generic adaptive extrapolation
Data: An initial set of m noise scale factors A = {41, 4,...4,,}, with 4; > 1, m sample
numbers N = (Ny, N, ... N,,) and a maximum number of total samples Npax.
Result: A mitigated expectation value

1 begin
/* Initialization */
2 | y—0;
3 for 1; € Ado
4 y; «— ComputeExpectation(Ad;,N;);
5 L Append (y,y;);
/% Adaptive loop */
6 Nysed «— 0;
7 while N, ;.0 < N, do
8 " — BeStFit(Emodel(/l; F)’ ()" y)),
9 Anext «— NewScale(I'*, A\, y);
10 Niext «— NewNumSamples(I'*, A\, y);
11 Vnext «— ComputeExpectation(Apext, Nnext);
12 Append (A, dpext);
13 Append (y, ynext);
14 B Nused < Nused + Nnexts

15 return E,,,4.;(0; T*);

the parameters b and ¢. We first consider this particular case and then we generalize the method to

an a arbitrary number of scale factors, which will be chosen in an adaptive way.

4.1.4.1 Exponential extrapolation with two scale factors

We assume only two scale factors A1 and A, (typically, 4 is 1). As discussed in Section 4.1.3, we
can estimate the corresponding expectation values, E(1;) and E(A1;), with a statistical uncertainty
of 0'12 = 0'3 /N and 0'22 = 0'3 /N>, respectively. Here, we are implicitly assuming that the single shot

variance o2

o 1s independent of A, such that the estimation precision is only determined by number of

samples N1 and N,. The measurement process will produce two results y; and y,, whose statistical
distribution is given by Eq. (4.11).
Since the parameter a is known, we can use the points (41, y;) and (A5, y2) to estimate b and

¢ of Eq. (4.28). The two estimators b and ¢ can be determined by the unique ansatz interpolating
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the two points, whose parameters are:

1 —
& = log 21— (4.29)
A — 4 y2—a
~ A A
b = (y1—a)2 ™ (y—a) 20 . (4.30)

The corresponding estimator for the zero-noise limit is Eexp(O) =a+b where, since a is known,
the error is only due to the statistical noise of b.

This estimator depends on the empirical variables y, y,, with statistical variances 0'12 = 0'3 /Ny
and 0'22 = O'g /N> respectively. Such measurement errors will propagate to the estimator b. To

leading order in o7 and 073, we have:

A2 A2
A ob ob

MSE(b) =|—| o?+|=—]| 2. 431

SE(b) ((9)/1) 0']+(ay2) o) (4.31)

The explicit evaluation of Eq. (4.31), yields:

2 2 2cA 2 ,2cA
MSE (b) = % fem + e (4.32)
(-2 M N>

The previous equation shows that the error depends on the choice of the scale factors 4| and A, but

also on the associated measurement samples N; and N,.

Error minimization Letus first assume that we have at disposal only a total budget Nyax = N1+N3

of circuit evaluations and that 4 and A, are fixed. Minimizing Eq. (4.32), with respect to Ny and

N>, we get:
A
Nl = Nmax A+ Ao e—C(/lz—/ll)
Ay e~¢(2=d)

NZ = Nmax /11 +/12 e—c‘(/lz—/ll) (433)

and the corresponding error becomes:
N Ao el 4 1y et 2
MSE(b) = o} (4.34)
Ay — A
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Algorithm 7: Adaptive exponential extrapolation

Data: An exponential model Eeyp (A1) = a + be~“! with a known/estimated a. A maximum

number of total samples Npax, a fixed number of samples per iteration Npyeh, and a
minimum scale factor 4 (typically equal to 1).
Result: A mitigated expectation value

1 begin
2 c«—1;/* Initial guess */
3 a «— 1.27846; /* Alpha in Eq. (4.36) */
4 data «— 0;
5 Nysed «<— 0 ;
6 while Ny5eq < Ny do
7 Ay — A1 +a/c;
8 N1 ¢— Npateh X C;fiﬁl;
9 Ny «— Npateh X (1+i§]1462£?_1);
10 Nused(—Nused+N1+N2;
1 y1 «— ComputeExpectation(Ay, Ny);
12 vy «— ComputeExpectation(A;, N3);
13 Append (data, (11,y1));
14 Append (data, (13,¥2));
/* New estimate of c */
15 ¢ «— BestFit(Eexp(A;a,b,c),data);
16 return E,,,(0;a, b, c);

This error can be further minimized with respect to the choice of the scale factors. Since A is

usually fixed to 1, we optimize over A, leading to the condition:
e (c(a =)= 1) = 1=0. (4.35)
We can solve the previous equation numerically, obtaining:
c(A — ) = a, (4.36)

where @ ~ 1.27846 is a numerical constant. For a fixed A1, the previous condition determines the
optimal choice of the scale factor 4, which minimizes the zero-nose extrapolation error. From a
practical point of view, Egs. (4.33) and (4.36) can only be used if we have some prior knowledge

about c. This motivates the following adaptive algorithm.
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Figure 4.6: Comparison of adaptive and non-adaptive exponential zero noise extrapolation, given
a fixed budget of samples. The adaptive method generally produces a more accurate extrapolation
with less samples. On the other hand, in this example, the advantage of adaptivity is not particularly
large. Likely, this is due to the fact that the scale factors used for the non-adaptive method are
already quite good and not far from their optimal values. Data was generated by exact density
matrix simulation of 5-qubit randomized benchmarking circuits of depth 10 under 5% depolarizing
noise and measured in the computational basis. Noise was scaled directly by access to the back-end
simulator rather than with a folding method.

4.1.4.2 An adaptive exponential extrapolation algorithm

Algorithm 7 is an adaptive exponential algorithm based on the exponential ansatz Eexp(d) =
a + be !, where a is a known constant. Figure 4.6 shows a comparison of adaptive exponential
extrapolation with non-adaptive exponential extrapolation. At almost all sample levels, adaptive

extrapolation outperforms the non adaptive approach.

4.1.5 Conclusion

We make zero-noise extrapolation digital, developing the unitary folding framework to run error
mitigation with instruction set level access. We then demonstrate improved performance through a
set of non-adaptive and adaptive extrapolation methods. We emphasize that zero-noise extrapolation
is in general an inference problem with many avenues for further optimization.

While ZNE has previously been benchmarked on randomized benchmarking circuits or VQE,
we give benchmarks of ZNE on MAXCUT problems solved with QAOA. This allows us to smoothly

benchmark the performance of ZNE on larger variational quantum circuits then have been consid-
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ered previously.

We also consider specialization of zero-noise extrapolation to different noise models, using
calibration noise as an example. With more sophisticated multi-parameter noise models (such as
a combination of calibration noise and amplitude dampening), it is likely that multi-dimensional
noise extrapolation [144] will be of interest.

This work is a first step towards viewing zero-noise extrapolation as an inference problem and
has opportunities for extension. Priors or constraints from observable, noise or circuit structure
could be included. Data could be gathered from similar executions over time so that inference

includes a historical database of previous computations.

4.2 Reducing the impact of time-correlated noise on ZNE

4.2.1 Introduction

Zero-noise extrapolation (ZNE) techniques have been primarily investigated under the assumption
that the errors to be mitigated are uncorrelated in time. On the other hand, time-correlated noise
(in particular 1/ f* noise) has been widely observed in physical systems including superconducting
devices [145, 146, 147, 148, 149], quantum dots [150, 151], and spin qubits [152]. To estimate
the noise present in these real physical systems, one can use quantum noise spectroscopy (QNS)
[153, 154, 155] wherein the outcomes of a set of distinct control pulses or circuits are analyzed.
Key to this approach is that while these different probe sequences may in fact represent identical
circuits under ideal conditions, they interact with any noise present in different ways. This can
be understood through the filter function formalism [156, 157] which describes the “frequency
response” of a given probe sequence. Broadly speaking, the impacts of noise (in terms of fidelity)
are approximately proportional to the integral of the power spectrum of the noise with the filter
function of the control. In what follows, we will show how this intuition can also be applied to
different ZNE schemes in the presence of temporally correlated dephasing noise.

The recently developed [158] and experimentally validated [159] Schroddinger wave autore-

gressive moving average (SChWARMA) technique provides a natural mechanism for the exploration
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of so-called digital ZNE techniques [142, 160, 161] that operate at the gate level in a quantum
circuit. Building on techniques from classical time-series modeling in statistics and signal pro-
cessing, SChWARMA was conceived as a highly flexible mechanism for simulating a wide-range
of spatiotemporally correlated errors in quantum circuits.

In the following, we first review the SChWARMA modeling and simulation formalism and
its relationship to the filter function formalism. Next, we provide a concise overview of ZNE
and discuss different methods for scaling noise. Next, we show how these different schemes are
impacted by time-correlated dephasing noise despite the fact that they behave equivalently for
uncorrelated noise. We then interpret these noise scaling schemes using the language of filter
functions and show that these results are well described by the intuition provided by the filter
functions. Our findings indicate that, for time-correlated noise, the noise scaling method known as
global unitary folding [160, 162] produces more accurate noise-scaled expectation values and ZNE

results.

4.2.2 Background

4.2.2.1 Time-correlated noise: The SChWARMA model
Consider a single-qubit Hamiltonian
H(t)=H,(t)+ H.(t) (4.37)

consisting of a semiclassical dephasing noise component H,(t) along with a deterministic idealized
control component H,(¢) corresponding, for example, to the external driving induced by laser
pulses. If we further define H,(¢) = n(t)o* with n(¢) a wide-sense stationary Gaussian stochastic
process, we can say that this noise process is not time-correlated if E[n(#)n(¢")] = E[n(|t —
t'1)n(0)] = 0 for all ¢t # ¢’, where E(-) represents the average over many statistical realizations. o,
i = Xx,y, z are the Pauli matrices. Equivalently, we can say that the noise process is time-correlated

if the power spectrum

S, = [ drElnom©)e (4.38)
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is not constant as a function of w (i.e., not a “white” process).

In the SChWARMA modeling approach [158], the impact of the continuous time Hamiltonian in
(4.37) is modeled in a quantum circuit formalism by inserting correlated Z-error operators after each
“gate” determined by the control H,. This is accomplished by generating a time-correlated sequence
of rotation angles y; defined from independent Gaussian inputs x; using an auto-regressive moving

average(ARMA) model [163, 164],

p q
Yi= D aivk-it ) b (4.39)
i=1 j=0
———— .
AR MA

where the set {a;} defines the autoregressive portion of the model, and {b;} the moving average
portion with p and g + 1 elements of each set respectively. The time correlations are defined via
the resulting power spectrum

|ZZ:O by exp(—ika))|2
|1+ Sy ar exp(—ika))|2 ’

Sy(w) = (4.40)

and ARMA models can approximate any discrete-time power spectrum to arbitrary accuracy [165].
For the scope of this work we focus on the four paradigmatic noise spectra shown in Fig. 4.7,
namely: white noise, low-pass noise, 1/ f noise and 1/ f? noise.

Dividing the circuit trajectory defined by H.(t) into consecutive gates G, the SChWARMA
approach models the impact of correlated noise H,(z) by adding in a random Z(6;) = exp(iy;o?)
after each gate, which can then be Monte Carlo averaged to produce an expectation value. This
model can be extended to multi-qubit Hamiltonians

H(r) = > n;j(0)os + He(r) (4.41)
j=1

by generating independent, yet identically defined, SchWARMA-generated errors on each qubit.

In principle, these could of course be heterogeneous and correlated between qubits.
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4.2.2.2 Zero-noise extrapolation with colored noise

Zero-noise extrapolation (ZNE) is a heuristic error mitigation technique which relies on the ability
to increase the noise in a quantum circuit [166, 167, 168]. Like other error mitigation techniques,

the target is to estimate an expectation value
E(Q) =Tr[p(1)0] (4.42)

at zero noise. The noise scale factor A dictates how much the base noise level 4 = 1 is scaled in
the quantum circuit which prepares the system density matrix p, and O is a problem-dependent
observable. The key insight of ZNE is to (i) evaluate E (A1) at several noise scale factors A > 1, then
(ii) fit a statistical model to the collected data and infer the zero-noise value E(1 — 0). We refer
to these two steps as noise scaling and inference, respectively.

Compared to other error mitigation techniques, zero-noise extrapolation requires very few
additional quantum resources. Correspondingly, it has received some attention in recent literature,
e.g. it was implemented in Refs. [169, 142, 160, 162, 170, 171] and in [172] on twenty six
superconducting qubits to produce results competitive with classical approximation techniques.
References [142, 160, 161] formally introduced digital noise scaling, in which noise is scaled at a

gate-level without pulse-level control.
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Figure 4.7: Noise power spectrum of four different dephasing SchWARMA noise models corre-
sponding to white noise, low-pass noise, 1/ f noise and 1/ f? noise. These noise models are used
in Sec. 4.2.3 to test the effect of time-correlated noise on zero-noise extrapolation.
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Figure 4.8: A sample three-qubit circuit with four gates under the action of three digital noise
scaling methods we consider in this work. (a) Local folding, in which each gate G gets mapped to
G—G (GTG)n for scale factor A = 2n — 1. (b) Global folding, in which the entire circuit C gets
mapped to C — C (CTC)n. In (a) and (b), grey shading shows the “virtual gates” which logically

2
compile to identity. (c) Gate Trotterization, in which G +— (Gl/ ’l) for each gate G.

While ZNE is straightforward to implement and requires relatively few additional quantum
resources, it is nonetheless a heuristic method. The quality of the solution depends critically on
both the inference and noise-scaling method. In this work, we fix the inference method by assuming

a particular noise model and focus on the effects of the noise-scaling method.

4.2.2.3 Noise scaling methods

Ideal noise scaling In a purely theoretical setting, the ideal way of scaling the noise would be to

multiply the Hamiltonian H, in Eq. (4.37) by a constant V2:
H'(t) = VAH (¢) + Ho(2). (4.43)

Equivalently, the scale factor can be absorbed into a redefinition of the stochastic noise amplitude:

17 (t) = VAn(z). From Eq. (4.40), it is evident that the noise power spectrum gets scaled by A,
Sy (w) = Sﬁn(w) =15, (w). (4.44)

If one could directly control the noise, this would be the ideal way of scaling its power and,

therefore, the ideal way of applying zero-noise extrapolation. In a typical experimental scenario,
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of course, one cannot directly control the noise of a quantum device. For this reason, several
indirect noise scaling techniques of have been proposed and applied in recent literature. We define
several of these in the following subsections (see Fig. 4.8 for an overview) in order to analyze their

performance in the presence of time-correlated noise in Sec. 4.2.3.

Pulse stretching The intent of pulse stretching is to scale the impacts of the noise on the system

by “stretching” the underlying control Hamiltonian, replacing (4.37) with
1
H(t)=H, (1) + /—ch(t//l) , (4.45)

for some dimensionless time-scaling factor A. In principle, this scales the impacts of the noise by
increasing the overall time duration of the circuit. More precisely, if we define ' = ¢/ A, the density

operator p(t’) of the system evolves with respect to the effective Hamiltonian:
H' (') =AH, (A') + H.(t') . (4.46)
The corresponding noise power spectrum is:

Sy (w) :/12/0 di' E[n(At)n(0)]e~ ™"
=2 /0 ) dtE[n(t)n(0)]e " = 1S, (w/ ). (4.47)

From the equation above, it is evident that for a white (constant) spectrum, pulse stretching can be
used to effectively scale the noise power by A as in the ideal case defined in Eq. (4.44). In fact, the
equivalence between the ideal noise scaling and the pulse-stretching technique was already shown
in Ref. [166], under the hypothesis of a quantum state p evolving according to a master equation
with a time-independent noise operator acting as £ (p) (more details about the consistency between
our findings with the results of Ref. [166] are given in Section 4.2.6). On the other hand, Eq. (4.47)
shows that, for a colored spectrum, pulse-stretching does not exactly reproduce the ideal noise
scaling defined in (4.44). Indeed, on the r.h.s. of Eq. (4.47) we observe that the original spectrum is
also stretched with respect to the frequency variable w. This fact is a manifestation of the intuitive

idea that slowing down the dynamics the system corresponds to effectively speeding up the time
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scale of the environment. Such frequency stretching, while irrelevant in the white noise limit,
becomes relevant for time-correlated noise.

In the SChWARMA formalism, there is not a mechanism for stretching pulses per se as it
operates at the gate level in a circuit (without pulse-level control on H,(¢)). However, as discussed
in the supplement to [158], it is possible to manipulate and stretch the spectrum of a SChWARMA
model. So, for the task of numerically simulating pulse stretching, instead of implementing
equation Eq. (4.46) one can simply implement Eq. (4.47) by directly transforming the spectrum of

the SChWARMA model.

Local unitary folding A possible way of effectively increasing the noise of a circuit is to insert
after each noisy CNOT gate, the product of two additional CNOT gates [142, 161]. In this way the
ideal unitary is not changed, but the real dynamics is more noisy. More generally, in Sec. 4.1 we
introduced several digital noise scaling methods that are based on the unitary folding replacement

rule

G- GGG, n=0,1,2,..., (4.48)

where G is a unitary operation associated to an individual gate. If noise is absent, the replacement
rule leaves the operation unchanged since G'G is equal to the identity. On the contrary, if some
base noise is associated to G, the unitary folding operation approximately scales the noise by an
odd integer factor 4 = 1 + 2n.

More precisely, by applying the unitary folding replacement to all the gates of an input circuit
U=G;G4-1...G (4.49)

which is composed of d gates G ;, we obtain new circuit U’ of depth d’ = (1 + 2n)d given by
U =Gy(GiGy)"Ga-1(G)_Ga-1)"...G1(G]G))". (4.50)

The depth of the new circuit U’ is scaled by A = d’/d = 1+2n and, similarly, any type of noise which

depends on the total number of gates will be effectively scaled by the same constant 4. In Sec. 4.1,
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partial folding methods were proposed to obtain arbitrary real values of A, but for simplicity in this

work we only consider odd-integer scale factors. We refer to (4.50) as local unitary folding.

Global unitary folding Instead of locally folding all the gates, we can apply Eq. (4.48) to the

entire circuit. In this way, the circuit U defined in Eq. (4.49) is simply mapped to
U =UUuy". (4.51)

Also in this case the total number of gates of the new circuit U’ is multiplied by A = d’/d = 1 +2n

corresponding to an effective scaling of the noise.

Gate Trotterization In this work we also introduce another local noise-scaling method, acting
at the level of individual gates, that we call gate Trotterization since it can be considered as a
discretization of the continuous pulse-stretching technique. According to the gate Trotterization

technique, each gate of the circuit is replaced as follows:
A
G- (G"M)", a=01.2.... (4.52)

For example, a Pauli X rotation gate Rx(6) is replaced by A applications of Rx(6/1). Eq. (4.52)
is similar to the local version of the unitary folding rule (4.48) and, indeed, both methods replace
a single gate with the product of A gates. Compared to Eq. (4.48), the Trotter-like decomposition
used in Eq. (4.52) is more uniform since equal elementary gates are used. On the other hand, a
possible drawback of the gate Trotterization method is that G'/4 may be compiled by the hardware

in different ways depending on A and, therefore, the circuit depth may not get scaled as expected.

4.2.3 Results

In the previous section, we defined several noise-scaling methods that can be used in zero-noise
extrapolation. In this section, we study how these different methods affect the performance of
ZNE in the presence of time-correlated noise. For all the simulations presented in this section

we used the following Python libraries: Mezze [158] for modeling SChAWARMA noise, Mezze’s

144



B True (points)
1.00 §§\ % True (ZNE)
A B Pulse (points)
i\ % Pulse (ZNE)
> N 3
=< 0.95 B Global (points)
5] %  Global (ZNE)
© B Local (points)
;:’ 0.90 % Local (ZNE)
= e B Trotter (points)
g \\\\\\\ %  Trotter (ZNE)
= 0.85 -
=
% 0.80
0.75
1 3 5 7 9
Noise scale factor A
1.3
1.2 3\
\
‘k\\
—~1.1 \\\
N
L? L0 *==gmts
£ \‘\\ i
—_— Y
£09 SN = =
— B True (points) A F- =
208 * e @) N o
B I Pulse (points) AN ~_B
S -] % Pulse(2NE) S LN
2()4 B Clo \«K\E S~ao
= * s3I B~
= 0.6{ m \\”i“ -~
. ’ S
* m
0.51 m
*
0.4 p -
1 3 5 7 9

i . . Noise scale factor A X . . . .
Figure 4.9: Comparison of different zero-noise extrapolations obtained with different noise scaling

methods. We consider a single-qubit randomized benchmarking circuit affected by dephasing
noise of fixed integrated power. The two subfigures correspond to different noise spectra: (top)
white noise, (bottom) 1/f pink noise. Both spectra are shown in Fig. 4.7. The expectation value
E(1) = tr(0Op(Q)) is associated to the observable O = |0)(0| measured with respect to the noise-
scaled quantum state p(1). The colored squares represent the noise-scaled expectation values;
the dotted lines represent the associated exponential fitting curves; the colored stars represent the
corresponding zero-noise extrapolations. The figure shows that the zero-noise limit obtained with
global unitary folding (green star) is relatively close to the ideal result (gray star) even in the
presence of strong time correlations in the noise.

TensorFlow Quantum [173] interface for simulating quantum circuits and Mitiq [162] for applying

unitary folding and zero-noise extrapolation.

4.2.3.1 Zero-noise extrapolation with colored noise

In this section we numerically simulate a simple ZNE experiment with different noise scaling

methods and with different noise spectra. The results are reported Fig. 4.9 and demonstrate the
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Figure 4.10: Average relative errors in noise scaling two-qubit randomized benchmarking circuits
with (a) white noise, (b) lowpass noise, (c) 1/f noise, and (d) 1/ f2 noise. Panel (a) shows no
significant difference in scaling methods under white noise (no time correlations). (Inset shows
zoomed vertical scale.) Panels (b)-(d) show that global scaling is the lowest-error digital scaling
method. The two-qubit randomized benchmarking circuits used here have, on average, 27 single-
qubit gates and five two-qubit gates. For each circuit execution, 3000 samples were taken to estimate
the probability of the ground state as the observable. Points show the average results over fifty such
circuits and error bars show one standard deviation.

detrimental effect of time-correlated noise on ZNE. In Fig. 4.9(a) the noise spectrum is white and
all noise scaling methods produce nearly identical expectation values. Correspondingly, the zero-
noise limits (marked with stars in the plot) are nearly identical. On the other hand, in Fig. 4.9(b),
the noise is colored (a 1/f “pink” spectrum) and different noise-scaling methods produce different
expectation values. Correspondingly, the zero-noise limits (marked with starts in the plot) are also
different. This is the main qualitative result that this work aims to highlight: compared to white
noise, time-correlated noise can be much harder to mitigate via zero-noise extrapolation.

In the rest of this section, we study this aspect in a more quantitative way. In particular we
study the performances of different noise-scaling methods for different types of noise spectra and

different types of circuits.

4.2.3.2 Comparing noise scaling methods

Observing Fig. 4.9(b) we notice that, at least for the particular circuit considered in the example,

some noise sclaing methods perform better than others in the presence of time-correlated noise.
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In particular the extrapolation based on the global folding technique produces a relatively good
approximation of the ideal result even in the presence of time-correlated noise.

To better investigate this phenomenon, we consider the relative noise-scaling error

EW) - E*(Q)

A(Q) = B0

, (4.53)

as a figure of merit. Here, E (A1) is the expectation value of interest evaluated with some particular
noise scaling method and scale factor A, and E* (1) is the expectation value simulated with a noise
spectrum ideally scaled according to Eq. (4.44). In Fig. 4.10 we plot the relative error defined
in Eq. (4.53) for each noise-scaling method, after averaging the results over multiple instances
of two-qubit randomized-benchmarking circuits. Here the expectation value of the observable
O =100)(00] is considered. The results of Fig. 4.10 are consistent with those of Fig. 4.9 discussed
in the previous subsection. In fact, even after averaging over multiple random circuits, we observe
that in the presence of white noise all noise scaling methods are practically equivalent to each other
and are characterized by a small relative noise-scaling error. For all colored noise spectra instead,
global folding is optimal when compared to other noise scaling methods.

We repeat the same experiments using mirror circuits [174] and QAOA-like circuits instead of
RB circuits. The former provides another type of randomized circuit structure used for benchmark-
ing, and the latter provides a structured circuit. Fig. 4.11 shows the results using two-qubit mirror
circuits. These circuits have 26 single-qubit gates and eight two-qubit gates on average. As with
the randomized benchmarking circuits, 3000 samples were taken when executing each circuit to
estimate the probability of sampling the correct bitstring. As shown in Fig. 4.11, the conclusion
that global unitary folding most closely matches true noise scaling holds on average for mirror
circuits as well. These results were averaged over fifty random mirror circuits.

Fig. 4.12 shows the same experiment using QAOA circuits. These n = 2 qubit circuits have
p = 2 QAOA rounds using the standard mixer Hamiltonian Hy = ., X; and driver Hamiltonian
Hc = X;; Z;Z;. Denoting this circuit as U, we append U " such that the final noiseless state is
|00) independent of the randomly chosen angles 8 and y. A total of fifty circuits with random

angles were simulated for the final results, again using 3000 samples to estimate the ground state
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probability for each circuit execution. The results in Fig. 4.12 have the highest variance of the three
circuit types, but on average we still see that global unitary folding is closest to true noise scaling
out of all scaling methods considered.

The conclusions of this subsection suggest that, even for different types of circuits, the effect of
time-correlated noise on noise scaling methods is qualitatively similar. This intuition is consistent
with the theoretical discussion presented in the next section, in which the performances of noise
scaling methods are linked to their effective frequency modulation effects.

We emphasize that the comparison considered in this work is focused on one particular figure
of merit: the robustness of a noise scaling method with respect to time-correlated noise. Our
results suggest that global folding outperforms the other methods considered with respect to this
specific figure of merit. In a real-world scenario, the optimal noise-scaling method should be
determined according to a more general cost-benefit analysis, e.g. taking into account the sampling
cost, coherence time, and other hardware limitations. For instance, it may not be possible to use
global noise scaling if the circuit length is comparable to the coherence time of the computer;
in such circumstances, pulse stretching can amplify errors via small scale factors [172], although

potentially inaccurately in the presence of time-correlated noise as we have shown in this section.

4.2.4 Discussion and physical interpretation

4.2.4.1 Frequency response of a circuit

The impacts of time-correlated dephasing noise can be interpreted using the filter function formalism
[156, 157]. In a single qubit scenario, we can associate with a given deterministic H,(z) (or gate
sequence Gy ) a frequency response F,(w) that relates the expected reduction in fidelity due to the

noise as a decay exp(—y) where y is defined via the “overlap integral,”

“dw
Y= / e Sa(@)F(@)Fe(w)' (4.54)
The overlap integral can be used to derive approximations to noise-averaged observables, via

E[Tr[pO]] ~ A+ Bexp(—y) . (4.55)
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Figure 4.11: Relative errors in noise scaling two-qubit mirror circuits with (a) white noise, (b)
lowpass noise, (c) 1/f noise, and (d) 1/f? noise. Panel (a) shows no significant difference in
scaling methods under white noise (no time correlations). (Inset shows zoomed vertical scale.)
Panels (b), (c) and (d) show global scaling is optimal with time-correlated noise. The two-qubit
mirror benchmarking circuits used here have, on average, 26 single-qubit gates and eight two-qubit
gates. For each circuit execution, 3000 samples were taken to estimate the probability of the correct
bitstring (defined by the particular mirror circuit instance) as the observable. Points show the
average results over fifty such circuits and error bars show one standard deviation.
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Figure 4.12: Relative errors in noise scaling two-qubit p = 2 QAOA circuits with (a) white noise,
(b) lowpass noise, (c) 1/f noise, and (d) 1/f2 noise. Panel (a) shows no significant difference in
scaling methods under white noise (no time correlations). (Inset shows zoomed vertical scale.)
Panels (b), (c¢) and (d) show global scaling is optimal with time-correlated noise. The two-qubit
p = 2 QAOA circuits used here have eight single-qubit gates and four two-qubit gates. For each
circuit execution, 3000 samples were taken to estimate the probability of the ground state as the
observable. (Note that the QAOA circuit U is echoed such that the total circuit is UU' = I without
noise.) Points show the average results over fifty such circuits and error bars show one standard
deviation.
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For multiqubit circuits, the overlap integral becomes a more complicated expression involving the

second cumulant Céz) (T),

c?(1) ® dw
o = Z Re / _Sa,a/ (w)%ﬁ,d'ﬁ/ ((,(), T)ﬂﬁﬁ/,
2 2

a.B.a’p’ 0

(4.56)

where the overlaps between the noise power spectrum S, ./ and filter functions Fop /s scale
operators Apgpg . This expression captures potential cross correlations in noise, but here Sy o = 0
when a # @ and « is not a o, operator on given qubit. Furthermore, for the examples below we
compute the filter functions using instantaneous gates as specified by a circuit, but these expressions
can hold for piecewise constant controls to accommodate pulse shaping. In the context of noise
scaling experiments, Eq. (4.56) provides a mechanism for understanding how the different noise

scaling techniques impact the resulting scaled expectations and thus the interpolation process.

4.2.4.2 Spectral analysis of noise scaling methods

Using the filter function prediction from Eq. (4.55) we have that direct noise scaling produces states

pair (1) with expectation
E[Tr[pair(1) O]] = A+ Bexp(=4x1), (4.57)

where y is the overlap integral of the base circuit. Similarly, following Eq. (4.46), we have that

pulse stretching produces the expectation

(0]

E[Tt[ppu(d) O]] =~ A+ Bexp (—/l / Z—:Sn(w//l)FzT(w)Fz(w) , (4.58)

with similar expressions for Eq. (4.56), which is clearly not equal to Eq. (4.57) in general. Equiv-
alently, stretching the pulse amounts to “compressing” a filter function response by a factor of A4,
which shifts the filter function to lower frequencies, and thus the overlap with low-frequency noise
will likely increase by a factor greater than A. An example of the impact of pulse stretching on

a sample filter function is shown in Fig. 4.13a. Gate Trotterization is similar in spirit to pulse

150



14 (d) - Pulse A=1 (])) - Global — A=
Z ., A=3 A=3
£ A=5 A=5
é 1.0 ‘ / f
= | |
=08 [ [
=] | {
oy [
0.6 | | ‘
= [
= [
04
Z.
0.2
0.0
1.4 (() - Local A=1
- A=3
S12 \
= =95
Z10 /
. |
=08 [
= |
= |
o6 “‘
= [
= A N |
£ 041w [ il A J
Z | ] \\ | AN\ \ |
021 | ‘H‘\ N 1 AT ( \/\\ |
L NVAY; “ W Wy \ \/
00 LA | AL ol AL d | v V
0 /4 /2 3 /4 T 0 /4 /2 3n/4 T
Normalized frequency w Normalized frequency w

Figure 4.13: Largest magnitude filter function of a two-qubit randomized benchmarking circuit of
Clifford depth 2 (actual depth 24) for different scale factors A. All filter functions are normalized by
their maximum values (otherwise the integral of the filter function scales by A). Different subplots
correspond to different noise scaling methods. All noise scaling methods change the frequency
response of the circuit, however, global folding tends to preserve the qualitative shape of response
function and, for this reason, it gives better performances for zero-noise extrapolation with colored

noise.

stretching, but performed “digitally.” However, repeating a gate-pulse A times with amplitude 1/4
is in general different from stretching a gate’s pulse (except in the case of rectangular pulses).
Fig. 4.13d shows a similar qualitative impact of gate Trotterization on the filter function as pulse
stretching, in that the filter function is compressed to the low frequencies. However, unlike pulse
stretching, it is distorted and not a “perfect” compression.

Like pulse stretching and gate Trotterization, local folding also increases the proportion of
the filter function that overlaps with low frequency noise, see Fig. 4.13c. However unlike pulse

stretching and gate Trotterization, local folding also appears to generate response at high frequency.
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Qualitatively, local folding “pulls” the filter function to the extreme frequencies from the middle of
the spectrum. With these general trends, we would again expect that the overlap integrals produced
would not be particularly close to direct noise scaling.

Of the noise scaling methods studied, it appears that global folding preserves the most structure
from the unscaled filter function. The circuit responses shown in Fig. 4.13b shows that scaling
preserves the qualitative shape of the base circuit’s filter function. Qualitatively, it looks like the
impact of global folding serves to “resolve” a coarse frequency response of the base circuit. Thus,
scaling in this case preserves some structure and produces overlap integrals that are somewhat close
to direct noise scaling.

These observations in the different noise scaling strategies explain the trends in Figs. 4.9 and
4.10. As global folding produces scaled filter functions that best preserve the general balance across
different frequency ranges, the overlap integrals of the globally folded circuits are the closest to the
ideal scaling produced by direct noise scaling. The remaining three scaling approaches all produce
some level of concentration at low frequencies, and thus tend to have much greater overlap with
the low-frequency noise here. As the pulse stretching and gate Trotterization approaches are very
similar in spirit, they produce similar extrapolations. Furthermore, unlike local folding, these two
approaches have all their concentration at low frequency, thus producing the most overlap leading
to the worst extrapolation error. Local folding, which includes some high frequency content (based
on the proportion of the original circuit’s frequency response above 7/2), produces overlaps that
lie between the global folding and the stretching/Trotterization approaches.

We note that the trends observed above and the intuition behind them is a direct consequence of
the correlated noise classes considered, all of which are fundamentally low frequency. Thus, pulse
stretching, gate Trotterization, and local folding produce larger overlaps with the low-frequency
noise and drastically bias the noise extrapolation process. In contrast, if the noise was band limited
(say between 7/4 and 37/4 in normalized frequency) we would expect that global folding would
continue to track direct noise scaling the best. However, analysis of the other three techniques

would be challenging as the overlap integral with these would essentially vanish as the scaling
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increased. Without knowing the true expectation and the underlying noise spectra, it would be
unclear if the leveling out of the scaled expectation values would be due to the overlap integral
approaching infinity (i.e., too much noise) or vanishing (i.e., decoupling from the noise). Similarly,
if the noise were purely high frequency, we would expect the pulse stretching and gate Trotterization
approaches to be insensitive, local folding method to be more sensitive, and global folding between
them. Finally, extremely narrow band noise could potentially lie in a “valley” in the scaled response
(obviously this is circuit dependent), and thus overlap integrals would vanish for all the noise scaling

approaches considered here.

4.2.5 Conclusion

In this work, we have demonstrated the effect of time-correlated noise on zero-noise extrapolation.
Using the SChWARMA technique to model time-correlated dephasing noise, we presented the
results of several numerical experiments showing that global unitary folding produces the lowest
error relative to direct noise scaling. We analyzed our observed results and provided a physical
interpretation in terms of the spectral analysis of the considered noise scaling methods.

A takeaway from our work is to use global noise scaling in zero-noise extrapolation, if possible,
whenever noise may be time-correlated. An obvious important consideration is which quantum
computer architectures may have time-correlated noise, a question we do not consider in this paper
and leave to future work. We note that global folding is not the only possible noise scaling method
suitable for time-correlated noise: other methods could be defined and analyzed, e.g. folding the
first half and second half of the gates in a unitary separately. Our work provides the theoretical and

practical tools to analyze the performance of such methods under a wide variety of noise models.

Data availability Software for reproducing all numerical results is available at https://github.com/mezze-

team/mezze.
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4.2.6 Consistency between different theories of pulse-stretching

Our work is based on a semi-classical theory of time-correlated noise, according to which, the
pulse-stretching technique induces two effective changes on the noise spectrum: (i) it scales the
noise level by a constant A, (i1) it also stretches the noise spectrum on the frequency axis by the
same constant. Both effects are formally summarized in Eq. (4.47) derived in the main text.

In Ref. [166], a different formalism, based on a master equation with a time-independent noise
operator, was used to study the pulse-stretching technique. More precisely, a system evolving

according to the following master equation was considered:

2 (0 = ~[K @), p(0] + L(p(1), (4.59)

where K (1) is the system Hamiltonian and L is a time-independent noise super-operator. As shown
in Ref. [166], the effect of pulse stretching (i.e., K(t) — 1/AK(t/1)) is equivalent to an effective

master equation:

0
@p(t') = —[K(#), p(t)] + AL(p(1)), (4.60)

where ¢ = At. In practice pulse-stretching induces a multiplicative scaling of the noise operator
L — L.

The master equation Eq. (4.59) is typically used to model Markovian noise (no time-correlations).
In this case, the Hilbert space of the environment can be traced out such that p represents the re-
duced state of the system evolving according to the master equation Eq. (4.59). In this white-noise
regime, also our semi-classical theory of pulse-stretching predicts a simple multiplicative scaling
of noise power and this is indeed consistent with Eq. (4.60).

What happens for a non-Markovian environment with a colored noise spectrum? In this case,
our semi-classical theory suggests that pulse-stretching induces, in addition to a multiplicative
scaling, also a scaling of the frequency axis of the noise spectrum (see Eq. (4.47)). This may
seem to contradict the simple multiplicative scaling of the noise £ — AL derived in Ref. [166]
and reported in Eq. (4.60). However, as explained below, both theoretical derivations are actually

consistent with each other.
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In principle, the master equation (4.59) can be used to model a non-Markovian bath by repre-
senting with p the global quantum state (system + bath) instead of the reduced state of the system.
In this global picture, a non-Markovian bath can be modeled by a time-independent noise operator
L (p) that includes an interaction Hamiltonian term Hsp and the bare Hamiltonian Hg acting on

the bath only (see Supplemental Material of Ref. [166])

L(p(1)) = —i[Hsp + Hg, p(1)], (4.61)

which we can split as the sum of two terms £ = Lgsp + Lp, where Lsp(p) = —i[Hsp, p] and
Ls(p) = —i[Hp, p]. In this case, the simple multiplicative scaling £ — AL induced by the
pulse-stretching technique according to Eq. (4.60) has actually two physically different effects: (i)
Lsp — ALgp corresponding to a scaling of the noise power and (i1) £Lp — AL corresponding
to an effective scaling of the all the characteristic frequencies of the bath and, therefore, to a
frequency stretching of the noise spectrum. These two effects are consistent with the semi-classical

theory of pulse-stretching presented in this work and, in particular, with Eq. (4.47).

4.3 Increasing the effective quantum volume of quantum computers

4.3.1 Introduction

Quantum volume [8] is a single-number metric which, loosely speaking, reports the number of
usable qubits on a quantum computer!. While improvements to the underlying hardware are a
direct means of increasing quantum volume, the metric is “full-stack’ and can be increased by an
improvement to any component, e.g. software for compilation to produce an equivalent quantum
circuit with fewer elementary operations [175].

Given an m qubit quantum circuit C, the heavy set is He = {z € {0, 1}" : p(z2) > Pmedian}
where p(z) = 1(z|C|0}|? is the probability of sampling bitstring z and pmedian 1S the median

probability over all bitstrings. A heavy bitstring is one in the heavy set. Quantum volume is

'Some authors define quantum volume as the effective Hilbert space dimension. Here we report the logarithm of
this number which corresponds to the number of qubits.
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determined by counting the number of heavy bitstrings n;, measured over n, random circuits, each

sampled n; times. If the experiment is run with m qubit circuits of depth d = m, n, > 100, and

A

hg :=np/neng > 2/3+20 (4.62)

where o is the standard deviation of the estimate, then the volume is at least m. The actual volume
is the largest m such that these conditions are true. The particular structure of these random circuits,

which we refer to as quantum volume circuits, is defined in [8].

4.3.2 Method

Given a quantum volume circuit C, we define the projector on the heavy subspace

Mic = ) |l (4.63)

zE?‘[c
so that the expected number of heavy bitstrings for this circuit is ny, ¢ := ng (OlCTHh,CC |0). We use

zero-noise extrapolation (ZNE) [176, 177] with I1; ¢ as the observable for each quantum volume

circuit C to estimate the noise-free value of nj, := > nj,c. This amounts to evaluating (H}fé

(0)
h.C

) at
several noise-scale factors 4 > 1 then using these results to estimate (I, ), i.e., the zero-noise
limit of the heavy output probability. In practice, this means compiling the circuit C to a set of
circuits {Cy, }ll.‘zl. For fairness with the unmitigated experiment, we use n,/k samples for each C,
so that the total number of samples drawn is equal in the mitigated and unmitigated experiments.
The main difference to previous work improving quantum volume by compiling [175] is that we
compile a single circuit to a set of circuits, following the pattern of many error mitigation methods
(e.g. [177]), in contrast with compilation that does rewrites on a single circuit following algebraic
rules or optimized routing.

(@)

After executing each Cy; to obtain scaled heavy output counts n,, .,

we use Richardson extrap-

olation [177, 178] to estimate the zero-noise result via

k
n,(f)c = Z mn;’fc (4.64)
i=1
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Figure 4.14: Results of unmitigated and mitigated quantum volume experiments on three five-qubit
quantum computers (left-to-right: Belem, Lima, and Quito) using n, = 500 circuits and ny = 10*
total samples. Each marker shows the estimated heavy output probability /i on a different qubit
configuration defined in the legend and error bars show 20 intervals evaluated by bootstrapping.
The connectivity of each device is shown below each legend. Dashed black lines show the 2/3
threshold and noiseless asymptote (1+1n2)/2 [8]. For the mitigated experiments, 4; € {1,3,5,7,9}
and ny = 10*/5. Local unitary folding of two-qubit gates is used to compile the circuits (i.e., scale
noise) and Richardson’s method of extrapolation is used to infer the zero-noise result. The qubit
subsets which achieved the largest quantum volume in the mitigated experiments are colored blue
in each device diagram. As can be seen, on Belem error mitigation increases the effective quantum
volume from three to five, on Lima error mitigation increases the effective quantum volume from
three to four, and on Quito error mitigation increases the effective quantum volume from four to
five.

where coefficients are given by

A;
.::| | _ 4.65
g A= 4 (465)

J#i
In practice, we use 4; € {1,3,5,7,9} and scale circuits by locally folding two-qubit (CNOT)
gates [178]. In other words, the scaled circuit for A; = ¢ has each CNOT replaced by t CNOTs.

4.3.3 Results

Using this strategy, we perform unmitigated and mitigated quantum volume experiments on
the Belem, Lima, and Quito devices available through IBM [1] (see Section 4.3.6 for device
specifications). The results, shown in Fig. 4.14, demonstrate that we are able to increase the
effective quantum volume from three to five on Belem, three to four on Lima, and from four to five
on Quito. Note that ZNE increases the estimated heavy output probability &, on all qubit subsets
even though the 2/3 threshold is not always crossed. We therefore expect that ZNE can increase

effective quantum volume independent of the size of the device, so long as cross-talk and other
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errors do not scale with the device size. The largest ZNE experiment to date was performed on 26
qubit circuits with 1080 two-qubit gates [179] and, in the context of our work, provides evidence
that error mitigation can continue to increase the effective volume of larger quantum devices, e.g.
those listed in Section 4.3.7.

Because we estimate the noiseless result by taking a linear combination of noisy results, the
way we compute o in (4.62) changes relative to [8]. For any technique, such as Richardson
extrapolation, that evaluates an error-mitigated expectation value as a linear combination of noisy

expectation values (4.64), one can show (see Section 4.3.8) that

k
1 .
2 2 2 2 2
ct== > 0k ar=) e’ (4.66)
e °¢ i=1
where (O'éi ))2 is the variance of each noise-scaled expectation value, while 0'% is the variance of the

error-mitigated expectation value associated to the quantum circuit C. The previous expressions
correspond to a theoretical estimate of the error, but in practice we can estimate error bars by
repeating the experiment multiple times or by bootstrapping. The 20 error bars in Fig. 4.14 are

calculated by bootstrapping with 500 resamples. See Section 4.3.8 for more details.

4.3.4 Discussion

There is a subtle point in interpreting our results in the general context of quantum computer
performance. Our error mitigation procedure improves the expectation value of the heavy output
projector but does not produce more heavy bitstrings — in fact, our procedure likely produces fewer
heavy bitstrings because we distribute samples across circuits at amplified noise levels. However,
as we have shown, we are able to use this information to estimate the expected number of heavy
bitstrings in a statistically significant way. To carefully distinguish between the two cases, we refer
to our results as increasing the effective quantum volume.

The restriction to evaluating expectation values but not directly sampling bitstrings raises
interesting questions about physicality and the role of a quantum computer in a computational

procedure. If an algorithm only requires expectation values and we apply the error mitigation
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procedure used in this work, is it the case that we effectively have access to a quantum computer
with a larger quantum volume? These questions are linked to the physical interpretation of error
mitigation. One way to interpret ZNE is that we evaluate expectation values with respect to the

“extrapolated density matrix”
po= ) mipa, (4.67)
i

where p,, are the noise-scaled physical states and 7; are the real coeflicients in (4.64). Clearly
we did not physically prepare pg in our experiment, but should we restrict the use of a quantum
computer to only preparing a single physical state from which we can sample bitstrings? Or do
we allow ourselves to “virtually” prepare non-physical but mathematically well-defined states from
which we can compute expectation values more accurately? We note that similar questions have
been asked in the context of virtual distillation techniques [180, 129] which have been proposed to

artificially purify a quantum state or to reduce its effective temperature [181].

4.3.5 Conclusion

In this work we have experimentally demonstrated that error mitigation improves the effective
quantum volume of several quantum computers. We use the term effective quantum volume to
emphasize that our procedure is appropriate for algorithms computing expectation values and not
for algorithms requiring individual bitstrings. The error mitigation technique is not tailored to the
structure of quantum volume circuits or to the architecture of the quantum computers we used.
Indeed, we did not run any additional calibration experiments or use any calibration information to
obtain our results. Similar software-level techniques have been used in previous quantum volume
experiments, e.g. (approximate) compilation [8, 175] and dynamical decoupling [175]. The novelty
of our proposal is that, by relaxing the strong requirement of directly sampling heavy bitstrings
to the weaker requirement of estimating the expectation value of the heavy output projector, more
general error mitigation techniques can be applied to improve the effective quantum volume of a

device. We expect this approach to improve the effective quantum volume of additional quantum
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Lima Belem Quito
# Qubits 5 5 5
€1 | 4446 x107* | 2.808 x 107* | 2.980 x 107
ecnvor | 1.131x 1072 | 1.098 x 1072 | 8.292 x 1073
M 3.790 x 1072 | 2.868 x 1072 | 2.546 x 1072

Table 4.3: Device specifications and error rates for the quantum computers we used in our experi-
ments. Device connectivities are shown in Fig. 4.14. Parameters €, ecx, em denote, respectively,

averages (over all qubits) of single-qubit VX gate errors, two-qubit CNOT gate errors, and readout
errors (p(0]|1) + p(1]0))/2 accessed from [1].

computers such as those in Section 4.3.7. Our open source error mitigation software [182] can be
used on many quantum computers to repeat the experiments we performed here.

In the context of error mitigation, our work provides additional benchmarks to the relatively
few experimental results in literature [183, 182, 179, 184, 185, 186, 187]. We encourage the use
of quantum volume as a benchmark for error mitigation techniques due to its relatively widespread
adoption and clear operational meaning. Normalizing by additional resources used (gates, shots,
qubits, etc.) in error-mitigated quantum volume experiments provides a way to directly compare
different techniques and drive progress in this area. As most error mitigation techniques act on
expectation values, they can be used for effective quantum volume experiments as we have done in

this work.

Code and data availability The code we used to run experiments as well as the data we

collected are available at https://github.com/unitaryfund/mitiq-qv.

4.3.6 Device specifications

In Table 4.3 we provide more information about the quantum computers we used in our experiments.
Note that the quantum volume of Belem is listed as four at [1] but we are unable to reproduce this

result in our unmitigated experiments, presumably due to device degradation over time.
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Quantum computer log QV Reference
Rigetti Aspen-4 3 [188]
Lima 3(4) | [1] (this work)
Belem 3(5) | [1] (this work)
Jakarta 4 [1]
Bogota 4 [1]
Quito 4.(5) | [1] (this work)
Manila 5 [1]
Nairobi 5 [1]
Lagos 5 [1]
Perth 5 [1]
Guadalupe 5 [1]
Toronto 5 [1]
Brooklyn 5 [1]
Trapped-ion QCCD 6 [189]
Hanoi 6 [1]
Auckland 6 [1]
Cairo 6 [1]
Washington 6 [1]
Mumbai 7 [1]
Kolkata 7 [1]
Honeywell System Model H1 10 [190]

Table 4.4: Measured quantum volumes (in increasing order). Values in parentheses show effective
quantum volumes measured in this work.

4.3.7 Table of quantum volumes

As discussed in the main text, error mitigation consistently increased the estimated heavy output
probability in all of our experiments. To increment the effective quantum volume of a device, this
increase must cross the 2/3 threshold with statistical significance. While there is no guarantee that
this will happen, we expect there to be several cases of already-measured quantum volumes where
this will be true. For this reason, as well as general context, we include a list of quantum computer

volumes in Table 4.4.
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4.3.8 Statistical uncertainty of error-mitigated volume

4.3.8.1 Theoretical estimation of error bars

For a large number of error mitigation techniques, including Richardson extrapolation, an error-
mitigated expectation value E¢ associated with an ideal circuit C is evaluated as linear combination
of different noisy expectation values:
Ec =) niE;. (4.68)
J
Because of shot noise, each noisy expectation value Ej can only be measured up to a statistical
variance 0' =E(E 2) — [E(E )]?, where E represents the statistical average over n j measurement
shots.
Since different noisy expectation values are statistically uncorrelated, the variance o‘é of the

error-mitigated result E¢ is:

ot =E(EZ) - [B(EC))? Zw 7. (4.69)

If we assume that each noisy expectation value is obtalned by sampling a binomial distribution
B(pj,n;) with probability p; = E ; and normalizing the result over n; measurement shots, we have

=E;(1 - E;)/n;. The variance o-é of the error-mitigated result is therefore:

k
= > I PE;(1 = Ep)/n;. (4.70)

j=1
The previous expression is valid for a generic expectation value. In the specific case of a quantum
volume experiment, we can identify with E¢ the heavy-output probability associated with a specific
random circuit C. Averaging E¢ over multiple n. noisy circuits C of depth d, produces the estimated

heavy output probability visualized in Fig. 4.14:

1
=— ) Ec. (4.71)
-2
This is again a sum of independent random variables and so its variance is given by:
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1
ot== > oZ. (4.72)

4.3.8.2 Bootstrapping empirical error bars

The previous way of estimating error bars is based on theoretical assumptions and, even though
it provides useful analytical expressions, it may underestimate unknown sources of errors such as
systematic errors.

A brute-force way of estimating error bars is to repeat the estimation of the quantity of interest (in
our case hy) with N independent experiments and to evaluate the empirical variance of the results.
This method can be expensive with respect to classical and quantum computational resources, and
the results can be sensitive to how the independent samples are grouped. So while we can split
independent samples into five groups of n. = 100 circuits to estimate the standard deviation this
way, a more feasible alternative is instead given by bootstrapping. This is a statistical inference
technique in which, instead of performing N new experiments, one resamples the raw results of a
single experiment N times in order to estimate properties of the underlying statistical distribution.

In our specific quantum volume experiment, the heavy-output probability /i, is estimated

as an average over nc random circuits C as shown in equation (4.71). Let us define the set

0.0065 4

0.0060 4

0.00554

0.00501

0.0045 4

0.0040 1

0 200 400 600 800 1000
# resamples

Figure 4.15: The value of o for different resampling numbers in bootstrapping.
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S ={Ec,,Ec,, ----ECnC} containing all the estimated heavy-output probabilities associated with
different random circuits. We can now resample N sets of data S, S, ....Sy, each one containing
ne values that are randomly sampled from § with replacements. For each resampled set S; we
evaluate the associated bootstrapped mean u; = (Ec)s;-

The empirical standard deviation of all the bootstrap means {1, uz, ... } provides an estimate

of the statistical uncertainty:

1 N
o=\ D~ (4.73)
j=1

where i = Z?’:l uj/N. This is the method that we used to evaluate error bars in Fig. 4.14 (with
N =500).

One may ask how large should N be, in order to obtain a reasonable estimate of the error. In Fig.
4.15 we show the dependence of o for an arbitrary error-mitigated point of Fig. 4.14 (the results
are qualitatively similar for all points). Fig. 4.15 provides empirical evidence that, for N > 400,

the bootstrapped estimate converges around a stable result.
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CHAPTER 5

LOGICAL SHADOW TOMOGRAPHY

5.1 Background

5.1.1 Subspace expansion

Let S = (S, ..., S,) be a stabilizer code with generators Sy, ..., S,. Recall from Chapter 1.4 that a
stabilizer code (group) S is a subgroup of #,, the Pauli group on n-qubits, such that -/ ¢ S and S
is abelian. These properties ensure the codespace defined by § is non-trivial. The codespace Vg
of S is the span of the codewords of S, where a codeword is a plus one eigenstate of all stabilizer

elements. That is,

Vs :=span {|c1), ..., |ck)} (5.1

where each codeword |c;) for all i = 1, ..., k satisfies S|c;) = |¢;) for all S € S. Note that the
dimension of the codespace is dim (Vg) = k = 2"7".

Given a generator S; € {Sy, ..., S, }, define the projector
1
P; = §(I+ S,) (52)

Note that Pl.2 = %(l +2S; + Sl.z) = %(2[ +28S;) = P; so that P; is indeed a projector. Now, define the

complete projector as follows.

Definition 8. Given a stabilizer S = (S, ..., S,), the complete projector is defined as

r

p=]]r= 1_[%(1+Sl-). (5.3)
i=1

i=1
Theorem 9: The complete projector can be written as a convex combination over all stabilizer

elements

pP= % Z S. (5.4)

SeS
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Proof. This follows from expanding (5.3) and using closure. Note that there are 2" elements in

S. O

For quantum subspace expansion [ 127], we want to compute the expectation value (I') = Tr[pI']

for an observable
M=yl (5.5)

We start in the codespace with a state |) (| and evolve unitarily to p := U|y)(¢|U". Suppose

some error E; occurs which takes us out of our codespace, i.e.

) — Ei|y). (5.6)

If E; is correctable by our stabilizer code, then there exists a projector P; such that P;E;|y) = |¢)
(ignoring any renormalization). Hence for any correctable errors the complete projector (5.3) will
map the errored state Y )error € V§ back into the codespace Vs. The idea of quantum subspace
expansion is thus to measure

(Deoncca = =Tl PpP'T 5.7

where c is a normalization factor. Using (5.3) and (5.5), we can expand this as

m 2" 2

(Tcorrected = 22’0 Z Z Z yiTr[ j,DST (5.8)

i=1 j=1 k=1

Here each I is a logical operator of the stabilizer code S. For subspace codes, all logical
operators commute with stabilizers. Using cyclicity of the trace along with this property, we can

write

or

m 2"
<F>corrected = 22rc Z Jz}: Z ’leI' pS S F (59)

=1 k=1

Again by closure, the product S;iS ; 1s another stabilizer element. This allows us to eliminate one

summation and arrive at the following theorem.

Theorem 10: If [I7;, S;] = O for all logical operators I'; and stabilizers S ; (which is true for subspace

codes), then

1 m 2"
<F>corrected = 2_ le JZ:J ’}/,Tl‘ PS Ly ] (510)
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We remark that for subsystem codes, not all logical operators commute with stabilizers, so (5.10)
is invalid for subsystem codes. Here, there is an additional “residue” term containing [I5, S;] # 0.

The full expression is

1 m 2" 1 m 2" 2"
(Deomeced = 5= ), 2, WIS, T = 5= > > > wiTelpS{ T S]] (5.11)
i=1 ]:1 i=1 j:1 k=1

5.1.2 Virtual distillation

Given a noisy state pg = &(p), write its spectral decomposition

pe = polwo)Wol + D pelw) Wil (5.12)
k

where po > p1 > --- > 0, and (Y;|¢;) = 6;; (the Kronecker delta). Assume that the ideal
(noiseless) state is p = |o)(¥o|. (In an idealized noise model, we can think of the noise as adding
“orthogonal errors”, e.g. if our ideal state is |0) (0| then under bitflip noise with probability p < 1/2
we obtain the noisy state pg = (1 — p)|0){(0] + p|1)(1]. See [128] for more justification of this

assumption.) Given an observable O, the idea of virtual distillation [128, 129] is to evaluate the

quantity
Tr[pg O]
(OWD = ———— (5.13)
Tr[pg]
for positive integer m. Using the spectral decomposition (5.12), one can show that
1+ " o 0
(O = (0) 2k (P/po)" WklOlyi)/(O) (5.14)

L+ 2 (pe/po)™
where (O) := (Y|O|y) is the true (noiseless) expectation value by assumption. It’s easy to see

that lim,;, . (O)vp(m) = (O). In fact, to leading order

(O)vp =(0) [1+0 ((p1/pa)™)], (5.15)

showing that errors are suppressed exponentially in the power m.
The remaining question is how to evaluate (5.13). Authors of [128, 129] propose physically

preparing m copies of the state then using the “SWAP trick” Tr[S,,0®" 0] = Tr[p™O]. Here, S, is
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the SWAP or shift operator which cyclically permutes m copies of a state S,,|1)®[2)®|3)®- - - |m) =
12) ® |3) ® - - |m) ® |1) and O is the observable O acting on the first copy of the state p®™. The
denominator of (5.13) is computed in the same way but by omitting O;. Even for small m, this
requires many additional qubits and operations to prepare the states, and the SWAP operation is
very hard to implement experimentally. Recognizing these challenges, Ref. [191] proposes using
active reset to reduce the number of ancilla qubits needed for this approach. Our logical shadow
tomography procedure only requires sampling from a single copy of the state. We now describe this
method and how it encapsulates both subspace expansion and virtual distillation with significantly

fewer resources.

5.2 Introduction

In this chapter, we are interested in error mitigation in the region between noisy-intermediate scale
quantum (NISQ) and fault-tolerant quantum computation. We present a conceptually simple and
practical QEM technique. In our setup, we use quantum error correction code to distribute logical
qubits information with multiple physical qubits. Without active quantum error correction which
requires extra ancilla qubits and parity check measurements, the only step which happens on a
quantum computer is repeatedly sampling from an encoded state to perform shadow tomogra-
phy [192, 193]. After this, one can use classical post-processing to project out errors as in subspace
expansion [127] and calculate powers of the density matrix as in virtual distillation [128]. In
addition to enabling both of these methods, our technique requires significantly fewer resources.
Specifically, we show that (i) the quantum gate overhead is independent of the number of logical
qubits and we do not require multiple copies of the physical systems, (ii) the sample complexity for
estimating error mitigated Pauli observables only scales with the number of logical qubits instead
of the total number of physical qubits, and (iii) there exists an efficient classical algorithm that can
post-process data with polynomial time. We show the new method is practical for relatively large

systems with numerical experiments.
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5.3 Logical shadow tomography

5.3.1 Motivation

(a) Physi‘cal Classical post-
qubits o processing
— () — — A _____ -
o cEH - g
Logical |—e— 28 H ., HA----- g 011010
qubits  [—@— § 2 UL ----- ~ e
o——o— O g 1 4 ~---° >
O | 1 | M/ ----- >

Classical post-

(b) —e— 11— YA _____ . processing
gm0
L — s L HMA----- g 011010
e § 2 L—~\1g ----- | 110011
® —t— 0 — O g |— U2 ----- >
— 0 — © 11 "L ----- >

Figure 5.1: Graphic illustration of logical shadow tomography. (a) Red dots are logical qubits,
and blue dots are physical qubits. Logical information is distributed to physical qubits by error
correction code, then followed by noisy quantum computation on physical qubits. To get estimation
of error mitigated observables, we perform classical shadow tomography on the noisy physical
state. Particularly, we can apply random Clifford gates denoted as green blocks from some unitary
ensemble U, and take computational basis measurements. (b) A special case using [[n, 1]] code
for each logical qubit. In shadow tomography, we apply random unitary from tensor product of
Clifford groups C£(2")®*. Additional gate depth will not scale with number of logical qubits k,
and sample complexity for estimating error mitigated logical Pauli observables is the same as using
global Clifford group C£(2"%).

In this work, we are interested in error mitigation in the region between noisy intermediate-scale
quantum (NISQ) and fault-tolerant quantum computation, where the number of qubits is more than
a few but cannot fulfill the requirement of fault-tolerance. We ask the question whether we can use
those resources cleverly to achieve a more reliable quantum computation. QEM methods related
to this idea are subspace expansion [127] and the virtual distillation [128]. The key contribution
of this work is to propose the application of classical shadow tomography [192, 193] to reduce
the quantum and classical resources needed to perform these QEM schemes, and provide rigorous

analysis on its error mitigation capability.
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The subspace expansion approach starts by encoding k logical qubits with N physical qubits

via an error correction code [ [N, k]]. Consider using a stabilizer code defined by a stabilizer group

S =(51,52,---,Sy-k), the code subspace is specified by the projection operator
N—k
I+ Sj 1
m=] . :2N—_kZM, (5.16)
j=1 MeS

where M denote group elements in S as products of the stabilizers. Errors may occur to the
physical state during the quantum information processing, which generally takes the physical state
away from the code subspace. Suppose the goal is to estimate the logical observable O only, then
even without active error correction, a simple projection of the the corrupted physical state pg back

to the code subspace can already mitigate the error for the logical observable [127]

_ Tr(Tlpgll'O) 1
 Tr(Ipgllf) — 2nkc

(O)qem 2, Tr(peM0), (5.17)

MeS

where ¢ = Tr(ITIpgIT"). This amounts to measuring (M O) on the corrupted physical state for all
elements M in the stabilizer group S (or for a majority of M sampled from S). This approach can
quickly become exponentially expensive when N — k becomes large.

Another approach for QEM goes under the name of virtual distillation. Assuming the target
state is a pure state as the leading eigen state of pg. The sub-leading eigen states of pg (as
errors orthogonal to the target state) can be suppressed by powering the density matrix o, and
we estimate (O)qem = Tr(pZ0)/Tr(pg). Or more generally, a polynomial function f(pg) =
col +cips+c2 ,0(2S + -+ cempl of pg can be considered, with an optimal choice of the coefficients

co, -+ ,Cpy to best mitigate the error, such that

_ Tr(f(pe)O)

(O)qem = T (oe)) (5.18)

However, powering a density matrix on quantum devices typically involves making multiple copies
of the quantum system, which can be challenging and expensive in quantum resources.
The key observation of this work is that both Eq. (5.17) and Eq. (5.18) (or their combination)

can be efficiently evaluated in the classical post-processing phase after performing the classical
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shadow tomography [193] on the noisy physical state pg. The classical shadow tomography uses
randomized measurements to extract information from an unknown quantum state, and predicts
physical properties about the state efficiently by post-processing collected measurement outcomes
on a classical computer. When the measurement basis are chosen to be Pauli or Clifford basis, the
post-processing can be made efficient. The code subspace projection and the powering of density
matrix can all be implemented efficiently in the post-processing phase by classical computation,
given the Clifford nature of the classical shadows. In this way, we can implement the existing error

mitigation schemes with significantly reduced quantum and classical resources.

5.3.2 Procedure

Let us now introduce our technique which we will refer to as logical shadow tomography (LST).

LST consists of the following steps! (see Fig. 5.1 for a graphical overview):

1. Given a k-qubit logical state, encode it into a N-qubit physical state by a [ [N, k]] stabilizer

code.

2. Perform the quantum information processing on the physical state, the resulting physical
state is denoted as pg. Due to the error accumulated in the processing, ps = E(p) may be
corrupted from the ideal result p = |¢)(¥| by some noisy quantum channel &. The goal is

the mitigate the error for predicting logical observables based on the noisy physical state pg.

3. Perform shadow tomography on the noisy state.

3.1. Apply arandomly sampled unitary U from a unitary ensemble U to the physical qubits.
Measure all physical qubits in the computational basis to obtain a bit-string b € {0, 1}".

Store U, b.

3.2. Repeatstep 3.1 for N times to obtain a data ensemble {(Uy, by) }i\': | (s labels the samples

in the ensemble).

ISteps 2 and 3 can be aptly summarized by “perform shadow tomography [193] on the logical state,” whence
logical shadow tomography. We explain these steps in detail for completeness.
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4. Post-process the data on a classical computer.

4.1. Construct the classical shadow ensemble

2(pg) = {ps = MU |bs) (b |U,) Y (5.19)

s=1°

where M~! is the classical shadow reconstruction map that depends on the unitary

ensemble U.

4.2. Given any logical observable O (i.e. [II, O] = 0) estimate the error-mitigated expecta-

tion value by
O)1ep - T (p)T'0)
Tr(TLf (pe)IT)

where I is the code subspace projection operator defined in Eq.(5.16), and f(x) =

(5.20)

ZZ: | €pxP can be a generic polynomial function up to the power m. The proposed
QEM estimator (O ) st in Eq. (5.20) combines the subspace expansion Eq. (5.17) and the
virtual distillation Eq. (5.18) approaches. In particular, the numerator Tr(IT f (pg)T1TO)

is evaluated by

m p
¢, E Tr(n( pA)nfo), (5.21)
pi P (psyez(pey e Ul '

and the denominator Tr(IT f (pg)IT") is evaluated independently in a similar manner (by

replacing O with I).

The map M~! depends on the unitary ensemble U for which there are several proposals, e.g.
Pauli ensembles, random Clifford circuits, and chaotic dynamics [193, 194, 195, 196]. In this work,
we find the sample complexity for predicting logical Pauli observable is the same between using a
full Clifford ensemble C£(2") as shown in Fig.5.1(a) and a tensor product of Clifford ensemble
Ct(2N/k)®k a5 shown in Fig. 5.1(b). In the following, we will focus on the scheme where each
qubit is encoded with a [[n, 1]] error correction code and apply random unitaries from Clifford

group C¢(2") at each logical qubit sector. And the total number of physical qubits is N = nk.
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5.3.3 Analysis

In the previous section, we have outlined the procedure of logical shadow tomography (L.ST). Here,
we will analyze its performance from three perspectives: 1) error mitigation capacity, 2) quantum
resources, and 3) classical resources. Particularly, in error mitigation capacity subsection, we
show how error is suppressed with the code distance d of the error correction code and powers
of density matrix. In quantum resources subsection, we show the gate overhead is similar to the
original proposal of subspace expansion, except for a shallow depth Clifford circuit whose depth
does not depend on the number of logical qubits. Compared to virtual distillation, our method
only requires one copy of the physical system. In addition, we also show the sample complexity
has an exponential reduction compared to the direct implementation of subspace expansion for
estimating logical Pauli observables. In classical resources subsection, we outline the general
classical algorithm for post-processing the data. Particularly, we show there exists fast algorithm
for LST with f(pg) = ps and its algorithm time complexity is O(N?). This allows our method

scale to large system size.

5.3.3.1 Error mitigation capability

Code space projection. Let S be the stabilizer code used in LST. For any correctable error E,

there exists a stabilizer generator S such that SE = —E S and so

HE[) o< (I +S)E|y) = E([¢) - [¥)) = 0. (5.22)

Analogously, if no error has occurred then |¢) is a codeword and

) = |y). (5.23)

Thus the projector I1 discards results in which correctable errors have occurred [127]. The set of
correctable errors is determined by the chosen code. Assume a simple noise model where each
qubit is subjected to depolarizing noise with rate p. If a single error happened on one qubit. Then
it can be projected out given the fact that single Pauli operator is not the stabilizer group. Those

errors are non-logical errors.
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The code space projection fails when more local error happens and they form a logical operator.
The probability of having this failure is p“, where d is the code distance of the error correction

code. Mathematically, we can write down

pe=0-p)Npo+ppi+p’o2+..., (5.24)

where po = |[¥o) (Yol is the ideal quantum state, and N is the system size. p; is the quantum state

subjected to error happened to one qubit, i.e.

p1 =(XI--Dpo(XI--D)+IX--Dpo(IX -I)+... (5.25)
Similarly, p, is the quantum state subjected to two error happened, i.e.

p2 =(XIY - -I)po(XIY - -I)

(5.26)
+(IXX - -Dpo(IXX --1)+...
Therefore, for any logical observable O, we have

Tr(TTpgllO)
Tr(TTpgll

r(Tpeth) (5.27)
~ wal0lua) [1+0 (4L )|

(YolOlo)

More details can be found in Sec.5.7.
Virtual distillation. For completeness, we will review the virtual distillation theory here. With

the spectral decomposition of the noisy density matrix, one can write

pgs = polo)Wol + pily) Wil + - + puln) (Wl (5.28)

where pg > --- > p, and (Y;|y;) = 6,;. For shallow circuit, it is reasonable to assume |}o) = [¢)
is the noiseless state. In this case, for any observable O and positive integer m we have [128, 135]
Te(p20)  pp(wolOlwo) + S pl' Wil Olws)

Tr(p%) Py + 2P}

_ pi\" (ilOly1)
= Wiol) [1 +0 ((Po) W0y )]

(5.29)

174



Thus, computing the expectation value with the mth power of the state suppresses errors exponen-
tially in m, a phenomenon which can also be interpreted as artificially cooling the system [197].
Here we allow for an arbitrary function f acting on the noisy state via its Taylor expansion
f(x) = gzl cpxP. Including sums of powers up to m (instead of just the highest power m) was
shown to improve results of numerical experiments in [135].

LST (Combined approach). LST has the error mitigation capability of code space projection
and virtual distillation. When we combine code space projection with virtual distillation, we expect
both code distance d of the error correction code and mth power of the density matrix will suppress
the error. Especially, when m = 2 in Tr(I1p'I10), i.e. one projects the squared density matrix to

code space, the order of error suppression is improved from O(p?) to O(p>?). In general, higher

order of the power m will lead to stronger error mitigation effect. (See Sec. 5.7 for more details.)

5.3.3.2 Quantum resources

Gate overhead. LST requires additional qubits and gates to encode the logical state, the exact
number of which depends on the chosen code. Restricting to stabilizer codes, the logical state
preparation only requires implementing Clifford gates, which are presumably easier to implement
on NISQ devices compared to universal quantum computation gate set. This encoding overhead
is the same as the subspace expansion method. To perform the classical shadow tomography,
an element from a unitary ensemble U is appended to the quantum circuit before measuring all
qubits in the computational basis. If U is chosen to be a global Clifford ensemble, the added
circuit depth is O(N) with local random unitary gates [198]. The gate overhead associated with
this can be significant. If U is chosen to be a tensor-product Pauli ensemble, the added circuit
depth is O(1) [193]. The gate overhead is more affordable. However, the Pauli measurement
will increase the sample complexity exponentially for non-local observables. Facing this dilemma
between Clifford v.s. Pauli measurement, a recent work [195] by part of the authors has developed
an efficient classical shadow tomography approach for finite-depth local Clifford circuits, which can

smoothly interpolate between the global Clifford and the local Pauli limit. Using shallow (finite-
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depth) Clifford circuits for shadow tomography, the gate overhead can be significantly reduced
with only a mild increase of sample complexity. [195] This approach can be combined with our
error mitigation technique seamlessly to achieve an optimal balance between gate overhead and

)®* as shown

sample complexity. For this work, we will use a tensor-product Clifford group C¢(2"
in Fig. 5.1 (b). The added circuit depth is O(n), where n is the physical qubits in [[n, 1]] code for
one logical qubit. It is important to notice that the depth of additional circuit is independent of the
number of logical qubit k.

Sample complexity. We now consider number of measurements needed for classical post-
processing in LST. If one uses a [[n, 1]] code for each logical qubit and a tensor-product Clifford

group C£(2")®*, where k is number of logical qubits, we have the following theorem which dictates

the sample complexity of LST.

Theorem 11: Let p be a k logical qubits quantum state, where each logical qubit is encoded with
a [[n, 1]] code, and IT be the associated projection operator to the code subspace. Then one needs
O(log(M)4* /e5%) samples to produce an estimation O; of Tr(ITpI10;) with {i = 1,..., M} of

logical Pauli observables O; such that
Pr (|0; - Tr(TIpIO;)| > €) < 6. (5.30)

The result (5.30) applies to both the numerator and denominator of the LST estimate Eq. (5.20)
separately. We emphasize that the number of samples does not depend on the total number of
physical qubits nk, but only depends on the number of logical qubits k, and scales as O(4F).
Compared to direct implementation of subspace expansion whose sample complexity is O(2"%),
our method dramatically reduces the sample complexity.

In Ref. [127], the authors also mentioned stochastic sampling of the stabilizer group elements
to reduce the sample complexity at the price of losing the error mitigation capacity. Our approach
bypasses the need to sample the all elements in the stabilizer group, as we can implement the

projection operator directly and efficiently by data post-processing. Our advantage will be even
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more apparent if one uses larger n error correction code [[n, 1]], which provides larger code

distance and better error mitigation capacity.

5.3.3.3 Classical resources

In this section, we show that there exists efficient algorithm for classical post-processing. Especially,
for LST with f(pg) = ps (no virtual distillation), the classical post-processing can be performed
with polynomial classical memory and time.

After sampling, we have the classical shadow Eq.(5.19) consisting of N stabilizer states
UT|b)(b|U, the observable O, and the projector II. We need to estimate the numerator and

denominator of Eq. (5.20), both of which can be written

Tr[f(pe)T] (5.31)

where I' = T10 for the numerator and I" = II for the denominator. Let m be the highest degree of

the Taylor expansion of f. As in [193], we can evaluate the expectation of this term via
ETr[py, - pi T, (5.32)

where {p;, . .. p;, are independent samples. A single classical shadow g; requires O(N?) classical
memory to store (where N = nk is the total number of qubits), so the argument inside the trace
in (5.32) requires O (N 2m) classical memory [12]. In Sec.5.6.1, we showed that the evaluation of

(5.32) boils down to evaluating the general form

l
TI'( (Cljl+bij)), (533)
Jj=1

where M; are Pauli operators. This can be solved by finding the null space N4 of a binary
matrix representation of Pauli operators {M;}. By simple counting argument (see Sec.5.6.1
for more details), we see the evaluation of Eq.(5.32) has time complexity upper bounded by
(@) (mNz(mN +N — k +1) +m|Nal|), when m > 2, where k is number of logical qubits, N = nk

is the total number of physical qubits, m is power of density matrix, and |Ny| is the volume of
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binary null space N4 determined by a set of classical shadows {p;,, . .., 0;,, }. When m is large, the
null space N4 can be very large. In practice, the evaluation of (5.32) can be slow given the time
complexity is proportional to O (m|Ny|) for m > 2.

We also find an improved classical algorithm for m = 1 with time complexity O(N?). When
m = 1, we would like to evaluate Tr(ITpI1O), where p is proportional to a stabilizer state, which
can be represented using stabilizer tableau. The intuition behind the efficient algorithm is that a
stabilizer state can be efficiently projected by another stabilizer group projector by updating its
stabilizer tableau. We leave the detail of the algorithm to Sec. 5.6.2.

In conclusion, at least for the m = 1 (no virtual distillation) case, the post-processing complexity

is polynomial O(N?) in the total qubit number N.

5.4 Numerical results

In Sec. 5.3.3, we discussed the error mitigation capabilities, quantum resources, and classical
resources of LST. One should notice that the discussion of sample complexity is mainly fo-
cused on estimation of Tr(ITpII'0O). While in practice, we would like to estimate the ratio of
Tr(ITpIITO) /Tr(I1pI1"). The sample complexity of the ratio does not have a closed form in gen-
eral. This problem is not unique to our approach. It also exists for the subspace expansion [127]
and virtual distillation [128].

Nevertheless, in the following, we will use numerical experiments to investigate the sample
complexity. We demonstrate the performance of LST through numerical simulation of large sys-
tems. In particular, we find LST outperforms the direct implementation of the subspace expansion

and the sample complexity scaling is very close to our theoretical prediction in small noise region.

5.4.1 Pseudo-threshold with the [[5, 1, 3]] code

We first consider a simple example with one logical qubit encoded in five physical qubits with
the [[5, 1, 3]] stabilizer code. Each physical qubit is subjected to depolarizing noise with error

rate p. The same model is considered in the subspace expansion literature [127], which shows
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Figure 5.2: LST with the [[5, 1,3]] code. Here, |¢) is taken to be the logical |0) and we estimate
infidelity 1 — F with samples. The dashed black line shows the physical infidelity, i.e., the noisy
expectation value of single qubit without any encoding. The green and blue dashed line are analytical
performance of logical shadow tomography with f(pg) = pg and f (p(zg) = p(z8 respectively. The
red dots and red shaded area indicates the mean value and standard deviation of error mitigation
with f(pg) = pg by direct implementation of subspace expansion with 3000 measurements. The
green line and green shaded area indicate the mean value and standard deviation with f(pg) = pg
and 3000 measurements by LST. And the performance of LST with f(pg) = ,o(z8 is indicated by
blue line and blue shaded area.

pseudo-threshold p = 0.5. Here, we want to compare the practical performance of logical shadow
tomography and direct measurement by subspace expansion.

We evaluate Eq. (5.20) with f(pg) = pg and f(pg) = pé. The results are shown in Fig. 5.2.
Here, the dashed black line shows the infidelity without any error mitigation (the “physical”
curve), and the dashed colored lines show the infidelity using LST. We see that the LST estimates
have lower infidelity than the physical curve, showing that errors are indeed being mitigated.
LST with f(pg) = p(zg outperforms LST with f(pg) = ps showing that the combination of
codespace projection and virtually distillation outperforms only projecting into the codespace.
This phenomenon agrees with the behavior of the error mitigation capability p™¢ with m = 1,2
argued in 5.3.3.1 (See Sec. 5.7 for proof details). In addition to expected performance, we also
care about sample efficiency, since one major contribution of our work is showing the exponential

reduction in sample complexity with LST.
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To show this practical advantage, we collect 3000 measurements results and use the data to
estimate error mitigated value. The colored lines/points shows the mean values of the estimation
and the colored regions shows the standard deviation to the mean value. For f(pg) = pg, LST is the
same as the subspace expansion. If we implement the direct subspace expansion by measuring every
Pauli observables, each Pauli observable is measured around 100 times. The red points/line and red
shaded region shows the result of direct implementation of subspace expansion. Given each Pauli
observable is not measured many times, small error in the denominator can cause large error of the
ratio. We see the standard deviation is very huge. The mean estimation and standard deviation of
LST is shown as green points/line and green shaded region. In contrast to direct implementation of
subspace expansion, LST has a much smaller fluctuation with the same amount of measurements.
This shows the practical advantage of our method. In addition, the blue points/line and blue shaded
region shows the result of LST with f(pg) = p%. With the same amount of data, we see it will

suppress the noise even more.

5.4.2 Convergence vs. code size

As we have pointed out in Sec. 5.3.3.2, the sample complexity for estimating Tr(ITpII"O) for logical
Pauli observables O only scales with number of logical qubits k as O(4%) but does not scale with
the number of encoding qubits n of the [[n, 1]] code for each logical qubit. In practice, we will
estimate error mitigated values as a ratio, i.e. Tr(ITpIT'0Q)/Tr(IIpI1"). Since there is no closed
form for the statistical fluctuation of the above ratio. We will investigate the sample complexity of
it via numerical simulation. Interestingly, we find the sample complexity of the ratio agrees well
with our theoretical analysis in small noise region.

We now consider [[n, 1]] codes for one logical qubit and vary the number of physical qubits
ranging from n = 10 to n = 60. For quantum noise, each physical qubit is subjected to 1%
depolarizing noise in all the following experiments. The LST estimated fidelity (using f(pe) = pe
for all code sizes) vs. number of samples is shown in Fig. 5.3 (a). Using a relatively small number

of samples (at most 10°), all LST values converge to the noiseless fidelity. Note that the direct
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Figure 5.3: Scaling study of LST with f(p¢) = pe. In all figures, each physical qubit is subjected
to 1% depolarizing noise. (a) LST estimated fidelity vs. number of samples from 10% - 10° with
various [[n, 1]] code sizes. The noiseless fidelity value of 1.0 is shown with the dashed black line.
For all code sizes up to n = 60 physical qubits, the LST estimate converges to the true noiseless
value. Codes used are the minimum distance constructions from [9].(b) Standard deviation vs.
number of physical qubits n. The standard deviation of estimation doesn’t scale with number of
encoding physical qubits. (c) Mean value and standard deviation scaling vs. number of logical
qubits k. Each logical qubit is encoded with [[5, 1,3]] code, and the state is prepared as logical
GHZ state |0...0) + |I...1). We see standard deviation scales exponentially with number of
logical qubits k as predicted.
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implementation of subspace expansion with the full projection II as used here would require at
least 2°° samples, a number infeasible to implement in any practical experiment. In addition, we
estimate the standard deviation of each predicted point by LST using the bootstrap method, and the
result is shown in Fig. 5.3 (b). We see the standard deviation does not show strong dependence of
number of encoding qubits 7, and it indicates the sample complexity does not increase much if one
increase n.

In addition, we also study the sample complexity scaling with number of logical qubits k.
Particularly, we use [[5, 1, 3]] code to encode each logical qubit and prepare a multi-logical qubits
GHZ state, (|0...0) + |1...1))/V2. In Fig.5.3 (c), the blue dots/line shows the estimated mean
value for logical operator X| ® - - - ® X;, and the blue shaded area indicates the standard deviation.
Especially, in the inset, we see the standard deviation increases exponentially with number of logical
qubits k. This result also agrees well with our sample complexity analysis, even though the analysis
focuses on estimating Tr(ITpITT0).

Through the large scale numerical simulation, we find LST indeed outperforms previous meth-
ods in terms of sample complexity. Interestingly, we also find the sample complexity agrees well
with the theoretical analysis in small noise region. This indicates the sample complexity of LST
does not scale much with the number of physical encoding qubits n with [[n, 1]] error correction

code and only scales with number of logical qubits k.

5.5 Discussion

We have presented a procedure for estimating error-mitigated observables on noisy quantum com-
puters. Our procedure is flexible enough to be performed on virtually any quantum computer: the
only additional quantum resources needed are qubits and Clifford gates for encoding the logical
state. After sampling from the logical state, a classical computer processes the obtained classical
shadow to return the error-mitigated expectation value. In the analysis, we show if the error cor-
rection code has code distance d and f(pg) = pg for LST, then error will be suppressed to O(p?),

assuming independent depolarizing noise with rate p on each physical qubit. And we also show
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higher power of density matrix will further improve the performance. For sample complexity, we
show it scales only with number of logical qubits k but not the number of encoding physical qubits
n. This result is also supported with large scale numerics. In addition, we provide efficient classical
algorithms to post-process the classical shadow data and remark that this post-processing can be
easily parallelized for practical efficiency in real-world experiments.

With respect to error mitigation, our procedure provides an experimentally simple procedure
to carry out proposed error mitigation techniques [127, 128] at scale. In particular, we have
demonstrated subspace expansion with up to n = 60 physical qubits encoding a single logical qubit,
i.e., a stabilizer group with 2>° elements, an experiment which would be practically infeasible
with the direct or stochastic sampling schemes of [127, 135]. We have also implemented virtual
distillation [128] without expensive swap operations to compute powers of the density matrix.
Rather, our procedure uses the same quantum circuit to evaluate the error-mitigated expectation
with any function f(pg) of the noisy state pg; the only difference is in classical post-processing
(and number of shadows needed). Note that virtual distillation without subspace expansion can be
implemented in our protocol by using a trivial code (i.e., not encoding a logical state). Further,
beyond making both of these techniques significantly more practical to implement, our procedure
enables them to be composed with one another, and we have shown numerically the composition of
both techniques results in further reduction of errors. Additional error mitigation techniques which
act on the noisy state, e.g., those in [135], may also be implementable with our framework.

In our analysis, we assumed the Clifford circuit in the classical shadow part is noise-free. If there
are noise in the Clifford circuit part, it can be mitigated if the noise is independent of the Clifford
gates, as in [199, 200, 201], where similar idea was used for randomized benchmarking [202, 203].

Shadow tomography since proposed in [193] has found a number of applications in quantum
information processing, including the recently proposed process tomography [204], and avoiding
barren plateau in variational quantum circuits [205]. This work constitutes an application in the
error mitigation realm. We are optimistic our procedure will be effective on current and near-term

quantum computers for a variety of experiments on relatively large systems.
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5.6 Stabilizer algorithms

5.6.1 Evaluating the trace in Eq. (5.21)

In this Section, we explain an efficient approach to evaluate the trace in Eq.(5.21). For random
Clifford ensemble, the reconstruction map reads p = M~1(&) = (2" + 1)& — I, such that

EﬁTr(H( ﬁ ,as)HTo) — i (’Z)(z” + l)q(—l)m'quTTr(H( ﬁ &S)HTO). (5.34)
s=1

q:O s=1
Notice that the projection operator II = ]—[?;{‘ (I +5;)/2 and the snapshot state & = U T1bY(b|U =
[T, (I+b;U 77;U) /2 both take the from of stabilizer states. So the problem boils down to evaluating
the trace of the following general form

/
Tr( | JCar+ b,Mj)), (5.35)

J=1

where M are Pauli operators and a, b; are real coeflicients. As we expand the product, the only
terms that survive the trace are those terms with the Pauli operators multiplied to the identity
operator. To find these combination of Pauli operators, we can first encode every Pauli operator M ;

as a binary vector following

n n
n .. .. g. /
M; = jZiz1 i 1—[ Xl.f” n Zi{z_/ R Y ’ (5.36)
i=1 i=1 {ij

where &;;, {;j € {0, 1} are binary variables. Arranging all the binary vector representations of M
as column vectors, together they form a 2n X [ matrix, denoted as A. Each combination of Pauli
operators M; that multiply to identity corresponds to a binary null vector solution x of the binary
matrix A, as Ax = 0 (modulo 2). The null vectors form the null space of A, denoted as N4. The null
space of binary matrix A can be found using Gaussian elimination method, and its time complexity
is O(nl X min(2n,[)). For x € Ny,

l
(M) =z(x)1, (5.37)
j=1
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which defines the phase factor z(x) given x. Then the trace in Eq. (5.35) is given by

l l
Tr( (a1 + bij)) =2" Y ] a; by (5.38)
=1 j=1

J XeENA

Therefore the time complexity of evaluating the general trace Eq. (5.38) is O (nl xmin(2n, [)+|N4|),
where | Ny4| is the volume of the null space Ny that is determined by the set of Pauli operators { M, }.
Applying this result for Eq. (5.34), we get the time complexity for evaluating Tr (IT ([T, g5) 170)
is upper bounded by O(mnl X min(2n, 1) + m|Ny|), with [ = mn + n — k + 1. For large m, the
volume of null space |Ny| can be troublesome, and scale exponentially with m. But luckily for

m = 1, there exists more efficient polynomial time algorithm, which is illustrated in Sec. 5.6.2.

5.6.2 Efficient projection of a stabilizer state

As shown in Eq. (5.36), any Pauli string operator can be represented as a one-hot binary vector x

and z, withx;,z; =0, 1 fori = 1,..., N, where N is the total number of qubits,
N
oo =i | X2 (5.39)
i=1

where X;, Z; are Pauli operators, and x;, z; are binary values. The multiplication of two Pauli

operators can be represented as

O(x,2)0(x,7)) = i’ (rzx’.2') O (x+x7,247") %25 (5 40)

where the phase factor is

N

px,z;x',7) = Z (Zix; - xiZ; +2(z; + Zf) {

i=1

’
Xi +X;

2

lzit
+2(x; +x7) 5 mod 4. (5.41)
Any two Pauli strings either commute or anti-commute,
Ox,2)0(x'2") = (_)C(x,z;XI’Z/)O_(x’,z’)O—(X,z)’ (5.42)

where the anticommutation indicator ¢ has a simpler form

’r o p(x’ Z;X’, Z,) _p(x,’ Z/;)C, Z) = ’ ’
c(x,z3%,7) = 5 = > (zix{ —xizj) mod 2. (5.43)
i=1
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Therefore, the complexity of calculating anticommutation indicator is O(N). The binary vectors
x and z can be interweaved into a 2N-component vector g = (xo, 29, X1, 21, - - ), Which forms the

binary representation of a Pauli operator o.

00 2y
standby
TP T T T T 7 stabilizer
active
N o e e o < <
standby
N 41 et 3 destabilizer
active
2N - -
I HT 2 ...

Figure 5.4: Data structure of a stabilizer state. Each Pauli string is represented as a binary vector.
First N rows store the stabilizers of the state, and second N rows store the destabilizers of the state.

In Fig.5.4, each row is a binary representation of a Pauli string. For a Hilbert space with
dimension C2", we can find at most N stabilizers {S;,i = 1...N} and N destabilizers {D;,i =
1...N},with [S;,5;] =0, [D;,D;] =0and {S;, D;} = 9; ;. Fig. 5.4 is called the stabilizer tableau
of stabilizer state. We use r in Fig. 5.4 indicates the log —2 rank of the density matrix. For pure
stabilizer state, r = 0. And if » > 0, then stabilizer tableau represents a mixed state and only partial
Hilbert space is stabilized.

A stabilizer projector I1 = Hi:l 17" can also be represented as a [-row tableau (only stabilizer).
Now we are going to present an efficient algorithm to calculate Tr(I1pIT), and update the stabilizer
tableau of a full rank stabilizer state p according to projection IT.

Outline of the algorithm: First, we set trace = 1. Then we scan over every observable Gy in
the generator of the operator. For each G, we continue to scan over all operators in the stabilizer

tableau. If the observable G anticommute with:

1. At least one active stabilizer (the first of them being §,) — Gy is an error operator that
take the state out of the code subspace — stabilizer tableau need to be updated according to

I = G. And trace will be multiplied by 1/2.

2. Otherwise, Gy is in the stabilizer group generated by {Sy }. If the phase factor is compatible,
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then stabilizer state is eigenstate of (I = G)/2 with eigenvalue 1,i.e. (I = Gy)|¥)/2 = |¢);

if the phase factor is incompatible, it means (I = G)|y)/2 = 0.

We see this algorithm has a double loop of O(N) items, and each anticommutation check takes
O(N) time. Therefore, the time complexity of this algorithm is O(N?), where N is the total number

of qubits in the system.

5.7 Error mitigation capability

In Eq. (5.24), we show the density matrix subjected to depolarizing noise is naturally the spectral
decomposition form. Here, we provide detailed proof of it. Let |¢() be the ideal quantum state
encoded with [[n, k, d]] error correction code. And let {|i),i = 1,...,2*} be the orthonormal
basis for the logical space. In general, |() = Zl.zzkl cili). We assume the simple depolarizing error

for each physical qubit. Then

pe = (1= p)Nwo) (ol + pp1 + pPpa+ -+, (5.44)
where p; is the density matrix with i local error happened, and N is the system size. For example,

p1 =(XIT - Do) Wol (XTI -+ 1) + (YT - Do) gl (YIT -+ 1)
+(ZI1 - Do)y (Wol (ZIT -+ 1) + (IXT - - D)o (Wol IXT - -+ 1) (5:45)
+ oo+ (1 1Z) o) (Wol (T - - 12),

and

p2 =(XXI--- Do) ol (XXT--- 1) + (XYT--- Do) (ol (XY --- 1) (5:46)

ook (I Z2) oMol (I -+ 22).

We define the support of a Pauli string as number of Pauli operators that is not the identity operator.
Let P; be a Pauli string operator with non-trivial support /. For example, the support of Pauli string
X1ZY1 is three. Then any term in p; can be written as P;|¢q){yo|P; with some P;. It is easy to
check I1P;|yo) (Wo|P;IT = O for any [ < d. By definition of the code distance d, any P; with [ < d

is not in the stabilizer group. Therefore, it must anti-commute with some stabilizer generator S,
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such that {S, P;} = 0. We write IT1 = II' (1 + S), where II" includes all other stabilizer generators.

Then

TP |yo) = T1 (1 + S)Pilo) = IT Py(I - S)|wo) = I Py(|wo) — o)) = O, (5.47)

and

I1P;|yro) Yol PIIT =0 (I < d). (5.48)

Therefore, we conclude I1p;I1 = 0 for any / < d, and

Tr(IpsTlO)

Tr(TlpeTl) Tr(s0) (5.49)
_ d

= (ololo) 1+0(p <wo|0|wo>)]'

Now we want to prove the leading order correction of I1p2I1 is of order O(p>?) with contradic-
tion. Suppose the leading order correction is of order O(p*) with s < 2d, then there exist P; and

P, with [ + r = s < 2d such that

IL(P1o) ol Pr) (Prlo) ol Pr)TT = (Yol PrPr o) (TTP[0)) ((ol P IT) # 0. (5.50)

This requires I1P;|y) # 0 and I1P,|¢o) # 0. From Eq. (5.48), we know this requires / > d and
r > d, and it contradicts with [ + r < 2d. Therefore, we conclude the leading order correction of
Tr(Ip2T10) is of order O(p??).

For higher power of ITp”II, one may expect the leading order correction will be O(p™?).
Depending on the particular logical state o) and error correction code, the performance may
or may not reach O(p™¢). This is because there can exist shortcuts that make the leading order

correction larger than O(p™?). In practice, we do witness the performance will be improved with

larger m.

5.8 Mean and variance of a ratio of two random variables

Consider random variables P and Q and let G = g(P, Q) = P/Q. In general, there is no closed
form expression for E[G (P, Q)], and Var[G (P, Q)]. Here, we find approximations for the mean

and variance using Taylor expansions of g(P, Q).
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Figure 5.5: Infidelity in small error rate region. Theoretically we have shown the leading order
correction to infidelity will be O(p™?) with m = 1,2. Here, we use [[5, 1,3]] code with LST as a
demonstration. We prepare random logical states and calculate the infidelity. We see the numerical
results give linear order correction O(p>%7) and O(p®'®), which is very close to theoretical
prediction O(p?) and O(p®).

The approximation for the mean value is

El[g(P, Q)] = Elg(ur, 1o) + gp(1pr. o) (P — p) + 85 (1p, 10)(Q — po) + R]
~ Elg(up, o)l + gp(up, o) E[(P — up)] + g5 (up, uo)BL(Q — o)l (5:5D)
= g(up, o),
where R is the higher order reminders of the Taylor expansion. For keeping the Taylor expansion
to the first order, we ignore higher order remainders.
For the variance, we have
Var[g(P.Q)] = E {[g(P.Q) -~ E(s(P.Q))]*}
~E{[g(P.Q) — g(up, 1o)1*}
~E {[g}o(ﬂp, o) (P — pp) + 8o (1p, o) (Q — .UQ)]Z}

= g5 (up. o) Var(P) + g5 (up, o) Var(Q) + 2g5(up. 119) 85 (ip. o) Cov(P, Q).

(5.52)
For our case, g(P, Q) = P/Q, therefore g, (1, po) = 1/ug, 85 (kp, o) = —pp/ug), and
P P
Var(P/Q) ~ (H£)? Varg ) 4 VargQ) _Cov(P.0) (5.53)
Ho 1 I HPHQ
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5.9 Proof of sample complexities

Suppose we want to predict a linear property of the underlying quantum state,

o =Tr(p0). (5.54)

We simply replace the unknown quantum state p with the classical shadows p = M~!(&). This
yields a stochastic number 6 = Tr(p0), and it will converge to correct answer with sufficient

amount of classical shadows,

Eé6 = Tr(pO). (5.55)

In practice, the expectation Ed; is replaced by a sample mean estimator, 0gyy = % Zf‘;’ 100 =
ﬁ Zle Tr(Op;). Based on Chebyshev’s inequality, the probability of the estimation 0,y to
deviate from its expectation value o is bounded by its variance Var(oag) as Pr(|oae — o] >
0) < Var(oayg)/ 62. To control the deviation within a desired statistial accuracy e, we require
Var(0ayg)/ 6% = Var(6)/(M&?) < e, where M is the number of classical shadows. In other words,

the number of experiments needed to achieve the statistical error € is given by
M > Var(6)/es>. (5.56)

Therefore, the sample complexity is directly related to the variance of single-shot estimation Var(4).

We can further bound the variance by
Var(0) = E[6%] - E[6]? < E[6?]

=By ), (blUcUTbYBIUMT (O)U|b)? (5.57)
be{0,1}"

< lloI3

shadow’

where the shadow norm of an observable is defined as
1/2

101lshadow = max |By-q; > (bIUcU [bYBIUM (0)UT|b)?
o :state bG{O 1}n

1/2
(5.58)

= max | Eyq Z Tr(cUT|bYb|UBIUM (0)UT|b)?)

o .state
be{0,1}"

= max (TroVg [0])"/?,

o :state
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where we define a new operator Vg, [O] = Ey.ey Y. UT|bY{b|ULIUM Y (O)UT|b)? that de-
be{0,1}n

pends both on the unitary ensemble U and observable O. If the unitary ensemble U satisfies

unitary 3-design, it can be simplified as

Vul0] =By Y UTIb)bIUBIUM (0)U'|b)?

bel0.1} (5.59)

= > > Welor 'golA[e]B[1],
be{0,1}"0,7€S;3

where o, T are permutations from permutation group S3, Wg[g] is the Weingarten function of
the permutation group element g, go = (2, 3) is a fixed permutation to match the tensor network

connection, and A[o], B[ 7] are defined as:

) [0} (ol [0) {6l [0) 0]

. . . . 2
In the following, we will mainly focus on the analysis of Vq;[O] operator and [|O|[5,_,..,- In the

main text, we focus on the scheme of encoding each logical qubit with [n, 1] stabilizer code, and
doing quantum computation with total physical qubits N = n X [, where [ is the number of logical
qubits. For the classical shadow tomography part, we will use random unitaries sampled from
C€(2")®!. One reason of choosing this factorized random unitary group is global clifford group
Ct(2") is harder to implement in experiments. And the difficulty of implementing this factorized
scheme does not depend on number of logical qubits. In practice, it is possible to encode each
logical qubit with a small error correction code, such as [5, 1] code, and implement random circuits
from C£(2"). If the random unitary ensemble is C£(2")®, then it is easy to show the reconstruction

map is

Mol =0, [2"+1)o; - Tr(A)I], (5.61)

where o7 is the reduced classical shadow on part i. The logical Pauli observables will be factorized

on each logical sectors, i.e. O =01 ® 02 ® - - - ® O;. And since the random untaries are sampled
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from ensemble C¢ (2”)®1 , they also have the tensor product structure, i.e. U =U; ® U, ® --- Q U,.

By combining those two properties, we can show

Va[0] = ®_,Vay,[0;]. (5.62)

Therefore, we only need to focus on the property of Vq;. [O;] for each logical sector. In the following,

we will use d = 2" for the Hilbert space dimension for one logical sector.

The calculation for Vo, [P;1;] : For projection operator P;, M-YP;I) = (d+1)P; — 2I;. And

Eq. (5.59) can be evaluated

2d -2
Pl = ——Z(P;+1)). 5.63
Veea [ Pili] d+2(z+ ) (5.63)
The calculation for V¢, [P;O;] : For non-trivial Pauli string O;, M-Y(P;0;) = (d+1)P;0;. And

Eq. (5.59) can be evaluated

2d +2
d+?2

2d +2
) (P; + I;). This result indicates the sample

complexity for predicting logical Pauli operators O = ®f=10,- after projection by P = ®f=1Pl- does

Veeay [PiOi] = (Pi+1)). (5.64)

As we can see, Veea) [Pili] < Veewa[PiOi] =

not depend on the locality of the logical Pauli operators,

2d +2\!
||P0||§had0w < (ir_zax Tr (0’( ) ) ®f:1 (P; +Ii)) < 4t (5.65)

This result is different from the sample complexity from local Clifford group or tensored Clifford
group C£(d)®!, where the sample complexity will depends on the locality of Pauli string O. This
difference is mainly introduced by the logical subspace projection P. Even the Pauli string O is

trivial in some region, the subspace projection P; will still introduce fluctuation.
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