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ABSTRACT

Many learning tasks in Artificial Intelligence (AI) require dealing with graph data, ranging from

biology and chemistry to finance and education. As powerful learning tools for graph inputs, graph

neural networks (GNNs) have demonstrated remarkable performance in various applications such as

recommender systems and drug discovery. Recent research has primarily focused on model-centric

approaches to enhance GNN performance by modifying model architectures while keeping the

dataset fixed. However, these approaches have limitations, particularly in terms of robustness and

scalability. For example, these approaches often yield suboptimal performance when confronted

with limited high-quality data. Moreover, training GNNs is often computationally expensive on

large-scale data; and such cost becomes even prohibitive when we need to train numerous models on

the same dataset, such as hyper-parameter and architecture search. Given the challenges arising from

data, a crucial question arises: Can we address these problems directly from a data perspective?

This dissertation presents a data-centric view that directly optimizes the given dataset to improve

the performance of imperfect GNN models. Instead of modifying the model architectures, the

data-centric view advocates for a set of techniques in graph dataset optimization to enhance the

effectiveness and efficiency of GNNs. First, we demonstrate the potential to improve the quality of a

graph dataset, enabling GNNs to exhibit robustness against severe noise and attacks. Furthermore,

we showcase the possibility of substantially reducing the size of a graph dataset while preserving its

information, thereby significantly decreasing the training cost. Unlike model-centric approaches

that are typically specific to a single model, data-centric approaches yield improved datasets that

benefit various existing models simultaneously. By embracing this data-centric perspective, this

dissertation not only addresses crucial challenges associated with data quality and efficiency but

also unlocks new opportunities for next-generation AI systems.
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CHAPTER 1

INTRODUCTION

1.1 Motivation

Graphs are ubiquitous data structures that describe pairwise relations between objects, ranging

from biology and chemistry to finance and education. Due to their prevalence, graphs play a key

role in various real-world applications for Artificial Intelligence (AI). For example, by exploiting

graph structural information, we can predict the chemical property of a given molecular graph [170],

detect fraud activities in a financial transaction graph [141], or recommend new friends to users

in a social network [39]. To capture the rich information in graph data, graph neural networks

(GNNs) [78, 139, 4, 156] have been developed and they have demonstrated remarkable performance

in various graph-related tasks including node classification [78, 97], graph classification [160], and

link prediction [193, 38].

Despite the promise of GNNs, they also face significant limitations, particularly in scalability

and robustness. For example, GNNs tend to yield less satisfying performance in the absence of

a sufficiently large amount of high-quality data, and their vulnerability to adversarial attacks can

further diminish their effectiveness, as observed in various studies [67, 208, 210]. Moreover,

training GNNs is often computationally expensive on large-scale data [57, 183, 54, 29]; and such

cost becomes even prohibitive when we need to train numerous models on the same dataset, e.g.,

searching for the best hyper-parameters and architectures [198]. In response to these challenges,

significant efforts have been made on developing new techniques from the modeling perspective, e.g.,

designing new architectures and modifying the training losses, while keeping the data unchanged.

However, this model-centric paradigm overlooks the potential of directly enhancing data quality

and efficiency, as both the data and model play critical roles in graph machine learning systems (as

shown in Figure 1.1). The presence of these issues raises a question at the heart of this dissertation:

Can we empower GNNs from a data perspective, thereby complementing the existing efforts in model

development?
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Figure 1.1: The pipeline of graph machine learning systems. Both model and data are important
aspects of the systems.

Addressing this question necessitates an exploration of data-centric methods for graph data,

which resides within the rising research field of Data-Centric AI [88, 180, 150, 179, 178, 116, 90].

Rather than devising new model architectures, we concentrate on refining the provided dataset

to serve the existing models more effectively and efficiently. This innovative learning approach

aims to deliver higher quality data, potentially leading to substantial improvements in AI system

performance. Furthermore, since data-centric methods produce an optimized dataset as their output,

they offer the advantage of enhancing a variety of existing models that utilize the improved dataset,

unlike model-centric approaches that typically cater to a specific model. Given these advantages,

the development of data-centric methodologies to augment GNNs holds promising potential.

1.2 Dissertation Contributions

To expand the horizon of GNN research beyond models and emphasize the significance of datasets,

we introduce a comprehensive set of techniques for optimizing graph datasets during model training

or inference. On the one hand, we present two methods for reducing the size of a graph dataset

while retaining its essential information, leading to substantial reductions in training costs. On the

other hand, we present two methods on enhancing the quality of a graph dataset to enable GNNs to

exhibit robustness against severe noise and attacks. The major contributions of this dissertation can

be summarized as follows:

• With the prevalence of large-scale graphs in real-world applications, concerns have been raised

2



regarding the storage and training time required for graph neural networks. To address these

concerns, we introduce the concept of graph condensation [72] for graph neural networks for the

first time. Graph condensation distills the original large graph into a smaller, synthetic graph that

retains high informativeness while achieving comparable performance to GNNs trained on the

original graph. To tackle the condensation problem, we propose GCond to learn synthetic graphs

that can lead to a similar model training trajectory to the one trained on the original graph. This is

accomplished by simultaneously condensing node features and structural information through the

optimization of a gradient matching loss.

• Despite the promise of the proposed GCond, it has two inherent limitations. First, the condensation

process is computationally expensive due to the involved nested optimization. Second, it does

not generate discrete graph structures that could provide additional benefits in terms of storage

efficiency. To address these limitations, we explore efficient dataset condensation and introduce

a method called DosCond [71]. In DosCond, we model the discrete graph structure as a

probabilistic model. Additionally, we propose a one-step gradient matching scheme that performs

gradient matching for a single step without training the network weights. Our theoretical analysis

demonstrates that this strategy can generate synthetic graphs that result in low classification loss

on real graphs.

• Recent research has revealed the vulnerability of graph neural networks (GNNs) to adversarial

attacks, which are carefully-crafted perturbations. This susceptibility to adversarial attacks

raises concerns regarding the application of GNNs in safety-critical domains. Consequently,

it is crucial to mitigate the negative impact of such attacks by purifying the data. We have

identified that adversarial attacks during the training phase undermine important properties of

graphs. For instance, real-world graphs often exhibit low-rank and sparse structures, with similar

features observed among adjacent nodes. Remarkably, adversarial attacks tend to violate these

intrinsic graph properties. Motivated by this observation, we propose a novel framework called

Pro-GNN [70] to learn a clean graph structure from the perturbed graph by recovering these

underlying graph properties. Extensive experiments demonstrate that the Pro-GNN achieves

3



significantly better performance compared with the state-of-the-art defense methods, even when

the graph is heavily perturbed.

• In contrast to Pro-GNN, which defends against training-time attacks, we introduce a new

data-centric approach called GTrans [73], which focuses on refining suboptimal test graphs to

enhance the performance of pre-trained models. GTrans involves a test-time graph transformation

framework that minimizes a parameter-free surrogate loss to improve the quality of the test graph

data. This framework can be combined with any pre-trained graph neural networks (GNNs),

and the refined graph data can be utilized with any model, thanks to its favorable transferability.

One notable aspect of GTrans is its ability to provide interpretability. By visualizing the data,

GTrans can reveal the types of graph modifications that lead to performance improvements. This

interpretability offers valuable insights into the factors affecting the model’s performance.

1.3 Dissertation Structure

The remainder of this dissertation is organized as follows. In Chapter 2, we formally define the

problem of graph condensation and introduce a framework to tackle this challenging problem,

which condenses a large-real graph into a small-synthetic one while preserving most of the original

information. In Chapter 3, we provide theoretical analysis on the effectiveness of graph condensation

framework and propose a highly efficient condensation approach by only performing one-step

gradient matching. In Chapter 4, we identified that training-time adversarial attack essentially

violates important graph properties. Based on this observation, we develop a framework to effectively

restore the clean graph structure from the perturbed graph data while learning the model parameters

at the same time. This framework is shown to be able to defend against various graph adversarial

attacks and learn cleaner graph structures. In Chapter 5, we investigate the test-time robustness of

graph neural networks under out-of-distribution data, abnormal features, and adversarial attacks. we

develop a test-time graph transformation framework that transforms the test graph data by minimizing

a parameter-free surrogate loss. Furthermore, we provide a rigorous theoretical understanding of

the framework and verify its effectiveness empirically. We conclude the dissertation and discuss the

broader impact and promising research directions in Chapter 6.
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CHAPTER 2

GRAPH CONDENSATION FOR GRAPH NEURAL NETWORKS

Given the prevalence of large-scale graphs in real-world applications, the storage and time for

training neural models have raised increasing concerns. To alleviate the concerns, we propose and

study the problem of graph condensation for graph neural networks (GNNs). Specifically, we aim

to condense the large, original graph into a small, synthetic and highly-informative graph, such that

GNNs trained on the small graph and large graph have comparable performance. We approach

the condensation problem by imitating the GNN training trajectory on the original graph through

the optimization of a gradient matching loss and design a strategy to condense node features and

structural information simultaneously. Extensive experiments have demonstrated the effectiveness

of the proposed framework in condensing different graph datasets into informative smaller graphs.

In particular, we are able to approximate the original test accuracy by 95.3% on Reddit, 99.8%

on Flickr and 99.0% on Citeseer, while reducing their graph size by more than 99.9%, and the

condensed graphs can be used to train various GNN architectures.

2.1 Introduction

Many real-world data can be naturally represented as graphs such as social networks, chemical

molecules, transportation networks, and recommender systems [4, 156, 196]. As a generalization of

deep neural networks for graph-structured data, graph neural networks (GNNs) have achieved great

success in capturing the abundant information residing in graphs and tackle various graph-related

applications [156, 196].

However, the prevalence of large-scale graphs in real-world scenarios, often on the scale of

millions of nodes and edges, poses significant computational challenges for training GNNs. More

dramatically, the computational cost continues to increase when we need to retrain the models

multiple times, e.g., under incremental learning settings, hyperparameter and neural architecture

search. To address this challenge, a natural idea is to properly simplify, or reduce the graph so that

we can not only speed up graph algorithms (including GNNs) but also facilitate storage, visualization
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and retrieval for associated graph data analysis tasks.

There are two main strategies to simplify graphs: graph sparsification [115, 129] and graph

coarsening [102, 101] . Graph sparsification approximates a graph with a sparse graph by reducing

the number of edges, while graph coarsening directly reduces the number of nodes by replacing the

original node set with its subset. However, these methods have some shortcomings: (1) sparsification

becomes much less promising in simplifying graphs when nodes are also associated with attributes

as sparsification does not reduce the node attributes; (2) the goal of sparsification and coarsening is

to preserve some graph properties such as principle eigenvalues [102] that could be not optimal for

the downstream performance of GNNs. In this work, we ask if it is possible to significantly reduce

the graph size while providing sufficient information to well train GNN models.

Motivated by dataset distillation [144] and dataset condensation [189] which generate a small

set of images to train deep neural networks on the downstream task, we aim to condense a given

graph through learning a synthetic graph structure and node attributes. Correspondingly, we propose

the task of graph condensation1. It aims to minimize the performance gap between GNN models

trained on a synthetic, simplified graph and the original training graph. In this work, we focus on

attributed graphs and the node classification task. We show that we are able to reduce the number of

graph nodes to as low as 0.1% while training various GNN architectures to reach surprisingly good

performance on the synthetic graph. For example, in Figure 4.2, we condense the graph of the Reddit

dataset with 153,932 training nodes into only 154 synthetic nodes together with their connections.

In essence, we face two challenges for graph condensation: (1) how to formulate the objective

for graph condensation tractable for learning; and (2) how to parameterize the to-be-learned node

features and graph structure. To address the above challenges, we adapt the gradient matching

scheme in [189] and match the gradients of GNN parameters w.r.t. the condensed graph and original

graph. In this way, the GNN trained on condensed graph can mimic the training trajectory of that on

real data. Further, we carefully design the strategy for parametrizations for the condensed graph. In

particular, we introduce the strategy of parameterizing the condensed features as free parameters and
1We aim to condense both graph structure and node attributes. A formal definition is given in Section 3.
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Test accuracies
GCN: 89.4%
SGC: 89.6%
APPNP: 87.8%
GraphSAGE: 89.1%

(𝑨! ,𝑿! , 𝒀′)
Condense

(𝑨,𝑿,𝒀)
Test accuracies
GCN: 93.9%
SGC: 93.5%
APPNP: 94.3%
GraphSAGE: 93.0%

153,932 training nodes 154 training nodes

Figure 2.1: We study the graph condensation problem, which seeks to learn a small, synthetic graph,
features and labels {A′,X′,Y′} from a large, original dataset {A,X,Y}, which can be used to train
GNN models that generalize comparably to the original. Shown: An illustration of our proposed
GCond graph condensation approach’s empirical performance, which exhibits 95.3% of original
graph test performance with 99.9% data reduction.

model the synthetic graph structure as a function of features, which takes advantage of the implicit

relationship between structure and node features, consumes less number of parameters and offers

better performance. Our contributions can be summarized as follows:

1. We make the first attempt to condense a large-real graph into a small-synthetic graph, such that

the GNN models trained on the large graph and small graph have comparable performance.

We introduce a proposed framework for graph condensation (GCond) which parameterizes the

condensed graph structure as a function of condensed node features, and leverages a gradient

matching loss as the condensation objective.

2. Through extensive experimentation, we show that GCond is able to condense different graph

datasets and achieve comparable performance to their larger counterparts. For instance, GCond

approximates the original test accuracy by 95.3% on Reddit, 99.8% on Flickr and 99.0% on

Citeseer, while reducing their graph size by more than 99.9%. Our approach consistently

outperforms coarsening, coreset and dataset condensation baselines.

3. We show that the condensed graphs can generalize well to different GNN test models. Additionally,

we observed reliable correlation of performances between condensed dataset training and whole-

dataset training in the neural architecture search (NAS) experiments.
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2.2 Related Work

Dataset Distillation & Condensation. Dataset distillation (DD) [144, 7, 110, 143, 15] aims to

distill knowledge of a large training dataset into a small synthetic dataset, such that a model trained

on the synthetic set is able to obtain the comparable performance to that of a model trained on

the original dataset. To improve the efficiency of DD, dataset condensation (DC) [189, 187] is

proposed to learn the small synthetic dataset by matching the gradients of the network parameters

w.r.t. large-real and small-synthetic training data. However, these methods are designed exclusively

for image data and are not applicable to non-Euclidean graph-structured data where samples (nodes)

are interdependent. In this work, we generalize the problem of dataset condensation to graph domain

and we seek to jointly learn the synthetic node features as well as graph structure. Additionally, our

work relates to coreset methods [148, 125, 118], which seek to find informative samples from the

original datasets. However, they rely on the presence of representative samples, and tend to give

suboptimal performance.

Graph Sparsification & Coarsening. Graph sparsification and coarsening are two means

of reducing the size of a graph. Sparsification reduces the number of edges while approximating

pairwise distances [115], cuts [74] or eigenvalues [129] while coarsening reduces the number of

nodes with similar constraints [102, 101, 26], typically by grouping original nodes into super-nodes,

and defining their connections. [12] proposes a GNN-based framework to learn these connections

to improve coarsening quality. [62] adopts coarsening as a preprocessing method to help scale up

GNNs. Graph condensation also aims to reduce the number of nodes, but aims to learn synthetic

nodes and connections in a supervised way, rather than unsupervised grouping as in these prior works.

Graph pooling is also related to our work, but it targets at improving graph-level representation

learning.

Graph Neural Networks. Graph neural networks (GNNs) are a modern way to capture the

intuition that inferences for individual samples (nodes) can be enhanced by utilizing graph-based

information from neighboring nodes [78, 57, 79, 139, 156, 151, 93, 97, 171, 197, 190]. Due to

their prevalence, various real-world applications have been tremendously facilitated including
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recommender systems [168, 39], computer vision [82] and drug discovery [33].

Graph Structure Learning. Our work is also related to graph structure learning, which explores

methods to learn graphs from data. One line of work [31, 35] learns graphs under certain structural

constraints (e.g. sparsity) based on graph signal processing. Recent efforts aim to learn graphs

by leveraging GNNs [45, 70, 18]. However, these methods are incapable of learning graphs with

smaller size, and are thus not applicable for graph condensation. For more related works on graph

structure learning and graph generation, we kindly refer the reader to recent surveys [28, 206].

2.3 Methodology

In this section, we present our proposed graph condensation framework, GCond. Consider that

we have a graph dataset T = {A,X,Y}, where A ∈ R𝑁×𝑁 is the adjacency matrix, 𝑁 is the number

of nodes, X ∈ R𝑁×𝑑 is the 𝑑-dimensional node feature matrix and Y ∈ {0, . . . , 𝐶 − 1}𝑁 denotes

the node labels over 𝐶 classes. Graph condensation aims to learn a small, synthetic graph dataset

S = {A′,X′,Y′} with A′ ∈ R𝑁 ′×𝑁 ′ , X′ ∈ R𝑁 ′×𝐷 , Y′ ∈ {0, . . . , 𝐶 − 1}𝑁 ′ and 𝑁′ ≪ 𝑁 , such that a

GNN trained on S can achieve comparable performance to one trained on the much larger T. Thus,

the objective can be formulated as the following bi-level problem,

min
S

L
(
GNN𝜽S (A,X),Y

)
s.t 𝜽S = arg min

𝜽
L(GNN𝜽 (A′,X′),Y′), (2.1)

where GNN𝜽 denotes the GNN model parameterized with 𝜽, 𝜽S denotes the parameters of the

model trained on S, and L denotes the loss function used to measure the difference between model

predictions and ground truth, i.e. cross-entropy loss. However, optimizing the above objective can

lead to overfitting on a specific model initialization. To generate condensed data that generalizes to

a distribution of random initializations 𝑃𝜽0 , we rewrite the objective as follows:

min
S

E𝜽0∼𝑃𝜽0

[
L

(
GNN𝜽S (A,X),Y

) ]
s.t. 𝜽S = arg min

𝜽
L(GNN𝜽 (𝜽0) (A′,X′),Y′). (2.2)

where 𝜽 (𝜽0) indicates that 𝜽 is a function acting on 𝜽0. Note that the setting discussed above is for

inductive learning where all the nodes are labeled and test nodes are unseen during training. We can

easily generalize graph condensation to transductive setting by assuming Y is partially labeled.
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2.3.1 Graph Condensation via Gradient Matching

To tackle the optimization problem in Eq. (2.2), one strategy is to compute the gradient of L

w.r.t S and optimize S via gradient descent, as in dataset distillation [144]. However, this requires

solving a nested loop optimization and unrolling the whole training trajectory of the inner problem,

which can be prohibitively expensive. To bypass the bi-level optimization, we follow the gradient

matching method proposed in [189] which aims to match the network parameters w.r.t. large-real

and small-synthetic training data by matching their gradients at each training step. In this way, the

training trajectory on small-synthetic data S can mimic that on the large-real data T, i.e., the models

trained on these two datasets converge to similar solutions (parameters). Concretely, the parameter

matching process for GNNs can be modeled as follows:

minS E𝜽0∼𝑃𝜽0

[∑𝑇−1
𝑡=0 𝐷

(
𝜽S𝑡 , 𝜽

T
𝑡

)]
with

𝜽S
𝑡+1 = opt𝜽

(
L

(
GNN𝜽S𝑡

(A′,X′),Y′
))

and 𝜽T
𝑡+1 = opt𝜽

(
L

(
GNN𝜽T𝑡

(A,X),Y
)) (2.3)

where 𝐷 (·, ·) is a distance function, 𝑇 is the number of steps of the whole training trajectory, opt𝜽 is

the update rule for model parameters, and 𝜽S𝑡 , 𝜽T𝑡 denote the model parameters trained on S and T at

time step 𝑡, respectively. Since our goal is to match the parameters step by step, we then consider

one-step gradient descent for the update rule opt𝜽 :

𝜽S𝑡+1 ← 𝜽S𝑡 − 𝜂∇𝜽L
(
GNN𝜽S𝑡

(A′,X′),Y′
)

and 𝜽T𝑡+1 ← 𝜽T𝑡 − 𝜂∇𝜽L
(
GNN𝜽T𝑡

(A,X),Y
)

(2.4)

where 𝜂 is the learning rate for the gradient descent. Based on the observation made in [189] that the

distance between 𝜽S𝑡 and 𝜽T𝑡 is typically small, we can simplify the objective as a gradient matching

process as follows,

min
S

E𝜽0∼𝑃𝜃0

[
𝑇−1∑︁
𝑡=0

𝐷
(
∇𝜽L

(
GNN𝜽 𝑡 (A′,X′),Y′

)
,∇𝜽L

(
GNN𝜽 𝑡 (A,X),Y

) ) ]
(2.5)

where 𝜽S𝑡 and 𝜽T𝑡 are replaced by 𝜽 𝑡 , which is trained on the small-synthetic graph. The distance 𝐷

is further defined as the sum of the distance 𝑑𝑖𝑠 at each layer. Given two gradients GS ∈ R𝑑1×𝑑2 and

GT ∈ R𝑑1×𝑑2 at a specific layer, the distance 𝑑𝑖𝑠(·, ·) used for condensation is defined as follows,

𝑑𝑖𝑠(GS,GT) =
𝑑2∑︁
𝑖=1

(
1 −

GS
i ·G

T
i

GS

i



 

GT
i




)

(2.6)
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where GS
i ,G

T
i are the 𝑖-th column vectors of the gradient matrices. With the above formulations, we

are able to achieve parameter matching through an efficient strategy of gradient matching.

We note that jointly learning the three variables A′,X′ and Y′ is highly challenging, as they are

interdependent. Hence, to simplify the problem, we fix the node labels Y′ while keeping the class

distribution the same as the original labels Y.

Graph Sampling. GNNs are often trained in a full-batch manner [78, 156]. However, as

suggested by previous works that reconstruct data from gradients [203], large batch size tends to

make reconstruction more difficult because more variables are involved during optimization. To

make things worse, the computation cost of GNNs gets expensive on large graphs as the forward

pass of GNNs involves the aggregation of enormous neighboring nodes. To address the above issues,

we sample a fixed-size set of neighbors on the original graph in each aggregation layer of GNNs and

adopt a mini-batch training strategy. To further reduce memory usage and ease optimization, we

calculate the gradient matching loss for nodes from different classes separately, as matching the

gradients w.r.t. the data from a single class is easier than that from all classes. Specifically, for a

given class 𝑐, we sample a batch of nodes of class 𝑐 together with a portion of their neighbors from

large-real data T. We denote the process as (A𝑐,X𝑐,Y𝑐) ∼ T. For the condensed graph A′, we

sample a batch of synthetic nodes of class 𝑐 but do not sample their neighbors. In other words, we

use all of their neighbors, i.e., all other nodes, during the aggregation process, since we need to

learn the connections with other nodes. We denote the process as (A′𝑐,X′𝑐,Y′𝑐) ∼ S.

2.3.2 Modeling Condensed Graph Data

One essential challenge in the graph condensation problem is how to model the condensed graph

data and resolve dependency among nodes. The most straightforward way is to treat both A′ and X′

as free parameters. However, the number of parameters in A′ grows quadratically as 𝑁′ increases.

The increased model complexity can pose challenges in optimizing the framework and increase the

risk of overfitting. Therefore, it is desired to parametrize the condensed adjacency matrix in a way

where the number of parameters does not grow too fast. On the other hand, treating A′ and X′ as

independent parameters overlooks the implicit correlations between graph structure and features,
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which have been widely acknowledged in the literature [63, 126]; e.g., in social networks, users

interact with others based on their interests, while in e-commerce, users purchase products due to

certain product attributes. Hence, we propose to model the condensed graph structure as a function

of the condensed node features:

A′ = 𝑔Φ(X′), with A′𝑖 𝑗 = Sigmoid

(
MLPΦ( [x′𝑖; x′

𝑗
]) +MLPΦ( [x′𝑗 ; x′

𝑖
])

2

)
(2.7)

where MLPΦ is a multi-layer neural network parameterized with Φ and [·; ·] denotes concatenation.

In Eq. (2.7), we intentionally control A′
𝑖 𝑗
= A′

𝑗𝑖
to make the condensed graph structure symmetric

since we are mostly dealing with symmetric graphs. It can also adjust to asymmetric graphs by

setting A′
𝑖 𝑗
= Sigmoid(MLPΦ( [x𝑖; x′

𝑗
]). Then we rewrite our objective as

min
X′,Φ

E𝜽0∼𝑃𝜃0

[
𝑇−1∑︁
𝑡=0

𝐷
(
∇𝜽L

(
GNN𝜽 𝑡 (𝑔Φ(X′),X′),Y′

)
,∇𝜽L

(
GNN𝜽 𝑡 (A,X),Y

) ) ]
(2.8)

Note that there are two clear benefits of the above formulation over the naïve one (free parameters).

Firstly, the number of parameters for modeling graph structure no longer depends on the number

of nodes, hence avoiding jointly learning 𝑂 (𝑁′2) parameters; as a result, when 𝑁′ gets larger,

GCond suffers less risk of overfitting. Secondly, if we want to grow the synthetic graph by adding

more synthetic nodes condensed from real graph, the trained MLPΦ can be employed to infer the

connections of new synthetic nodes, and hence we only need to learn their features.

Alternating Optimization Schema. Jointly optimizing X′ and Φ is often challenging as they

are directly affecting each other. Instead, we propose to alternatively optimize X′ and Φ: we update

Φ for the first 𝜏1 epochs and then update X′ for 𝜏2 epochs; the process is repeated until the stopping

condition is met – we find empirically that this does better.

Sparsification. In the learned condensed adjacency matrix A′, there can exist some small values

which have little effect on the aggregation process in GNNs but still take up a certain amount of

storage (e.g. 4 bytes per float). Thus, we remove the entries whose values are smaller than a given

threshold 𝛿 to promote sparsity of the learned A′.

The detailed algorithm can be found in Algorithm 1 in Section C.2. In detail, we first set the

condensed label set Y′ to fixed values and initialize X′ as node features randomly selected from each
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class. In each outer loop, we sample a GNN model initialization 𝜽 from a distribution 𝑃𝜽 . Then,

for each class we sample the corresponding node batches from T and S, and calculate the gradient

matching loss within each class. The sum of losses from different classes are used to update X′ or Φ.

After that we update the GNN parameters for 𝜏𝜽 epochs. When finishing the updating of condensed

graph parameters, we filter edge weights smaller than 𝛿 to obtain the final sparsified graph structure.

A “Graphless” Model Variant. We now explore another parameterization for the condensed

graph data. We provide a model variant named GCond-X that only learns the condensed node

features X′without learning the condensed structure A′. In other words, we use a fixed identity matrix

I as the condensed graph structure. Specifically, this model variant aims to match the gradients of

GNN parameters on the large-real data (A,X) and small-synthetic data (I,X′). Although GCond-X

is unable to learn the condensed graph structure which can be highly useful for downstream data

analysis, it still shows competitive performance in Table 3.1 in the experiments because the features

are learned to incorporate relevant information from the graph via the matching loss.

2.4 Experiment

In this section, we design experiments to validate the effectiveness of the proposed framework

GCond. We first introduce experimental settings, then compare GCond against representative

baselines with discussions and finally show some advantages of GCond.

2.4.1 Experimental setup

Datasets. We evaluate the condensation performance of the proposed framework on three

transductive datasets, i.e., Cora, Citeseer [78] and Ogbn-arxiv [60], and two inductive datasets, i.e.,

Flickr [177] and Reddit [57]. We use the public splits for all the datasets. For the inductive setting,

we follow the setup in [57] where the test graph is not available during training.

Baselines. We compare our proposed methods to five baselines: (i) one graph coarsening

method [101, 62], (ii-iv) three coreset methods (Random, Herding [148] and K-Center [40, 125]),

and (v) dataset condensation (DC). For the graph coarsening method, we adopt the variation

neighborhoods method implemented by [62]. For coreset methods, we first use them to select nodes
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from the original dataset and induce a subgraph from the selected nodes to serve as the reduced

graph. In Random, the nodes are randomly selected. The Herding method, which is often used in

continual learning [118, 14], picks samples that are closest to the cluster center. K-Center selects the

center samples to minimize the largest distance between a sample and its nearest center. We use the

implementations provided by [189] for Herding, K-Center and DC. As vanilla DC cannot leverage

any structure information, we develop a variant named DC-Graph, which additionally leverages

graph structure during test stage, to replace DC for the following experiments. A comparison

between DC, DC-Graph, GCond and GCond-X is shown in Table 2.1.

Evaluation. We first use the aforementioned baselines to obtain condensed graphs and then

evaluate them on GNNs for both transductive and inductive node classification tasks. For transductive

datasets, we condense the full graph with 𝑁 nodes into a synthetic graph with 𝑟𝑁 (0 < 𝑟 < 1) nodes,

where 𝑟 is the ratio of synthetic nodes to original nodes. For inductive datasets, we only condense

the training graph since the rest of the full graph is not available during training. The choices of 𝑟

are listed in Table 3.1. For each 𝑟 , we generate 5 condensed graphs with different seeds. To evaluate

the effectiveness of condensed graphs, we have two stages: (1) a training stage, where we train a

GNN model on the condensed graph, and (2) a test stage, where the trained GNN uses the test graph

(or full graph in transductive setting) to infer the labels for test nodes. The resulting test performance

is compared with that obtained when training on original datasets. All experiments are repeated 10

times, and we report average performance and variance.

Hyperparameter Settings. As our goal is to generate highly informative synthetic graphs which

can benefit GNNs, we choose one representative model, GCN [78], for performance evaluation.

For the GNN used in condensation, i.e., the GNN𝜃 (·) in Eq. (2.8), we adopt SGC [151] which

decouples the propagation and transformation process but still shares similar graph filtering behavior

as GCN. Unless otherwise stated, we use 2-layer models with 256 hidden units. The weight decay

and dropout for the models are set to 0 in condensation process.
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Table 2.1: Information comparison used during condensation, training and test for reduction methods.
A′,X′ and A,X are condensed (original) graph and features, respectively.

DC DC-Graph GCond-X GCond

Condensation Xtrain Xtrain Atrain,Xtrain Atrain,Xtrain

Training X′ X′ X′ A′,X′
Test Xtest Atest,Xtest Atest,Xtest Atest,Xtest

Table 2.2: GCond and GCond-X achieve promising performance in comparison to baselines
even with extremely large reduction rates. We report transductive performance on Citeseer, Cora,
Ogbn-arxiv; inductive performance on Flickr, Reddit. Performance is reported as test accuracy (%).

Baselines Proposed

Dataset Ratio (𝑟) Random
(A′,X′)

Herding
A′,X′

K-Center
A′,X′

Coarsening
A′,X′

DC-Graph
(X′)

GCond-X
(X′)

GCond
A′,X′

Whole
Dataset

Citeseer
0.9% 54.4±4.4 57.1±1.5 52.4±2.8 52.2±0.4 66.8±1.5 71.4±0.8 70.5±1.2

71.7±0.11.8% 64.2±1.7 66.7±1.0 64.3±1.0 59.0±0.5 66.9±0.9 69.8±1.1 70.6±0.9
3.6% 69.1±0.1 69.0±0.1 69.1±0.1 65.3±0.5 66.3±1.5 69.4±1.4 69.8±1.4

Cora
1.3% 63.6±3.7 67.0±1.3 64.0±2.3 31.2±0.2 67.3±1.9 75.9±1.2 79.8±1.3

81.2±0.22.6% 72.8±1.1 73.4±1.0 73.2±1.2 65.2±0.6 67.6±3.5 75.7±0.9 80.1±0.6
5.2% 76.8±0.1 76.8±0.1 76.7±0.1 70.6±0.1 67.7±2.2 76.0±0.9 79.3±0.3

Ogbn-arxiv
0.05% 47.1±3.9 52.4±1.8 47.2±3.0 35.4±0.3 58.6±0.4 61.3±0.5 59.2±1.1

71.4±0.10.25% 57.3±1.1 58.6±1.2 56.8±0.8 43.5±0.2 59.9±0.3 64.2±0.4 63.2±0.3
0.5% 60.0±0.9 60.4±0.8 60.3±0.4 50.4±0.1 59.5±0.3 63.1±0.5 64.0±0.4

Flickr
0.1% 41.8±2.0 42.5±1.8 42.0±0.7 41.9±0.2 46.3±0.2 45.9±0.1 46.5±0.4

47.2±0.10.5% 44.0±0.4 43.9±0.9 43.2±0.1 44.5±0.1 45.9±0.1 45.0±0.2 47.1±0.1
1% 44.6±0.2 44.4±0.6 44.1±0.4 44.6±0.1 45.8±0.1 45.0±0.1 47.1±0.1

Reddit
0.05% 46.1±4.4 53.1±2.5 46.6±2.3 40.9±0.5 88.2±0.2 88.4±0.4 88.0±1.8

93.9±0.00.1% 58.0±2.2 62.7±1.0 53.0±3.3 42.8±0.8 89.5±0.1 89.3±0.1 89.6±0.7
0.2% 66.3±1.9 71.0±1.6 58.5±2.1 47.4±0.9 90.5±1.2 88.8±0.4 90.1±0.5

2.4.2 Comparison with Baselines

In this subsection, we test the performance of a 2-layer GCN on the condensed graphs, and

compare the proposed GCond and GCond-X with baselines. Notably, all methods produce both

structure and node features, i.e. A′ and X′, except DC-Graph and GCond-X. Since DC-Graph and

GCond-X do not produce any structure, we simply use an identity matrix as the adjacency matrix

when training GNNs solely on condensed features. However, during inference, we use the full graph

(transductive setting) or test graph (inductive setting) to propagate information based on the trained

GNNs. This training paradigm is similar to the C&S model [61] which trains an MLP without the

graph information and performs label propagation based on MLP predictions. Table 3.1 reports

node classification performance; we make the following observations:
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Obs 1. Condensation methods achieve promising performance even with extremely large

reduction rates. Condensation methods, i.e., GCond, GCond-X and DC-Graph, outperform coreset

methods and graph coarsening significantly at the lowest ratio 𝑟 for each dataset. This shows the

importance of learning synthetic data using the guidance from downstream tasks. Notably, GCond

achieves 79.8%, 80.1% and 79.3% at 1.3%, 2.6% and 5.2% condensation ratios at Cora, while the

whole dataset performance is 81.2%. The GCond variants also show promising performance on

Cora, Flickr and Reddit at all coarsening ratios. Although the gap between whole-dataset Ogbn-arxiv

and our methods is larger, they still outperform baselines by a large margin.

Obs 2. Learning X′ instead of (A′,X′) as the condensed graph can also lead to good

results. GCond-X achieves close performance to GCond on 11 of 15 cases. Since our objective

in graph condensation is to achieve parameter matching through gradient matching, training a

GNN on the learned features X′ with identity adjacency matrix is also able to mimic the training

trajectory of GNN parameters. One reason could be that X′ has already encoded node features

and structural information of the original graph during the condensation process. However, there

are many scenarios where the graph structure is essential such as the generalization to other GNN

architectures (e.g., GAT) and visualizing the patterns in the data. More details are given in the

following subsections.

Obs 3. Condensing node features and structural information simultaneously can lead to

better performance. In most cases, GCond and GCond-X obtain much better performance than

DC-Graph. One key reason is that GCond and GCond-X can take advantage of both node features

and structural information in the condensation process. We notice that DC-Graph achieves a highly

comparable result (90.5%) on Reddit at 0.2% condensation ratio to the whole dataset performance

(93.9%). This may indicate that the original training graph structure might not be useful. To verify

this assumption, we train a GCN on the original Reddit dataset without using graph structure (i.e.,

setting Atrain = I), but allow using the test graph structure for inference using the trained model. The

obtained performance is 92.5%, which is very close to the original performance 93.9%, indicating

that training without graph structure can still achieve comparable performance. We also note that
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learning X′, 𝐴′ simultaneously creates opportunities to absorb information from graph structure

directly into learned features, lessening reliance on distilling graph properties reliably while still

achieving good generalization performance from features.

Obs 4. Larger condensed graph size does not strictly indicate better performance. Although

larger condensed graph sizes allow for more parameters which can potentially encapsulate more

information from original graph, it simultaneously becomes harder to optimize due to the increased

model complexity. We observe that once the condensation ratio reaches a certain threshold, the

performance becomes stable. However, the performance of coreset methods and graph coarsening is

much more sensitive to the reduction ratio. Coreset methods only select existing samples while

graph coarsening groups existing nodes into super nodes. When the reduction ratio is too low,

it becomes extremely difficult to select informative nodes or form representative super nodes by

grouping.

2.4.3 Generalizability of Condensed Graphs

Next, we illustrate the generalizability of condensed graphs from the following three perspectives.

Different Architectures. Next, we show the generalizability of the graph condensation

procedure. Specifically, we show test performance when using a graph condensed by one GNN

model to train different GNN architectures. Specifically, we choose APPNP [79], GCN, SGC [151],

GraphSAGE [57], Cheby [23] and GAT [139]. We also include MLP and report the results in Table 2.3.

From the table, we find that the condensed graphs generated by GCond show good generalization on

different architectures. We may attribute such transferability across different architectures to similar

filtering behaviors of those GNN models, which have been studied in [104, 204].

Versatility of GCond. The proposed GCond is highly composable in that we can adopt various

GNNs inside the condensation network. We investigate the performances of various GNNs when

using different GNN models in the condensation process, i.e., GNN𝜃 (·) in Eq. (2.8). We choose

APPNP, Cheby, GCN, GraphSAGE and SGC to serve as the models used in condensation and

evaluation. Note that we omit GAT due to its deterioration under large neighborhood sizes [103].

We choose Cora and Ogbn-arxiv to report the performance in Table 5.4 where C and T denote
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Table 2.3: Graph condensation can work well with different architectures. Avg. stands for the
average test accuracy of APPNP, Cheby, GCN, GraphSAGE and SGC. SAGE stands for GraphSAGE.

Methods Data MLP GAT APPNP Cheby GCN SAGE SGC Avg.

Citeseer
𝑟 = 1.8%

DC-Graph X′ 66.2 - 66.4 64.9 66.2 65.9 69.6 66.6
GCond-X X′ 69.6 - 69.7 70.6 69.7 69.2 71.6 70.2
GCond A′, 𝑋′ 63.9 55.4 69.6 68.3 70.5 66.2 70.3 69.0

Cora
𝑟 = 2.6%

DC-Graph X′ 67.2 - 67.1 67.7 67.9 66.2 72.8 68.3
GCond-X X′ 76.0 - 77.0 74.1 75.3 76.0 76.1 75.7
GCond A′, 𝑋′ 73.1 66.2 78.5 76.0 80.1 78.2 79.3 78.4

Ogbn-arxiv
𝑟 = 0.25%

DC-Graph X′ 59.9 - 60.0 55.7 59.8 60.0 60.4 59.2
GCond-X X′ 64.1 - 61.5 59.5 64.2 64.4 64.7 62.9
GCond A′, 𝑋′ 62.2 60.0 63.4 54.9 63.2 62.6 63.7 61.6

Flickr
𝑟 = 0.5%

DC-Graph X′ 43.1 - 45.7 43.8 45.9 45.8 45.6 45.4
GCond-X X′ 42.1 - 44.6 42.3 45.0 44.7 44.4 44.2
GCond A′, 𝑋′ 44.8 40.1 45.9 42.8 47.1 46.2 46.1 45.6

Reddit
𝑟 = 0.1%

DC-Graph X′ 50.3 - 81.2 77.5 89.5 89.7 90.5 85.7
GCond-X X′ 40.1 - 78.7 74.0 89.3 89.3 91.0 84.5
GCond A′, 𝑋′ 42.5 60.2 87.8 75.5 89.4 89.1 89.6 86.3

Table 2.4: Cross-architecture performance is shown in test accuracy (%). SAGE: GraphSAGE.
Graphs condensed by different GNNs all show strong transfer performance on other architectures.

(a) Cora, 𝑟=2.6%

C\T APPNP Cheby GCN SAGE SGC

APPNP 72.1±2.6 60.8±6.4 73.5±2.4 72.3±3.5 73.1±3.1
Cheby 75.3±2.9 71.8±1.1 76.8±2.1 76.4±2.0 75.5±3.5
GCN 69.8±4.0 53.2±3.4 70.6±3.7 60.2±1.9 68.7±5.4
SAGE 77.1±1.1 69.3±1.7 77.0±0.7 76.1±0.7 77.7±1.8
SGC 78.5±1.0 76.0±1.1 80.1±0.6 78.2±0.9 79.3±0.7

(b) Ogbn-arxiv, 𝑟=0.05%

C\T APPNP Cheby GCN SAGE SGC

APPNP 60.3±0.2 51.8±0.5 59.9±0.4 59.0±1.1 61.2±0.4
Cheby 57.4±0.4 53.5±0.5 57.4±0.8 57.1±0.8 58.2±0.6
GCN 59.3±0.4 51.8±0.7 60.3±0.3 60.2±0.4 59.2±0.7
SAGE 57.6±0.8 53.9±0.6 58.1±0.6 57.8±0.7 59.0±1.1
SGC 59.7±0.5 49.5±0.8 59.2±1.1 58.9±1.6 60.5±0.6

condensation and test models, respectively. The graphs condensed by different GNNs all show

strong transfer performance on other architectures.

Neural Architecture Search. We also perform experiments on neural architecture search.

We search 480 architectures of APPNP and perform the search process on Cora, Citeseer and

Ogbn-arxiv. Specifically, we train each architecture on the reduced graph for epochs on as the model

converges faster on the smaller graph. We observe reliable correlation of performances between

condensed dataset training and whole-dataset training as shown in Table A.4: 0.76/0.79/0.64 for

Cora/Citeseer/Ogbn-arxiv.

2.4.4 Analysis on Condensed Data

Statistics of Condensed Graphs. In Table 2.5, we compare several properties between

condensed graphs and original graphs. Note that a widely used homophily measure is defined
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Table 2.5: Comparison between condensed graphs and original graphs. The condensed graphs have
fewer nodes and are more dense.

Citeseer, 𝑟=0.9% Cora, 𝑟=1.3% Ogbn-arxiv, 𝑟=0.25% Flickr, 𝑟=0.5% Reddit, 𝑟=0.1%

Whole GCond Whole GCond Whole GCond Whole GCond Whole GCond

Accuracy 70.7 70.5 81.5 79.8 71.4 63.2 47.1 47.1 94.1 89.4
#Nodes 3,327 60 2,708 70 169,343 454 44,625 223 153,932 153
#Edges 4,732 1,454 5,429 2,128 1,166,243 3,354 218,140 3,788 10,753,238 301
Sparsity 0.09% 80.78% 0.15% 86.86% 0.01% 3.25% 0.02% 15.23% 0.09% 2.57%
Homophily 0.74 0.65 0.81 0.79 0.65 0.07 0.33 0.28 0.78 0.04
Storage 47.1 MB 0.9 MB 14.9 MB 0.4 MB 100.4 MB 0.3 MB 86.8 MB 0.5 MB 435.5 MB 0.4 MB

in [202] but it does not apply to weighted graphs. Hence, when computing homophily, we binarize the

graphs by removing edges whose weights are smaller than 0.5. We make the following observations.

First, while achieving similar performance for downstream tasks, the condensed graphs contain

fewer nodes and take much less storage. Second, the condensed graphs are less sparse than their

larger counterparts. Since the condensed graph is on extremely small scale, there would be almost

no connections between nodes if the condensed graph maintains the original sparsity. Third, for

Citeseer, Cora and Flickr, the homophily information are well preserved in the condensed graphs.

Visualization. We present the visualization results for all datasets in Figure A.2, where nodes

with the same color are from the same class. Notably, as the learned condensed graphs are weighted

graphs, we use black lines to denote the edges with weights larger than 0.5 and gray lines to

denote the edges with weights smaller than 0.5. From Figure A.2, we can observe some patterns

in the condensed graphs, e.g., the homophily patterns on Cora and Citeseer are well preserved.

Interestingly, the learned graph for Reddit is very close to a star graph where almost all the nodes

only have connections with very few center nodes. Such a structure can be meaningless for GNNs

because almost all the nodes receive the information from their neighbors. In this case, the learned

features X′ play a major role in training GNN parameters, indicating that the original training graph

of Reddit is not very informative, aligning with our observations in Section 4.2.

2.5 Conclusion

The prevalence of large-scale graphs poses great challenges in training graph neural networks. Thus,

we study a novel problem of graph condensation which targets at condensing a large-real graph
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(a) Cora, 𝑟=2.5% (b) Citeseer, 𝑟=1.8% (c) Arxiv, 𝑟=0.05% (d) Flickr, 𝑟=0.1% (e) Reddit, 𝑟=0.1%

Figure 2.2: Condensed graphs sometimes exhibit structure mimicking the original (a, b, d). Other
times (c, e), learned features absorb graph properties and create less explicit graph reliance.

into a small-synthetic one while maintaining the performances of GNNs. Through our proposed

framework, we are able to significantly reduce the graph size while approximating the original

performance. The condensed graphs take much less space of storage and can be used to efficiently

train various GNN architectures. Future work can be done on (1) improving the transferability of

condensed graphs for different GNNs, (2) studying graph condensation for other tasks such as graph

classification and (3) designing condensation framework for multi-label datasets.
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CHAPTER 3

CONDENSING GRAPHS VIA ONE-STEP GRADIENT MATCHING

In this chapter, we propose to solve the limitations in current graph condensation methods: (1) they

only produce continuous graph structures which can take more storage than discrete structures ; and

(2) the condensation process is computationally expensive due to the involved nested optimization.

To bridge the gap, we investigate efficient graph dataset condensation where we model the discrete

graph structure as a probabilistic model. We further propose a one-step gradient matching scheme,

which performs gradient matching for only one single step without training the network weights. Our

theoretical analysis shows this strategy can generate synthetic graphs that lead to lower classification

loss on real graphs. Extensive experiments on various graph datasets demonstrate the effectiveness

and efficiency of the proposed method. In particular, we are able to reduce the dataset size by 90%

while approximating up to 98% of the original performance and our method is significantly faster

than multi-step gradient matching (e.g. 15× in CIFAR10 for synthesizing 500 graphs).

3.1 Introduction

Graph-structured data plays a key role in various real-world applications. For example, by exploiting

graph structural information, we can predict the chemical property of a given molecular graph [170],

detect fraud activities in a financial transaction graph [141], or recommend new friends to users in a

social network [39]. Due to its prevalence, graph neural networks (GNNs) [78, 139, 4, 156] have been

developed to effectively extract meaningful patterns from graph data and thus tremendously facilitate

computational tasks on graphs. Despite their effectiveness, GNNs are notoriously data-hungry

like traditional deep neural networks: they usually require massive datasets to learn powerful

representations. Thus, training GNNs is often computationally expensive. Such cost even becomes

prohibitive when we need to repeatedly train GNNs, e.g., in neural architecture search [91] and

continual learning [87].

One potential solution to alleviate the aforementioned issue is dataset condensation or dataset

distillation. It targets at constructing a small-synthetic training set that can provide sufficient
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information to train neural networks [144, 189, 187, 110, 111, 15, 143]. In particular, one of the

representative methods, DC [189], formulates the condensation goal as matching the gradients of the

network parameters between small-synthetic and large-real training data. It has been demonstrated

that such a solution can greatly reduce the training set size of image datasets without significantly

sacrificing model performance. For example, using 100 images generated by DC can achieve 97.4%

test accuracy on MNIST compared with 99.6% on the original dataset (60, 000 images). These

condensed samples can significantly save space for storing datasets and speed up retraining neural

networks in many critical applications, e.g., continual learning and neural architecture search. In

spite of the recent advances in dataset distillation/condensation for images, limited attention has

been paid on domains involving graph structures.

To bridge this gap, we investigate the problem of condensing graphs such that GNNs trained

on condensed graphs can achieve comparable performance to those trained on the original dataset.

However, directly applying existing solutions for dataset condensation [144, 189, 187, 110] to graph

domain faces some challenges. First, existing solutions have been designed for images where the data

is continuous and they cannot output binary values to form the discrete graph structure. Thus, we

need to develop a strategy that can handle the discrete nature of graphs. Second, they usually involve

a complex bi-level problem that is computationally expensive to optimize: they require multiple

iterations (inner iterations) of updating neural network parameters before updating the synthetic data

for multiple iterations (outer iterations). It can be catastrophically inefficient for learning pairwise

relations for nodes, of which the complexity is quadratic to the number of nodes. While one recent

work targets at graph condensation for node classification [72], it does not overcome these challenges

because it does not produce discrete graph structures and its condensation process is costly.

To address the aforementioned challenges, we propose an efficient condensation method for

graphs, where we follow DC [189] to match the gradients of GNNs between synthetic graphs and

real graphs. In order to produce discrete values, we model the graph structure as a probabilistic

graph model and optimize the discrete structures in a differentiable manner. Based on this

formulation, we further propose a one-step gradient matching strategy which only performs gradient
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matching for one single step. Consequently, the advantages of the proposed strategy are twofold.

First, it significantly speeds up the condensation process while providing reasonable guidance for

synthesizing condensed graphs. Second, it removes the burden of tuning hyper-parameters such as

the number of outer/inner iterations of the bi-level optimization as required by DC. Furthermore, we

demonstrate the effectiveness of the proposed one-step gradient matching strategy both theoretically

and empirically. Our contributions can be summarized as follows:

1. We study a novel problem of learning discrete synthetic graphs for condensing graph datasets,

where the discrete structure is captured via a graph probabilistic model that can be learned in a

differentiable manner.

2. We propose a one-step gradient matching scheme that significantly accelerates the vanilla gradient

matching process.

3. Theoretical analysis is provided to understand the rationality of the proposed one-step gradient

matching. We show that learning with one-step matching produces synthetic graphs that lead to

a small classification loss on real graphs.

4. Extensive experiments have demonstrated the effectiveness and efficiency of the proposed method.

Particularly, we are able to reduce the dataset size by 90% while approximating up to 98% of the

original performance and our method is significantly faster than multi-step gradient matching

(e.g. 15× in CIFAR10 for synthesizing 500 graphs).

3.2 Related Work

Graph Neural Networks. As the generalization of deep neural network to graph data, graph neural

networks (GNNs) [78, 79, 139, 156, 151, 134, 70, 94, 146] have revolutionized the field of graph

representation learning through effectively exploiting graph structural information. GNNs have

achieved remarkable performances in basic graph-related tasks such as graph classification [161, 55],

link prediction [39] and node classification [78]. Recent years have also witnessed their great success

achieved in many real-world applications such as recommender systems [39], computer vision [82],

drug discovery [33], computational biology [149, 132], and etc. GNNs take both adjacency matrix

and node feature matrix as input and output node-level representations or graph-level representations.
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Essentially, they follow a message-passing scheme [49] where each node first aggregates the

information from its neighborhood and then transforms the aggregated information to update its

representation. Furthermore, there is significant progress in developing deeper GNNs [93, 68],

self-supervised GNNs [171, 173, 145, 65] and graph data augmentation [194, 28, 192].

Dataset Distillation & Dataset Condensation. It is widely received that training neural

networks on large datasets can be prohibitively costly. To alleviate this issue, dataset distillation

(DD) [144] aims to distill knowledge of a large training dataset into a small number of synthetic

samples. DD formulates the distillation process as a learning-to-learning problem and solves it

through bi-level optimization. To improve the efficiency of DD, dataset condensation (DC) [189, 187]

is proposed to learn the small synthetic dataset by matching the gradients of the network parameters

w.r.t. large-real and small-synthetic training data. It has been demonstrated that these condensed

samples can facilitate critical applications such as continual learning [189, 187, 76, 81, 188], neural

architecture search [110, 111, 165] and privacy-preserving scenarios [30] Recently, following the

gradient matching scheme in DC, the work [72] proposes a condensation method to condense a

large-scale graph to a small graph for node classification. Different from [72] which learns weighted

graph structure, we aim to solve the challenge of learning discrete structure and we majorly target at

graph classification. Moreover, our method avoids the costly bi-level optimization and is much more

efficient than the previous work. A detailed comparison is included in Section 3.4.4.

3.3 The Proposed Framework

Before detailing the framework, we first introduce the main notations used in this paper. We

majorly focus on the graph classification task where the goal is to predict the labels of given graphs.

Specifically, we denote a graph dataset as T = {𝐺1, . . . , 𝐺𝑁 } with ground-truth label set Y. Each

graph in T is associated with a discrete adjacency matrix and a node feature matrix. Let A(𝑖) , X(𝑖)

represent the adjacency matrix and the feature matrix of 𝑖-th real graph, respectively. Similarly, we

use S = {𝐺′1, . . . , 𝐺
′
𝑁 ′} and Y′ to indicate the synthetic graphs and their labels, respectively. Note

that the number of synthetic graphs 𝑁′ is essentially much smaller than that of real graphs 𝑁 . We

use 𝑑 and 𝑛 to denote the number of feature dimensions and number of nodes in each synthetic
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graph, respectively1. Let 𝐶 denote the number of classes and ℓ denote the cross entropy loss. The

goal of our work is to learn a set of synthetic graphs S such that a GNN trained on S can achieve

comparable performance to the one trained on the much larger dataset T.

In the following subsections, we first introduce how to apply the vanilla gradient matching to

condensing graphs for graph classification (Section 3.3.1). However, it cannot generate discrete

graph structure and is highly inefficient. To correspondingly address these two limitations, we

discuss the approach to handling the discrete nature of graphs (Section 3.3.2) and propose an

efficient solution, one-step gradient matching, which significantly accelerates the condensation

process (Section 3.3.3).

3.3.1 Gradient Matching as the Objective

Since we aim at learning synthetic graphs that are highly informative, one solution is to

allow GNNs trained on synthetic graphs to imitate the training trajectory on the original large

dataset. Dataset condensation [189, 187] introduces a gradient matching scheme to achieve this

goal. Concretely, it tries to reduce the difference of model gradients w.r.t. large-real data and

small-synthetic data for model parameters at every training epoch. Hence, the model parameters

trained on synthetic data will be close to these trained on real data at every training epoch. Let 𝜃𝑡

denote the network parameters at the 𝑡-th epoch and 𝑓𝜃𝑡 indicate the neural network parameterized

by 𝜃𝑡 . The condensation objective is expressed as:

min
S

𝑇−1∑︁
𝑡=0
𝐷 (∇𝜃ℓ( 𝑓𝜃𝑡 (S),Y′),∇𝜃ℓ( 𝑓𝜃𝑡 (T),Y)),

s.t. 𝜃𝑡+1 = opt𝜃 (𝜃𝑡 , S), (3.1)

where 𝐷 (·, ·) is a distance function, 𝑇 is the number of steps of the whole training trajectory and

opt𝜃 (·) is the optimization operator for updating parameter 𝜃. Note that Eq. (3.1) is a bi-level

problem where we need to learn the synthetic graphs S at the outer optimization and update model

parameters 𝜃𝑡 at the inner optimization. To learn synthetic graphs that generalize to a distribution of
1We set 𝑛 to the average number of nodes in original dataset.
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model parameters 𝑃𝜃0 , we sample 𝜃0 ∼ 𝑃𝜃0 and rewrite Eq. (3.1) as:

min
S
E

𝜃0∼𝑃𝜃0

[
𝑇−1∑︁
𝑡=0

𝐷
(
∇𝜃ℓ

(
𝑓𝜃𝑡 (S),Y′

)
,∇𝜃ℓ

(
𝑓𝜃𝑡 (T),Y

) ) ]
,

s.t. 𝜃𝑡+1 = opt𝜃 (𝜃𝑡 , S). (3.2)

Discussion. The aforementioned strategy has demonstrated promising performance on condens-

ing image datasets [189, 187]. However, it is not clear how to model the discrete graph structure.

Moreover, the inherent bi-level optimization inevitably hinders its scalability. To tackle these

shortcomings, we propose DosCond that models the structure as a probabilistic graph model and

is optimized through one-step gradient matching. In the following subsections, we introduce the

details of DosCond.

3.3.2 Learning Discrete Graph Structure

For graph classification, each graph in the dataset is composed of an adjacency matrix and a

feature matrix. For simplicity, we use X′ ∈ R𝑁 ′×𝑛×𝑑 to denote the node features in all synthetic

graphs S and A′ ∈ {0, 1}𝑁 ′×𝑛×𝑛 to indicate the graph structure information in S. Note that 𝑓𝜃𝑡 can be

instantiated as any graph neural network and it takes both graph structure and node features as input.

Then we rewrite the objective in Eq. (4.9) as follows:

min
A′,X′

E
𝜃0∼𝑃𝜃0

[
𝑇−1∑︁
𝑡=0

𝐷
(
∇𝜃ℓ

(
𝑓𝜃𝑡 (A′,X′),Y′

)
,∇𝜃ℓ

(
𝑓𝜃𝑡 (T),Y

) ) ]
,

s.t. 𝜃𝑡+1 = opt𝜃 (𝜃𝑡 , S), (3.3)

where we aim to learn both graph structure A′ and node features X′. However, Eq. (3.3) is challenging

to optimize as it requires a function that outputs binary values. To address this issue, we propose

to model the graph structure as a probabilistic graph model with Bernoulli distribution. Note

that in the following, we reshape A′ from 𝑁′ × 𝑛 × 𝑛 to 𝑁′ × 𝑛2 for the purpose of demonstration

only. Specifically, for each entry A′
𝑖 𝑗
∈ {0, 1} in the adjacency matrix A′, it follows a Bernoulli

distribution:

𝑃𝛀𝑖 𝑗 (A′𝑖 𝑗 ) = A′𝑖 𝑗𝜎(𝛀𝑖 𝑗 ) + (1 − A′𝑖 𝑗 )𝜎(−𝛀𝑖 𝑗 ), (3.4)
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where 𝜎(·) is the sigmoid function; 𝛀𝑖 𝑗 ∈ R is the success probability of the Bernoulli distribution

and also the parameter to be learned. Since A′
𝑖 𝑗

is independent of all other entries, the distribution

of A′ can be modeled as:

𝑃𝛀(A′) =
𝑁 ′∏
𝑖=1

𝑛2∏
𝑗=1

𝑃𝛀𝑖 𝑗

(
A′𝑖 𝑗

)
. (3.5)

Then, the objective in Eq. (4.9) needs to be modified to

min
A′,X′

E
𝜃0∼𝑃𝜃0

[
E

A′∼𝑃𝛀
[ℓ(A′(𝛀),X′, 𝜃0)]

]
. (3.6)

With the new parameterization, we obtain a function that outputs discrete values but it is not differen-

tiable due to the involved sampling process. Thus, we employ the reparameterization method [106],

binary concrete distribution, to refactor the discrete random variable into a differentiable function

of its parameters and a random variable with fixed distribution. Specifically, we first sample

𝛼 ∼ Uniform(0, 1), and edge weight A′
𝑖 𝑗
∈ [0, 1] is calculated by:

A′𝑖 𝑗 = 𝜎
( (

log𝛼 − log(1 − 𝛼) +𝛀𝑖 𝑗

)
/𝜏

)
, (3.7)

where 𝜏 ∈ (0,∞) is the temperature parameter that controls the continuous relaxation. As 𝜏 → 0,

the random variable A′
𝑖 𝑗

smoothly approaches the Bernoulli distribution. In other words, we have

lim𝜏→0 𝑃
(
A′
𝑖 𝑗
= 1

)
= 𝜎(𝛀𝑖 𝑗 ). While small 𝜏 is necessary for obtaining discrete samples, large

𝜏 is useful in getting large gradients as suggested by [106]. In practice, we employ an annealing

schedule [1] to gradually decrease the value of 𝜏 in training. With the reparameterization trick, the

objective function becomes differentiable w.r.t. 𝛀𝑖 𝑗 with well-defined gradients. Then we rewrite

our objective as:

min
𝛀,X′

E
𝜃0∼𝑃𝜃0

[
E

𝛼∼Uniform(0,1)
[ℓ(A′(𝛀),X′, 𝜃0)]

]
= (3.8)

E
𝜃0

[
E
𝛼

[
𝑇−1∑︁
𝑡=0

𝐷
(
∇𝜃ℓ

(
𝑓𝜃𝑡 (A′(𝛀),X′),Y′

)
,∇𝜃ℓ

(
𝑓𝜃𝑡 (T),Y

) ) ] ]
,

s.t. 𝜃𝑡+1 = opt𝜃 (𝜃𝑡 , S).
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3.3.3 One-Step Gradient Matching

The vanilla gradient matching scheme in Eq. (4.9) presents a bi-level optimization problem. To

solve this problem, we need to update the synthetic graphs S at the outer loop and then optimize

the network parameters 𝜃𝑡 at the inner loop. The nested loops heavily impede the scalability of

the condensation method, which motivates us to design a new strategy for efficient condensation.

In this work, we propose a one-step gradient matching scheme where we only match the network

gradients for the model initializations 𝜃0 while discarding the training trajectory of 𝜃𝑡 . Essentially,

this strategy approximates the overall gradient matching loss for 𝜃𝑡 with the initial matching loss at

the first epoch, which we term as one-step matching loss. The intuition is: the one-step matching

loss informs us about the direction to update the synthetic data, in which, we have empirically

observed a strong decrease in the cross-entropy loss (on real samples) obtained from the model

trained on synthetic data. Hence, we can drop the summation symbol
∑𝑇−1
𝑡=0 in Eq. (3.8) and simplify

Eq. (3.8) as follows:

min
𝛀,X′
E
𝜃0

[
E
𝛼

[
𝐷

(
∇𝜃ℓ

(
𝑓𝜃0 (A′(𝛀),X′),Y′

)
,∇𝜃ℓ

(
𝑓𝜃0 (T),Y

) ) ] ]
, (3.9)

where we sample 𝜃0 ∼ 𝑃𝜃0 and 𝛼 ∼ Uniform(0, 1). Compared with Eq. (3.8), one-step gradient

matching avoids the expensive nested-loop optimization and directly updates the synthetic graph

S. It greatly simplifies the condensation process. In practice, as shown in Section 4.5.4, we find

this strategy yields comparable performance to its bi-level counterpart while enabling much more

efficient condensation. Next, we provide theoretical analysis to understand the rationality of the

proposed one-step gradient matching scheme.

Theoretical Understanding. We denote the cross entropy loss on the real graphs as ℓT (𝜃) =∑
𝑖 ℓ𝑖 (A(𝑖) , X(𝑖) , 𝜃) and that on synthetic graphs as ℓS(𝜃) = ℓS(A′(𝑖) ,X

′
(𝑖) , 𝜃). Let 𝜃∗ denote the

optimal parameter and 𝜃𝑡 be the parameter trained on S at the 𝑡-th epoch by optimizing ℓS(𝜃). For

notation simplicity, we assume that A and A′ are already normalized. The matrix norm ∥ · ∥ is the

Frobenius norm. We focus on the GNN of Simple Graph Convolutions (SGC) [151] to study our

problem since SGC has a simpler architecture but shares a similar filtering pattern as GCN.
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Theorem 1. When we use a 𝐾-layer SGC as the GNN used in condensation, i.e., 𝑓𝜃 (A(𝑖) ,X(𝑖)) =

Pool(A𝐾
(𝑖)X(𝑖)W1)W2 with 𝜃 = [W1; W2] and assume that all network parameters satisfy ∥𝜃∥2 ≤

𝑀2(𝑀 > 0), we have

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡 ) − ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡 ) − ∇𝜃ℓS (𝜃𝑡 ) ∥

+ 3𝑀
2
√
𝑇
· 𝐶 − 1
𝐶𝑁 ′

√︄∑︁
𝑖

𝛾𝑖 ∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥2 (3.10)

where 𝛾𝑖 = 1 if we use sum pooling in 𝑓𝜃; 𝛾𝑖 = 1
𝑛𝑖

if we use mean pooling, with 𝑛𝑖 as the number of

nodes in the 𝑖-th synthetic graph.

We provide the proof of Theorem 1 in Appendix B.1.1. Theorem 1 suggests that the smallest

gap between the resulted loss (by training on synthetic graphs) and the optimal loss has an upper

bound. This upper bound depends on two terms: (1) the difference of gradients w.r.t. real data

and synthetic data and (2) the norm of input matrices. Thus, the theorem justifies that reducing

the gradient difference w.r.t real and synthetic graphs can help learn desirable synthetic data that

preserves sufficient information to train GNNs well. Based on Theorem 1, we have the following

proposition.

Proposition 1. Assume the largest gradient gap happens at 0-th epoch, i.e., ∥∇𝜃ℓT (𝜃0)−∇𝜃ℓ𝑆 (𝜃0) ∥ =

max
𝑡
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥ with 𝑡 = 0, 1, . . . , 𝑇 − 1, we have

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡 ) − ℓT (𝜃∗) ≤
√

2𝑀 ∥∇𝜃ℓT (𝜃0) − ∇𝜃ℓ𝑆 (𝜃0) ∥

+ 3𝑀
2
√
𝑇
· 𝐶 − 1
𝐶𝑁 ′

√︄∑︁
𝑖

𝛾𝑖 ∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥2. (3.11)

We omit the proof for the proposition since it is straightforward. The above proposition suggests

that the smallest gap between the ℓT (𝜃𝑡) and ℓT (𝜃∗) is bounded by the one-step matching loss and

the norm ∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥

2. As we will show in Section 3.4.3.4, when using mean pooling, the second

term tends to have a smaller scale than the first one and can be neglected; the second term matters

more when we use sum pooling. Hence, we solely optimize the one-step gradient matching loss for

GNNs with mean pooling and additionally include the second term (the norm of input matrices) as a
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regularization for GNNs with sum pooling. As such, if we consider the optimal loss ℓT (𝜃∗) as a

constant, reducing the one-step matching loss indeed learns synthetic graphs that lead to a small

classification loss on real graphs. This demonstrates the rationality of one-step gradient matching

from a theoretical perspective.

Remark 1. Note that the spectral analysis from [151] demonstrated that both GCN and SGC share

similar graph filtering behaviors. Thus practically, we extend the one-step gradient matching loss

from 𝐾-layer SGC to 𝐾-layer GCN and observe that the proposed framework works well under the

non-linear scenario.

Remark 2. While we focus on the graph classification task, it is straightforward to extend our

framework to node classification and we obtain similar conclusions for node classification as shown

in Theorem 2 in Appendix B.1.2.

3.3.4 Final Objective and Training Algorithm

In this subsection, we describe the final objective function and the detailed training algorithm.

We note that the objective in Eq. (3.8) involves two nested expectations, we adopt Monte Carlo to

approximately optimize the objective function. Together with one-step gradient matching, we have

min
𝛀,X′

E
𝜃0∼𝑃𝜃0

E
𝛼∼Uniform(0,1)

[[ℓ(A′(𝛀),X′, 𝜃0)]] (3.12)

≈
𝐾1∑︁
𝑘1=1

𝐾2∑︁
𝑘2=1

𝐷
(
∇𝜃ℓ

(
𝑓𝜃0 (A′(𝛀),X′),Y′

)
,∇𝜃ℓ

(
𝑓𝜃0 (T),Y

) )
where 𝐾1 is the number of sampled model initializations and 𝐾2 is the number of sampled graphs.

We find that 𝐾2 = 1 is able to yield good performance in our experiments.

Regularization. In addition to the one-step gradient matching loss, we note that the proposed

DosCond can be easily integrated with various priors as regularization terms. In this work, we focus

on exerting sparsity regularization on the adjacency matrix, since a denser adjacency matrix will

lead to higher cost for training graph neural networks. Specifically, we penalize the difference of the
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Table 3.1: The classification performance comparison to baselines. We report the ROC-AUC for the
first three datasets and accuracies (%) for others. Whole Dataset indicates the performance with
original dataset.

Graphs/Cls. Ratio Random Herding K-Center DCG DosCond Whole Dataset

ogbg-molbace
(ROC-AUC)

1 0.2% 0.580±0.067 0.548±0.034 0.548±0.034 0.623±0.046 0.657±0.034
0.714±0.00510 1.7% 0.598±0.073 0.639±0.039 0.591±0.056 0.655±0.033 0.674±0.035

50 8.3% 0.632±0.047 0.683±0.022 0.589±0.025 0.652±0.013 0.688±0.012

ogbg-molbbbp
(ROC-AUC)

1 0.1% 0.519±0.016 0.546±0.019 0.546±0.019 0.559±0.044 0.581±0.005
0.646±0.00410 1.2% 0.586±0.040 0.605±0.019 0.530±0.039 0.568±0.032 0.605±0.008

50 6.1% 0.606±0.020 0.617±0.003 0.576±0.019 0.579±0.032 0.620±0.007

ogbg-molhiv
(ROC-AUC)

1 0.01% 0.719±0.009 0.721±0.002 0.721±0.002 0.718±0.013 0.726±0.003
0.757±0.00710 0.06% 0.720±0.011 0.725±0.006 0.713±0.009 0.728±0.002 0.728±0.005

50 0.3% 0.721±0.014 0.725±0.003 0.725±0.006 0.726±0.010 0.731±0.004

DD
(Accuracy)

1 0.2% 57.69±4.92 61.97±1.32 61.97±1.32 58.81±2.90 70.42±2.21
78.92±0.6410 2.1% 64.69±2.55 69.79±2.30 63.46±2.38 61.84±1.44 73.53±1.13

50 10.6% 67.29±1.53 73.95±1.70 67.41±0.92 61.27±1.01 77.04±1.86

MUTAG
(Accuracy)

1 1.3% 67.47±9.74 70.84±7.71 70.84±7.71 75.00±8.16 82.21±1.61
88.63±1.4410 13.3% 77.89±7.55 80.42±1.89 81.00±2.51 82.66±0.68 82.76±2.31

20 26.7% 78.21±5.13 80.00±1.10 82.97±4.91 82.89±1.03 83.26±2.34

NCI1
(Accuracy)

1 0.1% 51.27±1.22 53.98±0.67 53.98±0.67 51.14±1.08 56.58±0.48
71.70±0.2010 0.6% 54.33±3.14 57.11±0.56 53.21±1.44 51.86±0.81 58.02±1.05

50 3.0% 58.51±1.73 58.94±0.83 56.58±3.08 52.17±1.90 60.07±1.58

CIFAR10
(Accuracy)

1 0.06% 15.61±0.52 22.38±0.49 22.37±0.50 21.60±0.42 24.70±0.70
50.75±0.1410 0.2% 23.07±0.76 28.81±0.35 20.93±0.62 29.27±0.77 30.70±0.23

50 1.1% 30.56±0.81 33.94±0.37 24.17±0.51 34.47±0.52 35.34±0.14

E-commerce
(Accuracy)

1 0.2% 51.31±2.89 52.18±0.25 52.36±0.38 57.14±1.72 60.82±1.23
69.25±0.5010 0.9% 54.99±2.74 56.83±0.87 56.49±0.36 61.03±1.32 64.73±1.34

20 3.6% 57.80±3.58 62.56±0.71 62.76±0.45 64.92±1.35 67.71±1.22

sparsity between 𝜎(Ω) and a given sparsity 𝜖 :

ℓreg = max( 1
|𝛀|

∑︁
𝑖, 𝑗

𝜎(𝛀𝑖 𝑗 ) − 𝜖, 0). (3.13)

We initialize 𝜎(𝛀) and X′ as randomly sampled training graphs2 and set 𝜖 to the average sparsity

of initialized 𝜎(𝛀) so as to maintain a low sparsity. On top of that, as we discussed earlier in

Section 3.3.3, we include the following regularization for GNNs with sum pooling:

ℓreg2 =
3

2
√

2𝑇
· 𝐶 − 1
𝐶𝑁′

√︄∑︁
𝑖

∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥2 (3.14)

Training Algorithm. We provide the details of our proposed framework in Algorithm 4 in

Appendix B.2.1. Specifically, we sample 𝐾1 model initializations 𝜃0 to perform one-step gradient
2If an entry in the real adjacency matrix is 1, the corresponding value in 𝛀 is initialized as a large value, e.g.,5.
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matching. Following the convention in DC [189], we match gradients and update synthetic graphs

for each class separately in order to make matching easier. For class 𝑐, we first retrieve the synthetic

graphs of that class, denoted as (A′𝑐,X′𝑐,Y′𝑐) ∼ S, and sample a batch of real graphs (A𝑐,X𝑐,Y𝑐).

We then forward them to the graph neural network and calculate the one-step gradient matching loss

together with the regularization term. Afterwards, 𝛀 and X′ are updated via gradient descent. It is

worth noting that the training process for each class can be run in parallel since the graph updates

for one class is independent of another class.

Comparison with DC. Recall that the gradient matching scheme in DC involves a complex

bi-level optimization. If we denote the number of inner-iterations as 𝜏𝑖 and that of outer-iterations as

𝜏𝑜, its computational complexity can be 𝜏𝑖 × 𝜏𝑜 of our method. Thus DC is significantly slower than

DosCond. In addition to speeding up condensation, DosCond removes the burden of tuning some

hyper-parameters, i.e., the number of iterations for outer/inner optimization and learning rate for

updating 𝑓𝜃 , which can potentially save us enormous training time when learning larger synthetic

sets.

Comparison with Coreset Methods. Coreset methods [148, 125] select representative data

samples based on some heuristics calculated on the pre-trained embedding. Thus, it requires training

the model first. Given the cheap cost on calculating and ranking heuristics, the major computational

bottleneck for coreset method is on pre-training the neural network for a certain number of iterations.

Likewise, our proposed DosCond has comparable complexity because it also needs to forward

and backward the neural network for multiple iterations. Thus, their efficiency difference majorly

depends on how many epochs we run for learning synthetic graphs in DosCond and for pre-training

the model embedding in coreset methods. In practice, we find that DosCond even requires less

training cost than the coreset methods as shown in Section 3.4.2.2.

3.4 Experiment

In this section, we conduct experiments to evaluate DosCond. Particularly, we aim to answer the

following questions: (a) how well can we condense a graph dataset and (b) how efficient is DosCond.
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Our code can be found in the supplementary files.

3.4.1 Experimental Settings

Datasets. To evaluate the performance of our method, we use multiple molecular datasets

from Open Graph Benchmark (OGB) [60] and TU Datasets (DD, MUTAG and NCI1) [109] for

graph-level property classification, and one superpixel dataset CIFAR10 [34]. We also introduce a

real-world e-commerce dataset. In particular, we randomly sample 1,109 sub-graphs from a large,

anonymized internal knowledge graph. Each sub-graph is created from the ego network of a random

selected product on the e-commerce website. We form a binary classification problem aiming at

predicting the product category of the central product node in each sub-graph. We use the public

splits for OGB datasets and CIFAR10. For TU Datasets and the e-commerce dataset, we randomly

split the graphs into 80%/10%/10% for training/validation/test. Detailed dataset statistics are shown

in Appendix C.3.

Baselines. We compare our proposed methods with four baselines that produce discrete

structures: three coreset methods (Random, Herding [148] and K-Center [40, 125]), and a dataset

condensation method DCG [189]: (a) Random: it randomly picks graphs from the training dataset.

(b) Herding: it selects samples that are closest to the cluster center. Herding is often used in

replay-based methods for continual learning [118, 14]. (c) K-Center: it selects the center samples to

minimize the largest distance between a sample and its nearest center. (d) DCG: As vanilla DC [189]

cannot generate discrete structure, we randomly select graphs from training and apply DC to learn

the features for them, which we term as DCG. We use the implementations provided by [189] for

Herding, K-Center and DCG. Note that coreset methods only select existing samples from training

while DCG learns the node features.

Evaluation Protocol. To evaluate the effectiveness of the proposed method, we test the

classification performance of GNNs trained with condensed graphs on the aforementioned graph

datasets. Concretely, it involves three stages: (1) learning synthetic graphs, (2) training a GCN on

the synthetic graphs and (3) test the performance of GCN. We first generate the condensed graphs

following the procedure in Algorithm 1. Then we train a GCN classifier with the condensed graphs.
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Finally we evaluate its classification performance on the real graphs from test set. For baseline

methods, we first get the selected/condensed graphs and then follow the same procedure. We repeat

the generation process of condensed graphs 5 times with different random seeds and train GCN on

these graphs with 10 different random seeds. In all experiments, we report the mean and standard

deviation of these results.

Parameter Settings. When learning the synthetic graphs, we adopt 3-layer GCN with 128

hidden units as the model for gradient matching. The learning rates for structure and feature

parameters are set to 1.0 (0.01 for ogbg-molbace and CIFAR10) and 0.01, respectively. We set

𝐾1 to 1000 and 𝛽 to 0.1. Additionally, we use mean pooling to obtain graph representation for all

datasets except ogbg-molhiv. We use sum pooling for ogbg-molhiv as it achieves better classification

performance on the real dataset. During the test stage, we use GCN with the same architecture and

we train the model for 500 epochs (100 epochs for ogbg-molhiv) with an initial learning rate of

0.001.

3.4.2 Performance with Condensed Graphs

3.4.2.1 Classification Performance Comparison

To validate the effectiveness of the proposed framework, we measure the classification perfor-

mance of GCN trained on condensed graphs. Specifically, we vary the number of learned synthetic

graphs per class in the range of {1, 10, 50} ({1, 10, 20} for MUTAG and E-commerce) and train

a GCN on these graphs. Then we evaluate the classification performance of the trained GCN on

the original test graphs. Following the convention in OGB [60], we report the ROC-AUC metric

for ogbg-molbace, ogbg-molbbbp and ogbg-molhiv; for other datasets we report the classification

accuracy (%). The results are summarized in Table 3.1. Note that the Ratio column presents the

ratio of synthetic graphs to original graphs and we name it as condensation ratio; the Whole Dataset

column shows the GCN performance achieved by training on the original dataset. From the table,

we make the following observations:

(a) The proposed DosCond consistently achieves better performance than the baseline methods under

different condensation ratios and different datasets. Notably, when generating only 2 graphs on
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ogbg-molbace dataset (0.2%), we achieve an ROC-AUC of 0.657 while the performance on

full training set is 0.714, which means we approximate 92% of the original performance with

only 0.2% data. Likewise, we are able to approximate 96.5% of the original performance on

ogbg-molhiv with 0.3% data. By contrast, baselines underperform our method by a large margin.

Similar observations can be made on other datasets, which demonstrates the effectiveness of

learned synthetic graphs in preserving the information of the original dataset.

(b) Increasing the number of synthetic graphs can improve the classification performance. For

example, we can approximate the original performance by 89%/93%/98% with 0.2%/2.1%/10.6%

data on DD. More synthetic samples indicate more learnable parameters that can preserve the

information residing in the original dataset and present more diverse patterns that can help train

GNNs better. This observation is in line with our experimental results in Section 3.4.3.1.

(c) The performance on CIFAR10 is less promising due to the limit number of synthetic graphs.

We posit that the dataset has more complex topology and feature information and thus requires

more parameters to preserve sufficient information. However, we note that our method still

outperforms the baseline methods especially when producing only 1 sample per class, which

suggests that our method is much more data-efficient. Moreover, we are able to promote the

performance on CIFAR10 by learning a larger synthetic set as shown in Section 3.4.3.1.

(d) Learning both synthetic graph structure and node features is necessary for preserving the

information in original graph datasets. By checking the performance DCG, which only learns

node features based on randomly selected graph structure, we see that DCG underperforms

DosCond by a large margin in most cases. This indicates that learning node features solely is

sub-optimal for condensing graphs.

3.4.2.2 Efficiency Comparison

Since one of our goals is to enable scalable dataset condensation, we now evaluate the efficiency

of DosCond. We compare DosCond with the coreset method Herding, as it is less time-consuming

than DCG and generally achieves better performance than other baselines. We adopt the same

setting as in Table 3.1: 1000 iterations for DosCond, i.e., 𝐾1 = 1000, and 500 epochs (100 epochs
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Table 3.2: Comparison of running time (minutes).

CIFAR10 ogbg-molhiv DD

G./Cls. Herding DosCond Herding DosCond Herding DosCond
1 44.5m 4.7m 4.3m 0.66m 1.6m 1.5m
10 44.5m 4.9m 4.3m 0.67m 1.6m 1.5m
50 44.5m 5.7m 4.3m 0.68m 1.6m 2.0m

for ogbg-molhiv) for pre-training the graph convolutional network as required by Herding. We also

note that pre-training the neural network need to go over the whole dataset at every epoch while

DosCond only processes a batch of graphs. In Table A.5, we report the running time on an NVIDIA

V100 GPU for CIFAR10, ogbg-molhiv and DD. From the table, we make two observations:

(a) DosCond can be faster than Herding. In fact, DosCond requires less training time in all the

cases except in DD with 50 graphs per class. Herding needs to fully train the model on the

whole dataset to obtain good-quality embedding, which can be quite time-consuming. On the

contrary, DosCond only requires matching gradients for 𝐾1 initializations and does not need to

fully train the model on the large real dataset.

(b) The running time of DosCond increases with the increase of the number of synthetic graphs

𝑁′. It is because DosCond processes the condensed graphs at each iteration, of which the time

complexity is𝑂 (𝑁′𝐿 (𝑛2𝑑 + 𝑛𝑑2)) for an 𝐿-layer GCN. Thus, the additional complexity depends

on 𝑁′. By contrast, the increase of 𝑁′ has little impact on Herding since the process of selecting

samples based on pre-defined heuristic is very fast.

(c) The average nodes in synthetic graph 𝑛 also impacts the training cost of DosCond. For instance,

the training cost on ogbg-molhiv (𝑛=26) is much lower than that on DD (𝑛=285), and the gap

of cost between the two methods on ogbg-molhiv and DD is very different. As mentioned

earlier, it is because the complexity of the forward process in GCN is 𝑂 (𝑁′𝐿 (𝑛2𝑑 + 𝑛𝑑2)) for

𝑁′ condensed graphs with node size of 𝑛.

To summarize, the efficiency difference of Herding and DosCond depends on the number of

condensed/selected samples and the training iterations adopted in practice and we empirically found

that DosCond consumes less training cost.
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(d) Varying 𝛽 on NCI1

Figure 3.1: Algorithm analysis and parameter analysis w.r.t. the sparsity regularization.
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Figure 3.2: T-SNE visualizations of embedding learned with condensed graphs on DD.

3.4.3 Further Investigation

In this subsection, we perform further investigations to provide a better understanding of our

proposed method.

3.4.3.1 Increasing the Number of Synthetic Graphs

We study whether the classification performance can be further boosted when using larger

synthetic size. Concretely, we vary the size of the learned graphs from 1 to 300 and report the results

of absolute and relative accuracy w.r.t. whole dataset training accuracy for CIFAR10 in Figure 3.1a.

It is clear to see that both Random and DosCond achieve better performance when we increase

the number of samples used for training. Moreover, our method outperforms the random baseline

under different condensed dataset sizes. It is worth noting that the performance gap between the

two methods diminishes with the increase of the number of samples. This is because the random

baseline will finally approach the whole dataset training if we continue to enlarge the size of the

condensed set, in which the performance can be considered as the upper bound of DosCond.
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Table 3.3: Node classification accuracy (%) comparison. The numbers in parentheses indicate the
running time for 100 epochs and 𝑟 indicates the ratio of number of nodes in the condensed graph to
that in the original graph.

Cora, 𝑟=2.6% Citeseer, 𝑟=1.8% Pubmed, 𝑟=0.3% Arxiv, 𝑟=0.25% Flickr, 𝑟=0.1%

GCond 80.1 (75.9s) 70.6 (71.8s) 77.9 (51.7s) 59.2 (494.3s) 46.5 (51.9s)
DosCond 80.0 (3.5s) 71.0 (2.8s) 76.0 (1.3s) 59.0 (32.9s) 46.1 (14.3s)

Whole Dataset 81.5 71.7 79.3 71.4 47.2

3.4.3.2 Ablation Study

To examine how different model components affect the model performance, we perform ablation

study on the proposed one-step gradient matching and regularization terms. We create an ablation of

our method, namely DosCond-Bi, which adopts the vanilla gradient matching scheme that involves

a bi-level optimization. Without loss of generality, we compare the training time and classification

accuracy of DosCond and DosCond-Bi in the setting of learning 50 graphs/class synthetic graphs on

CIFAR10 dataset. The results are summarized in Figure 3.1b and we can see that DosCond needs

approximately 5 minutes to reach the performance of DosCond-Bi trained for 75 minutes, which

indicates that DosCond only requires 6.7% training cost. It further demonstrates the efficiency of

the proposed one-step gradient matching strategy.

Next we study the effect of sparsity regularization on DosCond. Specifically, we vary the sparsity

coefficient 𝛽 in the range of {0, 0.001, 0.01, 0.1, 1, 10} and report the classification accuracy and

graph sparsity on DD and NCI datasets in Figure 3.1c and 3.1d. Note that the graph sparsity is

defined as the ratio of the number of edges to the square of the number of nodes. As shown in

the figure, when 𝛽 gets larger, we exert a stronger regularization on the learned graphs and the

graphs become more sparse. Furthermore, the increased sparsity does not affect the classification

performance. This is a desired property since sparse graphs can save much space for storage and

reduce training cost for GNNs. We also remove the regularization of Eq. (3.14) for ogbg-molhiv, we

obtain the performance of 0.724/ 0.727/0.731 for 1/10/50 graphs per class, which is slightly worse

than the one with this regularization.
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Figure 3.3: Scale of the two terms in Eq. (11).

3.4.3.3 Visualization

We further investigate whether GCN can learn discriminative representations from the synthetic

graphs learned by DosCond. Specifically, we use t-SNE [137] to visualize the learned graph

representation from GCN trained on different condensed graphs. We train a GCN on graphs

produced by different methods and use it to extract the latent representation for real graphs from

test set. Without loss of generality, we provide the t-SNE plots on DD dataset with 50 graphs per

class in Figure A.2. It is observed that the graph representations learned with randomly selected

graphs are mixed for different classes. This suggests that using randomly selected graphs cannot

help GCN learn discriminative features. Similarly, DCG graphs also resulted in poorly trained

GCN that outputs indistinguishable graph representations. By contrast, the representations are well

separated for different classes when learned with DosCond graphs (Figure A.2c) and they are as

discriminative as those learned on the whole training dataset (Figure A.2d). This demonstrates

that the graphs learned by DosCond preserve sufficient information of the original dataset so as to

recover the original performance.

3.4.3.4 Scale of the Two Terms in Eq. (3.11)

As mentioned earlier in Section 3.3.3, the scale of the first term is essentially larger than the

second term in Eq. (3.11). We now perform empirical study to verify this statement. Since both

terms contain the factor 𝑀 , we simply drop it and focus on studying ℓ1 =
√

2∥∇𝜃ℓT (𝜃0) −∇𝜃ℓ𝑆 (𝜃0) ∥

and ℓ2 = 3
2
√
𝑇
· 𝐶−1
𝐶𝑁 ′

√︃∑
𝑖 𝛾𝑖∥1⊤A′𝐾(𝑖)X

′
(𝑖) ∥2. Specifically, we set 𝑇 to 500 and 𝑁′ to 50, and plot the
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changes of these two terms during the training process of DosCond. The results on DD (with mean

pooling) and ogbg-molhiv (with sum pooling) are shown in Figure 3.3. We can observe that the

scale of ℓ1 is much larger than ℓ2 at the first few epochs when using mean pooling as shown in

Figure 3.3a. By contrast, ℓ2 is not negligible when using sum pooling as shown in Figure 3.3b and it

is desired to include it as a regularization term in this case. These observations provide support for

ours discussion of theoretical analysis in Section 3.3.3.

3.4.4 Node Classification

Next, we investigate whether the proposed method works well in node classification so as

to support our analysis in Theorem 2 in Appendix B.1.2. Specifically, following GCond [72], a

condensation method for node classification, we use 5 node classification datasets: Cora, Citeseer,

Pubmed [78], ogbn-arxiv [60] and Flickr [177]. The dataset statistics are shown in B.2. We

follow the settings in GCond to generate one condensed graph for each dataset, train a GCN on the

condensed graph, and evaluate its classification performance on the original test nodes. To adopt

DosCond into node classification, we replace the bi-level gradient matching scheme in GCond with

our proposed one-step gradient matching. The results of classification accuracy and running time

per epoch are summarized in Table 3.3. From the table, we make the following observations:

(a) The proposed DosCond achieves similar performance as GCond and the performance is also

comparable to the original dataset. For example, we are able to approximate the original training

performance by 99% with only 2.6% data on Cora. It demonstrates the effectiveness of DosCond

in the node classification case and justifies Theorem 2 from an empirical perspective.

(b) The training cost of DosCond is essentially lower than GCond as DosCond avoids the expensive

bi-level optimization. By examining their running time, we can see that DosCond is up to 40

times faster than GCond.

We further note that GCond produces weighted graphs which require storing the edge weights in

float formats, while DosCond outputs discrete graph structure which can be stored as binary values.

Hence, the graphs learned by DosCond are more memory-efficient.
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3.5 Conclusion

Training graph neural networks on a large-scale graph dataset consumes high computational cost.

One solution to alleviate this issue is to condense the large graph dataset into a small synthetic

dataset. In this work, we propose a novel framework DosCond that adopts a one-step gradient

matching strategy to efficiently condenses real graphs into a small number of informative graphs

with discrete structures. We further justify the proposed method from both theoretical and empirical

perspectives. Notably, our experiments show that we are able to reduce the dataset size by 90%

while approximating up to 98% of the original performance. In the future, we plan to investigate

interpretable condensation methods and diverse applications of the condensed graphs.
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CHAPTER 4

GRAPH STRUCTURE LEARNING FOR ROBUST GRAPH NEURAL NETWORKS

In this chapter, we investigate the training-time robustness of Graph Neural Networks (GNNs).

Recent studies show that GNNs are vulnerable to carefully-crafted perturbations, called adversarial

attacks. Adversarial attacks can easily fool GNNs into making predictions for downstream tasks.

The vulnerability to adversarial attacks has raised increasing concerns about applying GNNs in

safety-critical applications. Therefore, developing robust algorithms to defend adversarial attacks is

of great significance. A natural idea to defend adversarial attacks is to clean the perturbed graph. It

is evident that real-world graphs share some intrinsic properties. For example, many real-world

graphs are low-rank and sparse, and the features of two adjacent nodes tend to be similar. In fact, we

find that adversarial attacks are likely to violate these graph properties. Therefore, in this paper, we

explore these properties to defend adversarial attacks on graphs. In particular, we propose a general

framework Pro-GNN, which can jointly learn a structural graph and a robust graph neural network

model from the perturbed graph guided by these properties. Extensive experiments on real-world

graphs demonstrate that the proposed framework achieves significantly better performance compared

with the state-of-the-art defense methods, even when the graph is heavily perturbed.

4.1 Introduction

Graphs are ubiquitous data structures in numerous domains, such as chemistry (molecules) [53],

finance (trading networks) [184] and social media (the Facebook friend network) [122]. With their

prevalence, it is particularly important to learn effective representations of graphs and then apply

them to solve downstream tasks. Recent years have witnessed great success from Graph Neural

Networks (GNNs) [86, 58, 78, 139] in representation learning of graphs. GNNs follow a message-

passing scheme [50], where the node embedding is obtained by aggregating and transforming the

embeddings of its neighbors. Due to the good performance, GNNs have been applied to various

analytical tasks including node classification [78], link prediction [77], and recommender systems

[168].
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Although promising results have been achieved, recent studies have shown that GNNs are

vulnerable to adversarial attacks [67, 209, 211, 22, 152]. In other words, the performance of GNNs

can greatly degrade under an unnoticeable perturbation in graphs. The lack of robustness of these

models can lead to severe consequences for critical applications pertaining to the safety and privacy.

For example, in credit card fraud detection, fraudsters can create several transactions with only a few

high-credit users to disguise themselves, thus escaping from the detection based on GNNs. Hence,

developing robust GNN models to resist adversarial attacks is of significant importance. Modifying

graph data can perturb either node features or graph structures. However, given the complexity of

structural information, the majority of existing adversarial attacks on graph data have focused on

modifying graph structure especially adding/deleting/rewiring edges [158]. Thus, in this work, we

aim to defend against the most common setting of adversarial attacks on graph data, i.e., poisoning

adversarial attacks on graph structure. Under this setting, the graph structure has already been

perturbed by modifying edges before training GNNs while node features are not changed.
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Figure 4.1: An illustrative example on the property changes of the adjacency matrix by adversarial
attacks.

One perspective to design an effective defense algorithm is to clean the perturbed graph such

as removing the adversarial edges and restoring the deleted edges [200, 133]. The key challenge

from this perspective is what criteria we should follow to clean the perturbed graph. It is well

known that real-world graphs often share certain properties. First, many real-world clean graphs

are low-rank and sparse [199]. For instance, in a social network, most individuals are connected

with only a small number of neighbors and there are only a few factors influencing the connections

among users [199, 44]. Second, connected nodes in a clean graph are likely to share similar features
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or attributes (or feature smoothness) [108]. For example, in a citation network, two connected

publications often share similar topics [78]. Figure 4.1 demonstrates these properties of clean and

poisoned graphs. Specifically, we apply the state-of-the-art graph poisoning attack, metattack [211],

to perturb the graph data and visualize the graph properties before and after mettack. As shown

in Figure 4.1a, metattack enlarges the singular values of the adjacency matrix and Figure 4.1b

illustrates that metattack quickly increases the rank of adjacency matrix. Moreover, when we

remove the adversarial and normal edges from the perturbed graph respectively, we observe that

removing adversarial edges reduces the rank faster than removing normal edges as demonstrated in

Figure 4.1c. In addition, we depict the density distribution of feature difference of connected nodes

of the attacked graph in Figure 4.1d. It is observed that metattack tends to connect nodes with large

feature difference. Observations from Figure 4.1 indicate that adversarial attacks could violate these

properties. Thus, these properties have the potential to serve as the guidance to clean the perturbed

graph. However, work of exploring these properties to build robust graph neural networks is rather

limited.

In this chapter, we target on exploring graph properties of sparsity, low rank and feature

smoothness to design robust graph neural networks. Note that there could be more properties to be

explored and we would like to leave it as future work. In essence, we are faced with two challenges:

(i) how to learn clean graph structure from poisoned graph data guided by these properties; and (ii)

how to jointly learn parameters for robust graph neural network and the clean structure. To solve these

two challenges, we propose a general framework Property GNN (Pro-GNN) to simultaneously learn

the clean graph structure from perturbed graph and GNN parameters to defend against adversarial

attacks. Extensive experiments on a variety of real-world graphs demonstrate that our proposed

model can effectively defend against different types of adversarial attacks and outperforms the

state-of-the-art defense methods.

4.2 Related Work

In line with the focus of our work, we briefly describe related work on GNNs, and adversarial attacks

and defense for graph data.
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4.2.1 Graph Neural Networks

Over the past few years, graph neural networks have achieved great success in solving machine

learning problems on graph data. To learn effective representation of graph data, two main families

of GNNs have been proposed, i.e., spectral methods and spatial methods. The first family learns

node representation based on graph spectral theory [78, 10, 24]. Bruna et al. [10] generalize the

convolution operation from Euclidean data to non-Euclidean data by using the Fourier basis of

a given graph. To simplify spectral GNNs, Defferrard et al. [24] propose ChebNet and utilize

Chebyshev polynomials as the convolution filter. Kipf et al. [78] propose GCN and simplify ChebNet

by using its first-order approximation. Further, Simple Graph Convolution (SGC) [151] reduces

the graph convolution to a linear model but still achieves competitive performance. The second

family of models define graph convolutions in the spatial domain as aggregating and transforming

local information [58, 50, 139]. For instance, DCNN [3] treats graph convolutions as a diffusion

process and assigns a certain transition probability for information transferred from one node to

the adjacent node. Hamilton et al. [58] propose to learn aggregators by sampling and aggregating

neighbor information. Veličković et al. [139] propose graph attention network (GAT) to learn

different attention scores for neighbors when aggregating information. To further improve the

training efficiency, FastGCN [16] interprets graph convolutions as integral transforms of embedding

functions under probability measures and performs importance sampling to sample a fixed number of

nodes for each layer. For a thorough review, we please refer the reader to recent surveys [195, 156, 5].

4.2.2 Adversarial Attacks and Defense for GNNs

Extensive studies have demonstrated that deep learning models are vulnerable to adversarial

attacks. In other words, slight or unnoticeable perturbations to the input can fool a neural network

to output a wrong prediction. GNNs also suffer this problem [67, 209, 22, 211, 105, 98, 8, 152].

Different from image data, the graph structure is discrete and the nodes are dependent on each other,

thus making it far more challenging. The nettack [209] generates unnoticeable perturbations by

preserving degree distribution and imposing constraints on feature co-occurrence. RL-S2V [22]

employs reinforcement learning to generate adversarial attacks. However, both of the two methods are
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designed for targeted attack and can only degrade the performance of GNN on target nodes. To perturb

the graph globally, metattack [211] is proposed to generate poisoning attacks based on meta-learning.

Although increasing efforts have been devoted to developing adversarial attacks on graph data, the

research about improving the robustness of GNNs has just started recently [200, 152, 133, 212].

One way to solve the problem is to learn a robust network by penalizing the attention scores of

adversarial edges. RGCN [200] is to model Gaussian distributions as hidden layers to absorb the

effects of adversarial attacks in the variances. PA-GNN [133] leverages supervision knowledge

from clean graphs and applies a meta-optimization way to learn attention scores for robust graph

neural networks. However, it requires additional graph data from similar domain. The other way is

to preprocess the perturbed graphs to get clean graphs and train GNNs on the clean ones. Wu et. al

[152] have found that attackers tend to connect to nodes with different features and they propose to

remove the links between dissimilar nodes. Entezari et al. [36] have observed that nettack results in

changes in high-rank spectrum of the graph and propose to preprocess the graph with its low-rank

approximations. However, due to the simplicity of two-stage preprocessing methods, they may fail

to counteract complex global attacks.

Different from the aforementioned defense methods, we aim to explore important graph properties

to recover the clean graph while learning the GNN parameters simultaneously, which enables the

proposed model to extract intrinsic structure from perturbed graph under different attacks.

4.3 Problem Statement

Before we present the problem statement, we first introduce some notations and basic concepts. The

Frobenius norm of a matrix S is defined by | |S| |2
𝐹
= Σ𝑖 𝑗S2

𝑖 𝑗
. The ℓ1 norm of a matrix S is given

by | |S| |1 = Σ𝑖 𝑗 |S𝑖 𝑗 | and the nuclear norm of a matrix S is defined as | |S| |∗ = Σ
𝑟𝑎𝑛𝑘 (S)
𝑖=1 𝜎𝑖 , where

𝜎𝑖 is the 𝑖-th singular value of S. (S)+ denotes the element-wise positive part of matrix S where

S𝑖 𝑗 = max{S𝑖 𝑗 , 0} and 𝑠𝑔𝑛(S) indicates the sign matrix of S where 𝑠𝑔𝑛(S)𝑖 𝑗 = 1, 0, or −1 if S𝑖 𝑗 >0,

=0, or <0, respectively. We use ⊙ to denote Hadamard product of matrices. Finally, we use 𝑡𝑟 (S) to

indicate the trace of matrix S, i.e., 𝑡𝑟 (S) = ∑
𝑖 S𝑖𝑖.

Let G = (V,E) be a graph, where V is the set of 𝑁 nodes {𝑣1, 𝑣2, ..., 𝑣𝑁 } and E is the set of

46



edges. The edges describe the relations between nodes and can also be represented by an adjacency

matrix A ∈ R𝑁×𝑁 where A𝑖 𝑗 denotes the relation between nodes 𝑣𝑖 and 𝑣 𝑗 . Furthermore, we

use X = [x1, x2, . . . , x𝑁 ] ∈ R𝑁×𝑑 to denote the node feature matrix where x𝑖 is the feature vector

of the node 𝑣𝑖. Thus a graph can also be denoted as G = (A,X). Following the common node

classification setting, only a part of nodes V𝐿 = {𝑣1, 𝑣2, ..., 𝑣𝑙} are associated with corresponding

labels Y𝐿 = {𝑦1, 𝑦2, ..., 𝑦𝑙} where 𝑦𝑖 denotes the label of 𝑣𝑖.

Given a graph G = (A,X) and the partial labels Y𝐿 , the goal of node classification for GNN is to

learn a function 𝑓𝜃 : V𝐿 → Y𝐿 that maps the nodes to the set of labels so that 𝑓𝜃 can predict labels

of unlabeled nodes. The objective function can be formulated as

min
𝜃

L𝐺𝑁𝑁 (𝜃,A,X,Y𝐿) =
∑︁
𝑣𝑖∈V𝐿

ℓ ( 𝑓𝜃 (X,A)𝑖, 𝑦𝑖) , (4.1)

where 𝜃 is the parameters of 𝑓𝜃 , 𝑓𝜃 (X,A)𝑖 is the prediction of node 𝑣𝑖 and ℓ(·, ·) is to measure the

difference between prediction and true label such as cross entropy. Though there exist a number of

different GNN methods, in this work, we focus on Graph Convolution Network (GCN) in [78]. Note

that it is straightforward to extend the proposed framework to other GNN models. Specifically, a

two-layer GCN with 𝜃 = (W1,W2) implements 𝑓𝜃 as

𝑓𝜃 (X,A) = softmax
(
Â 𝜎

(
Â X W1

)
W2

)
, (4.2)

where Â = D̃−1/2(A + I)D̃−1/2 and D̃ is the diagonal matrix of A + I with D̃𝑖𝑖 = 1 +∑
𝑗 A𝑖 𝑗 . 𝜎 is the

activation function such as ReLU.

With aforementioned notations and definitions, the problem we aim to study in this work can be

formally stated as:

Given G = (A, 𝑋) and partial node label V𝐿 with A being poisoned by adversarial edges

and feature matrix X unperturbed, simultaneously learn a clean graph structure with the graph

adjacency matrix S ∈ S = [0, 1]𝑁×𝑁 and the GNN parameters 𝜃 to improve node classification

performance for unlabeled nodes.
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Figure 4.2: Overall framework of Pro-GNN. Dash lines indicate smaller weights.

4.4 The Proposed Framework

Adversarial attacks generate carefully-crafted perturbation on graph data. We refer to the carefully-

crafted perturbation as adversarial structure. Adversarial structure can cause the performance of

GNNs to drop rapidly. Thus, to defend adversarial attacks, one natural strategy is to eliminate

the crafted adversarial structure, while maintaining the intrinsic graph structure. In this work, we

aim to achieve the goal by exploring graph structure properties of low rank, sparsity and feature

smoothness. The illustration of the framework is shown in Figure 4.2, where edges in black are

normal edges and edges in red are adversarial edges introduced by an attacker to reduce the node

classification performance. To defend against the attacks, Pro-GNN iteratively reconstructs the clean

graph by preserving the low rank, sparsity, and feature smoothness properties of a graph so as to

reduce the negative effects of adversarial structure. Meanwhile, to make sure that the reconstructed

graph can help node classification, Pro-GNN simultaneously updates the GNN parameters on the

reconstructed graph by solving the optimization problem in an alternating schema. In the following

subsections, we will give the details of the proposed framework.

4.4.1 Exploring Low rank and Sparsity Properties

Many real-world graphs are naturally low-rank and sparse as the entities usually tend to form

communities and would only be connected with a small number of neighbors [199]. Adversarial

attacks on GCNs tend to add adversarial edges that link nodes of different communities as this is
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more efficient to reduce node classification performance of GCN. Introducing links connecting

nodes of different communities in a sparse graph can significantly increase the rank of the adjacency

matrix and enlarge the singular values, thus damaging the low rank and sparsity properties of graphs,

which is verified in Figure 4.1a and Figure 4.1b. Thus, to recover the clean graph structure from the

noisy and perturbed graph, one potential way is to learn a clean adjacency matrix S close to the

adjacency matrix of the poisoned graph by enforcing the new adjacency matrix with the properties of

low rank and sparsity. As demonstrated in Figure4.1c, the rank decreases much faster by removing

adversarial edges than by removing normal edges. This implies that the low rank and sparsity

constraint can remove the adversarial edges instead of normal edges. Given the adjacency matrix A

of a poisoned graph, we can formulate the above process as a structure learning problem [124, 64]:

arg min
S∈S

L0 = ∥A − S∥2𝐹 + 𝑅(S), 𝑠.𝑡., S = S⊤. (4.3)

Since adversarial attacks target on performing unnoticeable perturbations to graphs, the first term

∥A − S∥2
𝐹

ensures that the new adjacency matrix S should be close to A. As we assume that the

graph are undirected, the new adjacency matrix should be symmetric, i.e., S = S⊤. 𝑅(S) denotes

the constraints on S to enforce the properties of low rank and sparsity. According to [13, 80, 124],

minimizing the ℓ1 norm and the nuclear norm of a matrix can force the matrix to be sparse and

low-rank, respectively. Hence, to ensure a sparse and low-rank graph, we want to minimize the ℓ1

norm and the nuclear norm of S. Eq. (4.3) can be rewritten as:

arg min
S∈S

L0 = ∥A − S∥2𝐹 + 𝛼∥S∥1 + 𝛽∥S∥∗, 𝑠.𝑡., S = S⊤, (4.4)

where 𝛼 and 𝛽 are predefined parameters that control the contributions of the properties of sparsity

and low rank, respectively. One important benefit to minimize the nuclear norm ∥S∥∗ is that we can

reduce every singular value, thus alleviating the impact of enlarging singular values from adversarial

attacks.

4.4.2 Exploring Feature Smoothness

It is evident that connected nodes in a graph are likely to share similar features. In fact, this

observation has been made on graphs from numerous domains. For example, two connected users
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in a social graph are likely to share similar attributes [108], two linked web pages in the webpage

graph tend to have similar contents [138] and two connected papers in the citation network usually

have similar topics [78]. Meanwhile, recently it is demonstrated that adversarial attacks on graphs

tend to connect nodes with distinct features [152]. Thus, we aim to ensure the feature smoothness in

the learned graph. The feature smoothness can be captured by the following term L𝑠:

L𝑠 =
1
2

𝑁∑︁
𝑖, 𝑗=1

S𝑖 𝑗 (x𝑖 − x 𝑗 )2, (4.5)

where S is the new adjacency matrix, S𝑖 𝑗 indicates the connection of 𝑣𝑖 and 𝑣 𝑗 in the learned graph

and (x𝑖 − x 𝑗 )2 measures the feature difference between 𝑣𝑖 and 𝑣 𝑗 . L𝑠 can be rewritten as:

L𝑠 = 𝑡𝑟 (X⊤LX), (4.6)

where L = D − S is the graph Laplacian matrix of S and D is the diagonal matrix of S. In this work,

we use normalized Laplacian matrix L̂ = D−1/2LD−1/2 instead of L to make feature smoothness

independent on the degrees of the graph nodes [2], i.e.,

L𝑠 = 𝑡𝑟 (X𝑇 L̂X) = 1
2

𝑁∑︁
𝑖, 𝑗=1

S𝑖 𝑗 (
x𝑖√
𝑑𝑖
−

x 𝑗√︁
𝑑 𝑗
)2, (4.7)

where 𝑑𝑖 denotes the degree of 𝑣𝑖 in the learned graph. In the learned graph, if 𝑣𝑖 and 𝑣 𝑗 are connected

(i.e., S𝑖 𝑗 ≠ 0), we expect that the feature difference (x𝑖 − x 𝑗 )2 should be small. In other words, if the

features between two connected node are quite different, L𝑠 would be very large. Therefore, the

smaller L𝑠 is, the smoother features X are on the graph S. Thus, to fulfill the feature smoothness in

the learned graph, we should minimize L𝑠. Therefore, we can add the feature smoothness term to

the objective function of Eq. (4.4) to penalize rapid changes in features between adjacent nodes as:

arg min
S∈S

L = L0 + 𝜆 · L𝑠 = L0 + 𝜆 𝑡𝑟 (X𝑇 L̂X), 𝑠.𝑡., S = S⊤, (4.8)

where 𝜆 is a predefined parameter to control the contribution from feature smoothness.

4.4.3 Objective Function of Pro-GNN

Intuitively, we can follow the preprocessing strategy [152, 36] to defend against adversarial

attacks – we first learn a graph from the poisoned graph via Eq. (4.8) and then train a GNN model
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based on the learned graph. However, with such a two-stage strategy, the learned graph may be

suboptimal for the GNN model on the given task. Thus, we propose a better strategy to jointly learn

the graph structure and the GNN model for a specific downstream task. We empirically show that

jointly learning GNN model and the adjacency matrix is better than two stage one in Sec 4.5.4.2.

The final objective function of Pro-GNN is given as

arg min
S∈S,𝜃

L = L0 + 𝜆L𝑠 + 𝛾L𝐺𝑁𝑁 (4.9)

= ∥A − S∥2𝐹 + 𝛼∥S∥1 + 𝛽∥S∥∗ + 𝛾L𝐺𝑁𝑁 (𝜃, S,X,Y𝐿) + 𝜆𝑡𝑟 (X𝑇 L̂X)

𝑠.𝑡. S = S⊤,

where L𝐺𝑁𝑁 is a loss function for the GNN model that is controlled by a predefined parameter 𝛾.

Another benefit of this formulation is that the information from L𝐺𝑁𝑁 can also guide the graph

learning process to defend against adversarial attacks since the goal of graph adversarial attacks is to

maximize L𝐺𝑁𝑁 .

4.4.4 An Optimization Algorithm

Jointly optimizing 𝜃 and S in Eq.(4.9) is challenging. The constraints on S further exacerbate

the difficulty. Thus, in this work, we use an alternating optimization schema to iteratively update 𝜃

and S.

Update 𝜽. To update 𝜃, we fix S and remove terms that are irrelevant to 𝜃, then the objective

function in Eq.(4.9) reduces to:

min
𝜃

L𝐺𝑁𝑁 (𝜃, S,X,Y𝐿) =
∑︁
𝑢∈V𝐿

ℓ ( 𝑓𝜃 (X, S)𝑢, 𝑦𝑢) , (4.10)

which is a typical GNN optimization problem and we can learn 𝜃 via stochastic gradient descent.

Update S. Similarly, to update S, we fix 𝜃 and arrive at

min
S

L(S, 𝐴) + 𝛼∥S∥1 + 𝛽∥S∥∗ 𝑠.𝑡., S = S⊤, S ∈ S, (4.11)

where L(S, 𝐴) is defined as

L(S, 𝐴) = ∥A − S∥2𝐹 + L𝐺𝑁𝑁 (𝜃, S,X, 𝑌 ) + 𝜆𝑡𝑟 (X𝑇 L̂X). (4.12)
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Note that both ℓ1 norm and nuclear norm are non-differentiable. For optimization problem with

only one non-diffiential regularizer 𝑅(𝑆), we can use Forward-Backward splitting methods [20].

The idea is to alternate a gradient descent step and a proximal step as:

S(𝑘)= prox𝜂𝑅
(
S(𝑘−1) − 𝜂∇𝑆L(𝑆, 𝐴)

)
, (4.13)

where 𝜂 is the learning rate, prox𝑅 is the proximal operator as:

prox𝑅 (Z) = arg min
S∈R𝑁×𝑁

1
2
∥S − Z| |2𝐹 + 𝑅(S). (4.14)

In particular, the proximal operator of ℓ1 norm and nuclear norm can be represented as [124, 6],

prox𝛼 | |.| |1 (Z) = 𝑠𝑔𝑛(Z) ⊙ (|Z| − 𝛼)+, (4.15)

prox𝛽 | |.| |∗ (Z) = U 𝑑𝑖𝑎𝑔((𝜎𝑖 − 𝛽)+)𝑖V𝑇 , (4.16)

where Z = U 𝑑𝑖𝑎𝑔(𝜎1, ..., 𝜎𝑛)V⊤ is the singular value decomposition of Z. To optimize objective

function with two non-differentiable regularizers, Richard et al. [117] introduce the Incremental

Proximal Descent method based on the introduced proximal operators. By iterating the updating

process in a cyclic manner, we can update S as follows,
S(𝑘) = S(𝑘−1) − 𝜂 · ∇S (L(S,A)),

S(𝑘) = prox𝜂𝛽∥·∥∗
(
S(𝑘)

)
,

S(𝑘) = prox𝜂𝛼∥·∥1
(
S(𝑘)

)
.

(4.17)

After we learn a relaxed S, we project S to satisfy the constraints. For the symmetric constraint,

we let S = S+S⊤
2 . For the constraint S𝑖 𝑗 ∈ [0, 1], we project S𝑖 𝑗 < 0 to 0 and S𝑖 𝑗 > 1 to 1. We denote

these projection operations as 𝑃S(S).

Training Algorithm. With these updating and projection rules, the optimization algorithm is

shown in Algorithm 1. In line 1, we first initialize the estimated graph S as the poisoned graph A.

In line 2, we randomly initialize the GNN parameters. From lines 3 to 10, we update S and the

GNN parameters 𝜃 alternatively and iteratively. Specifically, we train the GNN parameters in each

iteration while training the graph reconstruction model every 𝜏 iterations.
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Algorithm 1 Pro-GNN
Data: Adjacency matrix A, Attribute matrix X, Labels Y𝐿 , Hyper-parameters 𝛼, 𝛽, 𝛾, 𝜆, 𝜏, Learning

rate 𝜂, 𝜂′
Result: Learned adjacency S, GNN parameters 𝜃
Initialize S← A
Randomly initialize 𝜃
while Stopping condition is not met do

S← S − 𝜂∇𝑆 (∥S − A∥2
𝐹
+ 𝛾L𝐺𝑁𝑁 + 𝜆L𝑠)

S← prox𝜂𝛽 | |.| |∗ (S)
S← prox𝜂𝛼 | |.| |1 (S)
S← 𝑃S(S)
for i=1 to 𝜏 do
𝑔 ← 𝜕L𝐺𝑁𝑁 (𝜃,S,X,Y𝐿)

𝜕𝜃

𝜃 ← 𝜃 − 𝜂′𝑔
end

end
Return S, 𝜃

4.5 Experiments

In this section, we evaluate the effectiveness of Pro-GNN against different graph adversarial attacks.

In particular, we aim to answer the following questions:

• RQ1 How does Pro-GNN perform compared to the state-of-the-art defense methods under different

adversarial attacks?

• RQ2 Does the learned graph work as expected?

• RQ3 How do different properties affect the performance of Pro-GNN.

Before presenting our experimental results and observations, we first introduce the experimental

settings.

4.5.1 Experimental settings

4.5.1.1 Datasets

Following [209, 211], we validate the proposed approach on four benchmark datasets, including

three citation graphs, i.e., Cora, Citeseer and Pubmed, and one blog graph, i.e., Polblogs. The

statistics of the datasets are shown in Table 4.1. Note that in the Polblogs graph, node features are

not available. In this case, we set the attribute matrix to 𝑁 × 𝑁 identity matrix.
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Table 4.1: Dataset Statistics. Following [209, 211, 36], we only consider the largest connected
component (LCC).

NLCC ELCC Classes Features

Cora 2,485 5,069 7 1,433
Citeseer 2,110 3,668 6 3,703
Polblogs 1,222 16,714 2 /
Pubmed 19,717 44,338 3 500

Table 4.2: Node classification performance (Accuracy±Std) under non-targeted attack (metattack ).

Dataset Ptb Rate (%) GCN GAT RGCN GCN-Jaccard1 GCN-SVD Pro-GNN-fs Pro-GNN2

Cora

0 83.50±0.44 83.97±0.65 83.09±0.44 82.05±0.51 80.63±0.45 83.42±0.52 82.98±0.23
5 76.55±0.79 80.44±0.74 77.42±0.39 79.13±0.59 78.39±0.54 82.78±0.39 82.27±0.45
10 70.39±1.28 75.61±0.59 72.22±0.38 75.16±0.76 71.47±0.83 77.91±0.86 79.03±0.59
15 65.10±0.71 69.78±1.28 66.82±0.39 71.03±0.64 66.69±1.18 76.01±1.12 76.40±1.27
20 59.56±2.72 59.94±0.92 59.27±0.37 65.71±0.89 58.94±1.13 68.78±5.84 73.32±1.56
25 47.53±1.96 54.78±0.74 50.51±0.78 60.82±1.08 52.06±1.19 56.54±2.58 69.72±1.69

Citeseer

0 71.96±0.55 73.26±0.83 71.20±0.83 72.10±0.63 70.65±0.32 73.26±0.38 73.28±0.69
5 70.88±0.62 72.89±0.83 70.50±0.43 70.51±0.97 68.84±0.72 73.09±0.34 72.93±0.57
10 67.55±0.89 70.63±0.48 67.71±0.30 69.54±0.56 68.87±0.62 72.43±0.52 72.51±0.75
15 64.52±1.11 69.02±1.09 65.69±0.37 65.95±0.94 63.26±0.96 70.82±0.87 72.03±1.11
20 62.03±3.49 61.04±1.52 62.49±1.22 59.30±1.40 58.55±1.09 66.19±2.38 70.02±2.28
25 56.94±2.09 61.85±1.12 55.35±0.66 59.89±1.47 57.18±1.87 66.40±2.57 68.95±2.78

Polblogs

0 95.69±0.38 95.35±0.20 95.22±0.14 - 95.31±0.18 93.20±0.64 -
5 73.07±0.80 83.69±1.45 74.34±0.19 - 89.09±0.22 93.29±0.18 -
10 70.72±1.13 76.32±0.85 71.04±0.34 - 81.24±0.49 89.42±1.09 -
15 64.96±1.91 68.80±1.14 67.28±0.38 - 68.10±3.73 86.04±2.21 -
20 51.27±1.23 51.50±1.63 59.89±0.34 - 57.33±3.15 79.56±5.68 -
25 49.23±1.36 51.19±1.49 56.02±0.56 - 48.66±9.93 63.18±4.40 -

Pubmed

0 87.19±0.09 83.73±0.40 86.16±0.18 87.06±0.06 83.44±0.21 87.33±0.18 87.26±0.23
5 83.09±0.13 78.00±0.44 81.08±0.20 86.39±0.06 83.41±0.15 87.25±0.09 87.23±0.13
10 81.21±0.09 74.93±0.38 77.51±0.27 85.70±0.07 83.27±0.21 87.25±0.09 87.21±0.13
15 78.66±0.12 71.13±0.51 73.91±0.25 84.76±0.08 83.10±0.18 87.20±0.09 87.20±0.15
20 77.35±0.19 68.21±0.96 71.18±0.31 83.88±0.05 83.01±0.22 87.09±0.10 87.15±0.15
25 75.50±0.17 65.41±0.77 67.95±0.15 83.66±0.06 82.72±0.18 86.71±0.09 86.76±0.19

1 2 JaccardGCN and Pro-GNN cannot be directly applied to datasets where node features are not available.

4.5.1.2 Baselines

To evaluate the effectiveness of Pro-GNN, we compare it with the state-of-the-art GNN and

defense models by using the adversarial attack repository DeepRobust [85]:

• GCN [78]: while there exist a number of different Graph Convolutional Networks (GCN) models,

we focus on the most representative one [78].

• GAT [139]: Graph Attention Netowork (GAT) is composed of attention layers which can learn

different weights to different nodes in the neighborhood. It is often used as a baseline to defend

against adversarial attacks.
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• RGCN [200]: RGCN models node representations as gaussian distributions to absorb effects of

adversarial attacks. It also employs attention mechanism to penalize nodes with high variance.

• GCN-Jaccard [152]: Since attackers tend to connect nodes with dissimilar features or different

labels, GCN-Jaccard preprocesses the network by eliminating edges that connect nodes with

jaccard similarity of features smaller than threshold 𝜏. Note that this method only works when

node features are available.

• GCN-SVD [36]: This is another preprocessing method to resist adversarial attacks. It is noted

that nettack is a high-rank attack, thus GCN-SVD proposes to vaccinate GCN with the low-rank

approximation of the perturbed graph. Note that it originally targets at defending against nettack,

however, it is straightforward to extend it to non-targeted and random attacks.

In addition to representative baselines, we also include one variant of the proposed framework,

Pro-GNN-fs, which is the variant by eliminating the feature smoothness term (or setting 𝜆 = 0).

4.5.1.3 Parameter Settings

For each graph, we randomly choose 10% of nodes for training, 10% of nodes for validation and

the remaining 80% of nodes for testing. For each experiment, we report the average performance of 10

runs. The hyper-parameters of all the models are tuned based on the loss and accuracy on validation

set. For GCN and GAT, we adopt the default parameter setting in the author’s implementation. For

RGCN, the number of hidden units are tuned from {16, 32, 64, 128}. For GCN-Jaccard, the threshold

of similarity for removing dissimilar edges is chosen from {0.01, 0.02, 0.03, 0.04, 0.05, 0.1}. For

GCN-SVD , the reduced rank of the perturbed graph is tuned from {5, 10, 15, 50, 100, 200}.

4.5.2 Defense Performance

To answer the first question, we evaluate the node classification performance of Pro-GNN against

three types of attacks, i.e., non-targeted attack, targeted attack and random attack:

• Targeted Attack: Targeted attack generates attacks on specific nodes and aims to fool GNNs

on these target nodes. We adopt nettack [209] for the targeted attack method, which is the

state-of-the-art targeted attack on graph data.

• Non-targeted Attack: Different from targeted attack, the goal of non-targeted attack is to degrade
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Figure 4.3: Results of different models under nettack
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Figure 4.4: Results of different models under random attack

the overall performance of GNNs on the whole graph. We adopt one representative non-targeted

attack, metattack [211] .

• Random Attack: It randomly injects fake edges into the graph. It can also be viewed as adding

random noise to the clean graph.

We first use the attack method to poison the graph. We then train Pro-GNN and baselines on the

poisoned graph and evaluate the node classification performance achieved by these methods.

4.5.2.1 Against Non-targeted Adversarial Attacks

We first evaluate the node classification accuracy of different methods against non-targeted

adversarial attack. Specifically, we adopt metattack and keep all the default parameter settings

in the authors’ original implementation. The metattack has several variants. For Cora, Citeseer

and Polblogs datasets, we apply Meta-Self since it is the most destructive attack variant; while for

Pubmed, the approximate version of Meta-Self, A-Meta-Self is applied to save memory and time.

We vary the perturbation rate, i.e., the ratio of changed edges, from 0 to 25% with a step of 5%. As

mentioned before, all the experiments are conducted 10 times and we report the average accuracy

with standard deviation in Table 4.2. The best performance is highlighted in bold. From the table,
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we make the following observations:

• Our method consistently outperforms other methods under different perturbation rates. For

instance, on Polblogs dataset our model improves GCN over 20% at 5% perturbation rate. Even

under large perturbation, our method outperforms other baselines by a larger margin. Specifically,

under the 25% perturbation rate on the three datasets, vanilla GCN performs very poorly and our

model improves GCN by 22%, 12% and 14%, respectively.

• Although GCN-SVD also employs SVD to get low-rank approximation of the graph, the

performance of GCN-SVD drops rapidly. This is because GCN-SVD is designed for targeted

attack, it cannot adapt well to the non-targeted adversarial attack. Similarly, GCN-Jaccard does

not perform as well as Pro-GNN under different perturbation rates. This is because simply

preprocessing the perturbed graph once cannot recover the complex intrinsic graph structure

from the carefully-crafted adversarial noises. On the contrary, simultaneously updating the graph

structure and GNN parameters with the low rank, sparsity and feature smoothness constraints

helps recover better graph structure and learn robust GNN parameters.

• Pro-GNN achieves higher accuracy than Pro-GNN-fs especially when the perturbation rate is

large, which demonstrates the effectiveness of feature smoothing in removing adversarial edges.

4.5.2.2 Against Targeted Adversarial Attack

In this experiment, nettack is adopted as the targeted-attack method and we use the default

parameter settings in the authors’ original implementation. Following [200], we vary the number

of perturbations made on every targeted node from 1 to 5 with a step size of 1. The nodes in test

set with degree larger than 10 are set as target nodes. For Pubmed dataset, we only sample 10%

of them to reduce the running time of nettack while in other datasets we use all the target nodes.

The node classification accuracy on target nodes is shown in Figure 4.3. From the figure, we can

observe that when the number of perturbation increases, the performance of our method is better

than other methods on the attacked target nodes in most cases. For instance, on Citeseer dataset at 5

perturbation per targeted node, our model improves vanilla GCN by 23% and outperforms other

defense methods by 11%. It demonstrates that our method can also resist the targeted adversarial
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attack.

4.5.2.3 Against Random Attack

In this subsection, we evaluate how Pro-GNN behaves under different ratios of random noises

from 0% to 100% with a step size of 20%. The results are reported in Figure 4.4. The figure shows

that Pro-GNN consistently outperforms all other baselines and successfully resists random attack.

Together with observations from Sections 4.5.2.1 and 4.5.2.2, we can conclude that Pro-GNN is able

to defend various types of adversarial attacks. This is a desired property in practice since attackers

can adopt any kinds of attacks to fool the system.

4.5.3 Importance of Graph Structure Learning

In the previous subsection, we have demonstrated the effectiveness of the proposed framework.

In this section, we aim to understand the graph we learned and answer the second question.

4.5.3.1 Normal Edges Against Adversarial Edges

Based on the fact that adversary tends to add edges over delete edges [152, 211], if the model

tends to learn a clean graph structure, the impact of the adversarial edges should be mitigated from

the poisoned graph. Thus, we investigate the weights of normal and adversarial edges in the learned

adjacency matrix S. We visualize the weight density distribution of normal and perturbed edges of

S in Figure 4.5. Due to the limit of space, we only show results on Pubmed and Polblogs under

metattack. As we can see in the figure, in both datasets, the weights of adversarial edges are much

smaller than those of normal edges, which shows that Pro-GNN can alleviate the effect of adversarial
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Figure 4.5: Weight density distributions of normal and adversarial edges on the learned graph.
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Table 4.3: Node classification accuracy given the graph under 25% perturbation by metattack.

GCN GCN-NoGraph Pro-GNN

Cora 47.53±1.96 62.12±1.55 69.72±1.69
Citeseer 56.94±2.09 63.75±3.23 68.95±2.78
Polblogs 49.23±1.36 51.79±0.62 63.18±4.40
Pubmed 75.50±0.17 84.14±0.11 86.86±0.19

edges and thus learn robust GNN parameters.

4.5.3.2 Performance on Heavily Poisoned Graph

In this subsection, we study the performance when the graph is heavily poisoned. In particular,

we poison the graph with 25% perturbation by metattack . If a graph is heavily poisoned, the

performance of GCN will degrade a lot. One straightforward solution is to remove the poisoned

graph structure. Specifically, when removing the graph structure, the adjacency matrix will be all

zeros and GCN normalizes the zero matrix into identity matrix and then makes prediction totally by

node features. Under this circumstance, GCN actually becomes a feed-forward neural network. We

denote it as GCN-NoGraph. We report the performance of GCN, GCN-NoGraph and Pro-GNN

when the graph is heavily poisoned in Table 4.3.

From the table, we first observe that when the graph structure is heavily poisoned, by removing

the graph structure, GCN-NoGraph outperforms GCN. This observation suggests the necessity to

defend poisoning attacks on graphs because the poisoned graph structure are useless or even hurt the

prediction performance. We also note that Pro-GNN obtains much better results than GCN-NoGraph.

This observation suggests that Pro-GNN can learn useful graph structural information even when

the graph is heavily poisoned.

4.5.4 Ablation Study

To get a better understanding of how different components help our model defend against

adversarial attacks, we conduct ablation studies and answer the third question in this subsection.
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Table 4.4: Classification performance of Pro-GNN-two and Pro-GNN on Cora dataset

Ptb Rate (%) 0 5 10 15 20 25

Pro-GNN-two 73.31±0.71 73.70±1.02 73.69±0.81 75.38±1.10 73.22±1.08 70.57±0.61
Pro-GNN 82.98±0.23 82.27±0.45 79.03±0.59 76.40±1.27 73.32±1.56 69.72±1.69

4.5.4.1 Regularizers

There are four key predefined parameters, i.e., 𝛼, 𝛽, 𝛾 and 𝜆, which control the contributions for

sparsity, low rank, GNN loss and feature smoothness, respectively. To understand the impact of each

component, we vary the values of one parameter and set other parameters to zero, and then check

how the performance changes. Correspondingly, four model variants are created: Pro-GNN-𝛼,

Pro-GNN-𝛽, Pro-GNN-𝛾 and Pro-GNN-𝜆. For example, Pro-GNN-𝛼 denotes that we vary the

values of 𝛼 while setting 𝛽, 𝛾 and 𝜆 to zero. We only report results on Cora and Citeseer, since

similar patterns are observed in other cases, shown in Figure 4.6.

From the figure we can see Pro-GNN-𝛼 does not boost the model’s performance too much with

small perturbations. But when the perturbation becomes large, Pro-GNN-𝛼 outperforms vanilla

GCN because it can learn a graph structure better than a heavily poisoned adjacency graph as

shown in Section 4.5.3.2. Also, Pro-GNN-𝛽 and Pro-GNN-𝜆 perform much better than vanilla

GCN. It is worth noting that, Pro-GNN-𝛽 outperforms all other variants except Pro-GNN, indicating

that nuclear norm is of great significance in reducing the impact of adversarial attacks. It is

in line with our observation that adversarial attacks increase the rank of the graph and enlarge

the singular values. Another observation from the figure is that, Pro-GNN-𝛾 works better under

small perturbation and when the perturbation rate increases, its performance degrades. From the

above observations, different components play different roles in defending adversarial attacks. By

incorporating these components, Pro-GNN can explore the graph properties and thus consistently

outperform state-of-the-art baselines.

4.5.4.2 Two-Stage vs One-Stage

To study the contribution of jointly learning structure and GNN parameters, we conduct

experiments with the variant Pro-GNN-two under metattack . Pro-GNN-two is the two stage variant
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Figure 4.6: Classification performance of Pro-GNN variants.

of Pro-GNN where we first obtain the clean graph and then train a GNN model based on it. We

only show the results on Cora in Table 4.4 due to the page limitation. We can observe from the

results that although Pro-GNN-two can achieve good performance under large perturbation, it fails

to defend the attacks when the perturbation rate is relatively low. The results demonstrate that jointly

learning structure and GNN parameters can actually help defend attacks.

4.5.5 Parameter Analysis

In this subsection, we explore the sensitivity of hyper-parameters 𝛼, 𝛽, 𝛾 and 𝜆 for Pro-GNN. In

the experiments, we alter the value of 𝛼, 𝛽, 𝛾 and 𝜆 to see how they affect the performance of our

model. More specifically, we vary 𝛼 from 0.00025 to 0.064 in a log scale of base 2, 𝛽 from 0 to 5,

𝛾 from 0.0625 to 16 in a log scale of base 2 and 𝜆 from 1.25 to 320 in a log scale of base 2. We

only report the results on Cora dataset with the perturbation rate of 10% by metattack since similar

observations are made in other settings.

The performance change of Pro-GNN is illustrated in Figure 4.7. As we can see, the accuracy of

Pro-GNN can be boosted when choosing appropriate values for all the hyper-parameters. Different

from 𝛾, appropriate values of 𝛼 and 𝜆 can boost the performance but large values will greatly hurt the

performance. This is because focusing on sparsity and feature smoothness will result in inaccurate

estimation on the graph structure. For example, if we set 𝛼 and 𝜆 to +∞, we will get a trivial solution

of the new adjacency matrix, i.e, S = 0. It is worth noting that, appropriate value of 𝛽 can greatly

increase the model’s performance (more than 10%) compared with the variant without 𝛽, while too

large or too small value of 𝛽 will hurt the performance. This is also consistent with our observation
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Figure 4.7: Results of parameter analysis on Cora dataset

in Section 4.5.4.1 that the low rank property plays an important role in defending adversarial attacks.

4.6 Conclusion

Graph neural networks can be easily fooled by graph adversarial attacks. To defend against different

types of graph adversarial attacks, we introduced a novel defense approach Pro-GNN that learns the

graph structure and the GNN parameters simultaneously. Our experiments show that our model

consistently outperforms state-of-the-art baselines and improves the overall robustness under various

adversarial attacks. In the future, we aim to explore more properties to further improve the robustness

of GNNs.
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CHAPTER 5

EMPOWERING GRAPH REPRESENTATION LEARNING WITH TEST-TIME GRAPH
TRANSFORMATION

In this chapter, we study the test-time robustness of Graph Neural Networks (GNNs). The

effectiveness of GNNs is immensely challenged by issues related to test data quality, such as

distribution shifts, abnormal features and adversarial attacks. Recent efforts have been made on

tackling these issues from a modeling perspective which requires additional cost of changing model

architectures or re-training model parameters. In this work, we provide a data-centric view to

tackle these issues and propose a graph transformation framework named GTrans which adapts and

refines graph data at test time to achieve better performance. We provide theoretical analysis on the

design of the framework and discuss why adapting graph data works better than adapting the model.

Extensive experiments have demonstrated the effectiveness of GTrans on three distinct scenarios for

eight benchmark datasets where suboptimal data is presented. Remarkably, GTrans performs the

best in most cases with improvements up to 2.8%, 8.2% and 3.8% over the best baselines on three

experimental settings.

5.1 Introduction

Graph representation learning has been at the center of various real-world applications, such as

drug discovery [33, 53], recommender systems [169, 39, 123], forecasting [135, 27] and outlier

detection [191, 25]. In recent years, there has been a surge of interest in developing graph neural

networks (GNNs) as powerful tools for graph representation learning [78, 139, 57, 156]. Remarkably,

GNNs have achieved state-of-the-art performance on numerous graph-related tasks including node

classification, graph classification and link prediction [19, 171, 193].

Despite the enormous success of GNNs, recent studies have revealed that their generalization

and robustness are immensely challenged by the data quality [67, 83]. In particular, GNNs can

behave unreliably in scenarios where sub-optimal data is presented:

1. Distribution shift [154, 205]. GNNs tend to yield inferior performance when the distributions of

training and test data are not aligned (due to corruption or inconsistent collection procedure of
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test data).

2. Abnormal features [96]. GNNs suffer from high classification errors when data contains abnormal

features, e.g., incorrect user profile information in social networks.

3. Adversarial structure attack [208, 84]. GNNs are vulnerable to imperceptible perturbations on

the graph structure which can lead to severe performance degradation.

To tackle these problems, significant efforts have been made on developing new techniques

from the modeling perspective, e.g., designing new architectures and employing adversarial training

strategies [159, 154]. However, employing these methods in practice may be infeasible, as they

require additional cost of changing model architectures or re-training model parameters, especially

for well-trained large-scale models. The problem is further exacerbated when adopting these

techniques for multiple architectures. By contrast, this paper seeks to investigate approaches that

can be readily used with a wide variety of pre-trained models and test settings for improving model

generalization and robustness. Essentially, we provide a data-centric perspective to address the

aforementioned issues by modifying the graph data presented at test-time. Such modification aims

to bridge the gap between training data and test data, and thus enable GNNs to achieve better

generalization and robust performance on the new graph. Figure 5.1 visually describes this idea: we

are originally given with a test graph with abnormal features where multiple GNN architectures

yield poor performance; however, by transforming the graph prior to inference (at test-time), we

enable these GNNs to achieve much higher accuracy.

In this work, we aim to develop a data-centric framework that transforms the test graph to

enhance model generalization and robustness, without altering the pre-trained model. In essence, we

are faced with two challenges: (1) how to model and optimize the transformed graph data, and (2)

how to formulate an objective that can guide the transformation process. First, we model the graph

transformation as injecting perturbation on the node features and graph structure, and optimize them

alternatively via gradient descent. Second, inspired by the recent progress of contrastive learning,

we propose a parameter-free surrogate loss which does not affect the pre-training process while

effectively guiding the graph adaptation. Our contributions can be summarized as follows:
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Figure 5.1: We study the test-time graph transformation problem, which seeks to learn a refined
graph such that pre-trained GNNs can perform better on the new graph compared to the original.
Shown: An illustration of our proposed approach’s empirical performance on transforming a noisy
graph.

1. For the first time, we provide a data-centric perspective to improve the generalization and

robustness of GNNs with test-time graph transformation.

2. We establish a novel framework GTrans for test-time graph transformation by jointly learning the

features and adjacency structure to minimize a proposed surrogate loss.

3. Our theoretical analysis provides insights on what surrogate losses we should use during test-time

graph transformation and sheds light on the power of data-adaptation over model-adaptation.

4. Extensive experimental results on three settings (distribution shift, abnormal features and

adversarial structure attacks) have demonstrated the superiority of test-time graph transformation.

Particularly, GTrans performs the best in most cases with improvements up to 2.8%, 8.2% and

3.8% over the best baselines on three experimental settings.

Moreover, we note: (1) GTrans is flexible and versatile. It can be equipped with any pre-trained

GNNs and the outcome (the refined graph data) can be deployed with any model given its favorable

transferability. (2) GTrans provides a degree of interpretability, as it can show which kinds of graph

modifications can help improve performance by visualizing the data.

5.2 Related Work

Distribution Shift in GNNs. GNNs have revolutionized graph representation learning and achieved

state-of-the-art results on diverse graph-related tasks [78, 139, 57, 19, 79, 156]. However, recent

studies have demonstrated that GNNs yield sub-optimal performance on out-of-distribution data

for node classification [205, 154, 92, 107] and graph classification [17, 11, 52, 155]. These studies
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have introduced solutions to tackle distribution shifts. For example, EERM [154] attributes the

cause of distribution shifts to an unknown environmental variable, and trains GNNs under multiple

environments produced by a generator. For a thorough review, we refer the readers to a recent

survey [83]. Unlike existing works, we target modifying the inputs via test-time adaption.

Robustness of GNNs. Recent studies have demonstrated the vulnerability of GNNs to graph

adversarial attacks [208, 210, 159, 21, 48], i.e., small perturbations on the input graph can mislead

GNNs into making wrong predictions. Several works make efforts towards developing new GNNs

or adversarial training strategies to defend against attacks [159, 201, 66, 67]. Instead of altering

model training behavior, our work aims to modify the test graph to correct adversarial patterns.

Graph Structure Learning & Graph Data Augmentation. Graph structure learning and

graph data augmentation both aim to improve GNNs’ generalization performance by augmenting

the (training) graph data, either learning the graph from scratch [45, 70, 18, 194, 121, 56, 41] or

perturbing the graph in a rule-based way [119, 42, 28]. While our work also modifies the graph

data, we focus on modifying the test data and not impacting the model training process.

Test-time Training. Our work is also related to test-time training [130, 142, 100, 181, 185],

which has raised a surge of interest in computer vision recently. To handle out-of-distribution data,

[130] propose the pioneer work of test-time training (TTT) by optimizing feature extractor via an

auxiliary task loss. However, TTT alters training to jointly optimize the supervised loss and auxiliary

task loss. To remove the need for training an auxiliary task, Tent [142] proposes to minimize the

prediction entropy at test-time. It is worth noting that Tent works by adapting the statistics and

parameters in batch normalization (BN) layers, which may not always be employed by modern

GNNs. In this work, we focus on a novel perspective of adapting the test graph data instead of the

model, which makes no assumptions about the particular training procedure or architecture.

5.3 The Proposed Framework

We start by introducing the general problem of test-time graph transformation (TTGT). While our

discussion mainly focuses on the node classification task where the goal is to predict the labels

of nodes in the graph, it can be easily extended to other tasks. Consider that we have a training
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graph 𝐺Tr and a test graph 𝐺Te, and the corresponding set of node labels are denoted as YTr and YTe,

respectively. Note that the node sets in 𝐺Tr and 𝐺Te can either be disjoint or overlapping, and they

are not necessarily drawn from the same distribution. Further, let 𝑓𝜃 (·) denote the mapping function

of a GNN model parameterized by 𝜃, which maps a graph into the space of node labels.

Definition 1 (Test-Time Graph Transformation (TTGT)). TTGT requires to learn a graph transfor-

mation function 𝑔(·) which refines the test graph 𝐺Te such that the pre-trained 𝑓𝜃 can yield better

test performance on 𝑔(𝐺Te) than that on 𝐺Te:

arg min
𝑔

L ( 𝑓𝜃∗ (𝑔(𝐺Te)),YTe) s.t. 𝑔(𝐺Te) ∈ P(𝐺Te),

with 𝜃∗ = arg min
𝜃

L ( 𝑓𝜃 (𝐺Tr),YTr) ,
(5.1)

where L denotes the loss function measuring downstream performance; P(𝐺Te) is the space of the

modified graph, e.g., we may constrain the change on the graph to be small.

To optimize the TTGT problem, we are faced with two critical challenges: (1) how to parameterize

and optimize the graph transformation function 𝑔(·); and (2) how to formulate a surrogate loss to

guide the learning process, since we do not have access to the ground-truth labels of test nodes.

Therefore, we propose GTrans and elaborate on how it addresses these challenges as follows.

5.3.1 Constructing Graph Transformation

In this subsection, we introduce how to construct the graph transformation function and detail

its optimization process. Let 𝐺Te = {A,X} denote the test graph, where A ∈ {0, 1}𝑁×𝑁 is the

adjacency matrix, 𝑁 is the number of nodes, and X ∈ R𝑁×𝑑 is the 𝑑-dimensional node feature

matrix. Since the pre-trained GNN parameters are fixed at test time and we only care about the test

graph, we drop the subscript in 𝐺Te and YTe to simplify notations in the rest of the paper.

Construction. We are interested in obtaining the transformed test graph 𝐺′Te = 𝑔(A,X) =

(A′,X′). Specifically, we model feature modification as an additive function which injects

perturbation to node features, i.e., X′ = X+ΔX; we model the structure modification as A′ = A⊕ΔA 1,

where ⊕ stands for an element-wise exclusive OR operation and ΔA ∈ {0, 1}𝑁×𝑁 is a binary matrix.
1 (A ⊕ ΔA)𝑖 𝑗 can be implemented as 2 − (A + ΔA)𝑖 𝑗 if (A + ΔA)𝑖 𝑗 ≥ 1, otherwise (A + ΔA)𝑖 𝑗 .
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In other words, (ΔA)𝑖 𝑗 = 1 indicates an edge flip. Formally, we seek to find ΔA and ΔX that can

minimize the objective function:

arg min
ΔA,ΔX

L ( 𝑓𝜃 (A ⊕ ΔA,X + ΔX),Y) s.t. (A ⊕ ΔA,X + ΔX) ∈ P(A,X), (5.2)

where ΔA ∈ {0, 1}𝑁×𝑁 and ΔX ∈ R𝑁×𝑑 are treated as free parameters. Further, to ensure we do

not heavily violate the original graph structure, we constrain the number of changed entries in the

adjacency matrix to be smaller than a budget 𝐵 on the graph structure, i.e., ∥ΔA∥𝐹 ≤ 𝐵. We do not

impose constraints on the node features to ease optimization. In this context, P can be viewed as

constraining ΔA to a binary space as well as restricting the number of changes.

Optimization. Jointly optimizing ΔX and ΔA is often challenging as they depend on each other.

In practice, we alternatively optimize ΔX and ΔA. Notably, the optimization for ΔX is easy since

the node features are continuous. The optimization for ΔA is particularly difficult in that (1) ΔA is

binary and constrained; and (2) the search space of 𝑁2 entries is too large especially when we are

learning on large-scale graphs.

To cope with the first challenge, we relax the binary space to [0, 1]𝑁×𝑁 and then we can employ

projected gradient descent (PGD) [159, 48] to update ΔA:

ΔA ← ΠP

(
ΔA − 𝜂∇ΔAL(ΔA)

)
(5.3)

where we first perform gradient descent with step size 𝜂 and call a projection ΠP to project the

variable to the space P. Specifically, given an input vector p, ΠP(·) is expressed as:

ΠP(p) ←


Π[0,1] (p), If 1⊤Π[0,1] (p) ≤ 𝐵;

Π[0,1] (p − 𝛾1) with 1⊤Π[0,1] (p − 𝛾1) = 𝐵, otherwise,
(5.4)

where Π[0.1] (·) clamps the input values to [0, 1], 1 stands for a vector of all ones, and 𝛾 is obtained

by solving the equation 1⊤Π[0,1] (p− 𝛾1) = 𝐵 with the bisection method [95]. To keep the adjacency

structure discrete and sparse, we view each entry in A ⊕ ΔA as a Bernoulli distribution and sample

the learned graph as A′ ∼ Bernoulli(A ⊕ ΔA).

Furthermore, to enable efficient graph structure learning, it is desired to reduce the search space

of updated adjacency matrix. One recent approach of graph adversarial attack [48] proposes to
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sample a small block of possible entries from the adjacency matrix and update them at each iteration.

This solution is still computationally intensive as it requires hundreds of steps to achieve a good

performance. Instead, we constrain the search space to only the existing edges of the graph, which

is typically sparse. Empirically, we observe that this simpler strategy still learns useful structure

information when combined with feature modification.

5.3.2 Parameter-Free Surrogate Loss

As discussed earlier, the proposed framework GTrans aims to improve the model generalization

and robustness by learning to transform the test graph. Ideally, when we have test ground-truth

labels, the problem can be readily solved by adapting the graph to result in the minimum cross

entropy loss on test samples. However, as we do not have such information at test-time, it motivates

us to investigate feasible surrogate losses to guide the graph transformation process. In the absence

of labeled data, recently emerging self-supervised learning techniques [157, 99] have paved the way

for providing self-supervision for TTGT. However, not every surrogate self-supervised task and loss

is suitable for our transformation process, as some tasks are more powerful and some are weaker. To

choose a suitable surrogate loss, we provide the following theorem.

Theorem 3. Let L𝑐 denote the classification loss and L𝑠 denote the surrogate loss, respectively.

Let 𝜌(𝐺) denote the correlation between ∇𝐺L𝑐 (𝐺,Y) and ∇𝐺L𝑠 (𝐺), and let 𝜖 denote the learning

rate for gradient descent. Assume that L𝑐 is twice-differentiable and its Hessian matrix satisfies

∥H(𝐺,Y)∥2 ≤ 𝑀 for all 𝐺. When 𝜌(𝐺) > 0 and 𝜖 < 2𝜌(𝐺)∥∇𝐺L𝑐 (𝐺,Y)∥2
𝑀 ∥∇𝐺L𝑠 (𝐺)∥2 , we have

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) < L𝑐 (𝐺,Y) . (5.5)

The proof can be found in Section C.1.1. Theorem 3 suggests that when the gradients from

classification loss and surrogate loss have a positive correlation, i.e., 𝜌 (𝐺) > 0, we can update

the test graph by performing gradient descent with a sufficiently small learning rate such that the

classification loss on the test samples is reduced. Hence, it is imperative to find a surrogate task that

shares relevant information with the classification task. To empirically verify the effectiveness of

Theorem 1, we adopt the surrogate loss in Equation (5.6) as L𝑠 and plot the values of 𝜌(𝐺) and
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Figure 5.2: Positive 𝜌(𝐺) can help reduce test loss.

L𝑐 on one test graph in Cora in Figure 5.2. We can observe that a positive 𝜌(𝐺) generally reduces

the test classification loss. More results on different surrogate losses can be found in Figure C.4 in

Section C.4.9 and similar patterns are exhibited.

Parameter-Free Surrogate Loss. As one popular self-supervised paradigm, graph contrastive

learning has achieved promising performance in various graph-related tasks [59, 171, 207], which

indicates that graph contrastive learning tasks are often highly correlated with downstream tasks.

This property is desirable for guiding TTGT as suggested by Theorem 1. At its core lies the

contrasting scheme, where the similarity between two augmented views from the same sample is

maximized, while the similarity between views from two different samples is minimized.

However, the majority of existing graph contrastive learning methods cannot be directly applied to

our scenario, as they often require a parameterized projection head to map augmented representations

to another latent space, which inevitably alters the model architecture. To address this issue, we

propose a parameter-free surrogate loss. Specifically, we apply an augmentation function A(·) on

input graph 𝐺 and obtain an augmented graph A(𝐺). The node representations obtained from the

two graphs are denoted as 𝑍 and 𝑍̂ , respectively; z𝑖 and ẑ𝑖 stand for the 𝑖-th node representation

taken from 𝑍 and 𝑍̂ , respectively. We adopt DropEdge [119] as the augmentation function A(·), and

the hidden presentations z𝑖 and ẑ𝑖 are taken from the output of the second last layer of the pre-trained

model. Essentially, we maximize the cosine similarity between original nodes and their augmented
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view while penalizing the similarity between the nodes and their negative samples:

minL𝑠 =
𝑁∑︁
𝑖=1
(1 −

ẑ⊤
𝑖

z𝑖
∥ẑ𝑖∥∥z𝑖∥

) −
𝑁∑︁
𝑖=1
(1 −

z̃⊤
𝑖

z𝑖
∥z̃𝑖∥∥z𝑖∥

), (5.6)

where {z̃𝑖 |𝑖 = 1, . . . , 𝑁} are the negative samples for corresponding nodes, which are generated by

shuffling node features [140]. In Eq. (5.6), the first term encourages each node to be close while the

second term pushes each node away from the corresponding negative sample. Note that (1) L𝑠 is

parameter-free and does not require modification of the model architecture, or affect the pre-training

process; (2) there could be other self-supervised signals for guiding the graph transformation, and

we empirically compare them with the contrastive loss in Section C.4.9. We also highlight that our

unique contribution is not the loss in Eq. (5.6) but the proposed TTGT framework and the theoretical

and empirical insights on how to choose a suitable surrogate loss. Furthermore, the algorithm of

GTrans is provided in Section C.2.

5.3.3 Further Analysis

In this subsection, we study the theoretical property of the proposed surrogate loss and compare

the strategy of adapting data versus that of adapting model. We first demonstrate the rationality of

the proposed surrogate loss through the following theorem.

Theorem 4. Assume that the augmentation function A(·) generates a data view of the same class

for the test nodes and the node classes are balanced. Assume for each class, the mean of the

representations obtained from 𝑍 and 𝑍̂ are the same. Minimizing the first term in Eq. (5.6) is

approximately minimizing the class-conditional entropy 𝐻 (𝑍 |𝑌 ) between features 𝑍 and labels 𝑌 .

The proof can be found in Section C.1.2. Theorem 4 indicates that minimizing the first term in

Eq. (5.6) will approximately minimize 𝐻 (𝑍 |𝑌 ), which encourages high intra-class compactness,

i.e., learning a low-entropy cluster in the embedded space for each class. Notably, 𝐻 (𝑍 |𝑌 ) can be

rewritten as 𝐻 (𝑍 |𝑌 ) = 𝐻 (𝑍) − 𝐼 (𝑍,𝑌 ). It indicates that minimizing Eq. (5.6) can also help promote

𝐼 (𝑍,𝑌 ), the mutual information between the hidden representation and downstream class. However,

we note that only optimizing this term can result in collapse (mapping all data points to a single

point in the embedded space), which stresses the necessity of the second term in Eq. (5.6).
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Next, we use an illustrative example to show that adapting data at test-time can be more useful

than adapting model in some cases. Given test samples {x𝑖 |𝑖 = 1, . . . , 𝐾}, we consider a linearized

GNN 𝑓𝜃 which first performs aggregation through a function Agg(·, ·) and then transforms the

aggregated features via a function Trans(·). Hence, only the function Trans(·) is parameterized by 𝜃.

Example. Let N𝑖 denote the neighbors for node x𝑖. If there exist two nodes with the same

aggregated features but different labels, i.e., Agg(x1, {x𝑖 |𝑖 ∈ N1}) = Agg(x2, {x 𝑗 | 𝑗 ∈ N2}), 𝑦1 ≠ 𝑦2,

adapting the data {x𝑖 |𝑖 = 1, . . . , 𝐾} can achieve lower classification error than adapting the model

𝑓𝜃 at test stage.

Illustration. Let x̄1 = Agg(x1, {x𝑖 |𝑖 ∈ N1}) and x̄2 = Agg(x2, {x 𝑗 | 𝑗 ∈ N2}). For simplicity, we

consider the following mean square loss as the classification error:

ℓ =
1
2

(
Trans(x̄1)) − 𝑦1)2 + (Trans(x̄2) − 𝑦2)2

)
. (5.7)

It is easy to see that ℓ reaches its minimum when Trans(x̄1) = 𝑦1 and Trans(x̄2) = 𝑦2. In this

context, it is impossible to find 𝜃 such that Trans(·) can map x1, x2 to different labels since it is not

a one-to-many function. However, since 𝑦1 and 𝑦2 are in the label space of training data, we can

always modify the test graph to obtain newly aggregated features x̄′1, x̄
′
2 such that Trans(x̄′1) = 𝑦1

and Trans(x̄′2) = 𝑦2, which minimizes ℓ. In the extreme case, we may drop all node connections for

the two nodes, and let x1 ← x̄′1 and x2 ← x̄′2 where x̄′1 and x̄′2 are the aggregated features taken from

the training set. Hence, adapting data can achieve lower classification loss.

Remark 1. Note that the existence of two nodes with the same aggregated features but different

labels is not rare when considering adversarial attack or abnormal features. We provide a figurative

example in Figure C.1 in Section C.1.3: the attacker injects one adversarial edge into the graph and

changes the aggregated features x̄1 and x̄2 to be the same.

Remark 2. When we consider x̄1 ≠ x̄2, 𝑦1 ≠ 𝑦2, whether we can find 𝜃 satisfying Trans(x̄1) = 𝑦1

and Trans(x̄2) = 𝑦2 depends on the expressiveness of the the transformation function. If it is not

powerful enough (e.g., an under-parameterized neural network), it could fail to map different data

points to different labels. On the contrary, adapting the data does not suffer this problem as we can

always modify the test graph to satisfy Trans(x̄′1) = 𝑦1 and Trans(x̄′2) = 𝑦2.
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Remark 3. The above discussion can be easily extended to nonlinear GNN by considering x̄1, x̄2

as the output before the last linear layer of GNN.

5.4 Experiment

5.4.1 Generalization on Out-of-distribution Data

Setup. Following the settings in EERM [154], which is designed for node-level tasks on OOD

data, we validate GTrans on three types of distribution shifts with six benchmark datasets: (1)

artificial transformation for Cora [166] and Amazon-Photo [127], (2) cross-domain transfers for

Twitch-E and FB-100 [120] [89], and (3) temporal evolution for Elliptic [114] and Ogbn-arxiv [60].

Moreoever, Cora and Amazon-Photo have 1/1/8 graphs for training/validation/test sets. The splits

are 1/1/5 on Twitch-E, 3/2/3 on FB-100, 5/5/33 on Elliptic, and 1/1/3 on Ogbn-arxiv. We compare

GTrans with four baselines: empirical risk minimization (ERM, i.e., standard training), data

augmentation technique DropEdge [119], test-time-training method Tent [142], and the recent SOTA

method EERM [154] which is exclusively developed for graph OOD issue. Note that SR-GNN [205]

is not included as a baseline because it specifically targets distribution shifts between the selection

of training and testing nodes instead of the general OOD issue. By contrast, both Tent and EERM

are designed to handle general distribution shifts. Further, we evaluate all the methods with four

popular GNN backbones including GCN [78], GraphSAGE [57], GAT [139], and GPR [19]. Their

default setup follows that in EERM2. Notably, all experiments in this paper are repeated 10 times

with different random seeds.

Results. Table 5.1 reports the averaged performance over the test graphs for each dataset as well

as the averaged rank of each algorithm. From the table, we make the following observations:

(a) Overall Performance. The proposed framework consistently achieves strong performance

across the datasets: GTrans achieves average ranks of 1.0, 1.7, 2.0 and 1.7 with GCN, SAGE, GAT

and GPR, respectively, while the corresponding ranks for the best baseline EERM are 2.9, 3.4,

3.0 and 2.0. Furthermore, in most of the cases, GTrans significantly improves the vanilla baseline
2We note that the GCN used in the experiments of EERM does not normalize the adjacency matrix according to its

open-source code. Here we normalize the adjacency matrix to make it consistent with the original GCN.
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Table 5.1: Average classification performance (%) on the test graphs. Rank indicates the average
rank of each algorithm for each backbone. OOM indicates out-of-memory error on 32 GB GPU
memory. The proposed GTrans consistently ranks the best compared with the baselines. ∗/∗∗
indicates that GTrans outperforms ERM at the confidence level 0.1/0.05 from paired t-test.

Backbone Method Amz-Photo Cora Elliptic FB-100 Ogbn-arxiv Twitch-E Rank

GCN ERM 93.79±0.97 91.59±1.44 50.90±1.51 54.04±0.94 38.59±1.35 59.89±0.50 3.8
DropEdge 92.11±0.31 81.01±1.33 53.96±4.91 53.00±0.50 41.26±0.92 59.95±0.39 3.6
Tent 94.03±1.07 91.87±1.36 51.71±2.00 54.16±1.00 39.33±1.40 59.46±0.55 3.3
EERM 94.05±0.40 87.21±0.53 53.96±0.65 54.24±0.55 OOM 59.85±0.85 2.9
GTrans 94.13±0.77∗ 94.66±0.63∗∗ 55.88±3.10∗∗ 54.32±0.60 41.59±1.20∗∗ 60.42±0.86∗ 1.0

SAGE ERM 95.09±0.60 99.67±0.14 56.12±4.47 54.70±0.47 39.56±1.66 62.06±0.09 3.2
DropEdge 92.61±0.56 95.85±0.30 52.38±3.11 54.51±0.69 38.89±1.74 62.14±0.12 4.2
Tent 95.72±0.43 99.80±0.10 55.89±4.87 54.86±0.34 39.58±1.26 62.09±0.09 2.3
EERM 95.57±0.13 98.77±0.14 58.20±3.55 54.28±0.97 OOM 62.11±0.12 3.4
GTrans 96.91±0.68∗∗ 99.45±0.13 60.81±5.19∗∗ 54.64±0.62 40.39±1.45∗∗ 62.15±0.13∗ 1.7

GAT ERM 96.30±0.79 94.81±1.28 65.36±2.70 51.77±1.41 40.63±1.57 58.53±1.00 3.0
DropEdge 90.70±0.29 76.91±1.55 63.78±2.39 52.65±0.88 42.48±0.93 58.89±1.01 3.3
Tent 95.99±0.46 95.91±1.14 66.07±1.66 51.47±1.70 40.06±1.19 58.33±1.18 3.3
EERM 95.57±1.32 85.00±0.96 58.14±4.71 53.30±0.77 OOM 59.84±0.71 3.0
GTrans 96.67±0.74∗∗ 96.37±1.00∗∗ 66.43±2.57∗∗ 51.16±1.72 43.76±1.25∗∗ 58.59±1.07 2.0

GPR ERM 91.87±0.65 93.00±2.17 64.59±3.52 54.51±0.33 44.38±0.59 59.72±0.40 2.7
DropEdge 88.81±1.48 79.27±1.39 61.02±1.78 55.04±0.33 43.65±0.77 59.89±0.05 3.3
Tent3 - - - - - - -
EERM 90.78±0.52 88.82±3.10 67.27±0.98 55.95±0.03 OOM 61.57±0.12 2.0
GTrans 91.93±0.73 93.05±2.02 69.03±2.33∗∗ 54.38±0.31 46.00±0.46∗∗ 60.11±0.53∗∗ 1.7

3 Tent cannot be applied to models which do not contain batch normalization layers.

(ERM) by a large margin. Particularly, when using GCN as backbone, GTrans outperforms ERM by

3.1%, 5.0% and 2.0% on Cora, Elliptic and Ogbn-arxiv, respectively. These results demonstrate the

effectiveness of GTrans in tackling diverse types of distribution shifts.

(b) Comparison to other baselines. Both DropEdge and EERM modify the training process to

improve model generalization. Nonetheless, they are less effective than GTrans, as GTrans takes

advantage of the information from test graphs. As a test-time training method, Tent also performs

well in some cases, but Tent only adapts the parameters in batch normalization layers and cannot be

applied to models without batch normalization.

We further show the performance on each test graph on Cora with GCN in Figure 5.3. We

observe that GTrans generally improves over individual test graphs within each dataset, which

validates the effectiveness of GTrans.

Efficiency Comparison. Since EERM performs the best among baselines, Table 5.2 showcases
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Figure 5.3: Results on Cora under OOD. GTrans improves GCN on most test graphs.

Table 5.2: Efficiency comparison. GTrans is more time- and memory-efficient than EERM.

Extra Running Time (s) Total GPU Memory (GB)
Cora Photo Ellip. Arxiv Cora Photo Ellip. Arxiv

EERM 25.9 396.4 607.9 - 2.5 10.5 12.8 >32
GTrans 0.3 0.5 0.6 2.6 1.4 1.5 1.3 3.9

the efficiency comparison between our proposed GTrans and EERM on the largest test graph in each

dataset. The additional running time of GTrans majorly depends on the number of gradient descent

steps. As we only use a small number (5 or 10) throughout all the experiments, the time overhead

brought by GTrans is negligible. Compared with the re-training method EERM, GTrans avoids the

complex bilevel optimization and thus is significantly more efficient. Furthermore, EERM imposes

a considerably heavier memory burden.

5.4.2 Robustness to Abnormal Features

Setup. Following the setup in AirGNN [96], we evaluate the robustness in the case of abnormal

features. Specifically, we simulate abnormal features by assigning random features taken from a

multivariate standard Gaussian distribution to a portion of randomly selected test nodes. Note that

the abnormal features are injected after model training (at test time) and we vary the ratio of noisy

nodes from 0.1 to 0.4 with a step size of 0.05. This process is performed for four datasets: the

original version of Cora, Citeseer, Pubmed, and Ogbn-arxiv. In these four datasets, the training

graph and the test graph have the same graph structure but the node features are different. Hence,

we use the training classification loss combined with the proposed contrastive loss to optimize
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Figure 5.4: Node classification accuracy on abnormal (noisy) nodes.

GTrans. We use GCN as the backbone model and adopt four GNNs as the baselines including

GAT [139], APPNP [79], AirGNN and AirGNN-t. Note that AirGNN-t tunes the message-passing

hyper-parameter in AirGNN at test time. For a fair comparison, we tune AirGNN-t based on the

performance on both training and validation nodes.

Results. For each model, we present the node classification accuracy on both abnormal nodes and

all test nodes (i.e., both normal and abnormal ones) in Figure 5.4 and Figure C.3 (See Section C.4.5),

respectively. From these figures, we have two observations. First, GTrans significantly improves

GCN in terms of the performance on abnormal nodes and all test nodes for all datasets across all

noise ratios. For example, on Cora with 30% noisy nodes, GTrans improves GCN by 48.2% on

abnormal nodes and 31.0% on overall test accuracy. This demonstrates the effectiveness of the

graph transformation process in GTrans in alleviating the effect of abnormal features. Second,

GTrans shows comparable or better performance with AirGNNs, which are the SOTA defense

methods for tackling abnormal features. It is worth mentioning that AirGNN-t improves AirGNN

by tuning its hyper-parameter at test time, which aligns with our motivation that test-time adaptation

can enhance model test performance. To further understand the effect of graph transformation, we

provide the visualization of the test node embeddings obtained from abnormal graph (0.3 noise

ratio) and transformed graph for Cora in Figures 5.5a and 5.5b, respectively. We observe that the

transformed graph results in well-clustered node representations, which indicates that GTrans can

promote intra-class compactness and counteract the effect of abnormal patterns.
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Figure 5.5: (a)(b) T-SNE visualizations of embedding obtained from abnormal graph and transformed
graph on Cora. (c)(d) Comparison between adapting data and adapting model at test time.

Table 5.3: Node classification accuracy (%) under different perturbation (Ptb.) rates of structure
attack.

Ptb. Rate GCN GAT RobustGCN SimPGCN GCNJaccard GTrans

5% 57.47±0.54 64.56±0.43 61.55±1.20 61.30±0.42 65.01±0.26 66.29±0.25
10% 47.97±0.65 61.20±0.70 58.15±1.55 57.01±0.70 63.25±0.30 65.16±0.52
15% 38.04±1.22 58.96±0.59 55.91±1.27 54.13±0.73 61.83±0.29 64.40±0.38
20% 29.05±0.73 57.29±0.49 54.39±1.09 52.26±0.87 60.57±0.34 63.44±0.50
25% 19.58±2.32 55.86±0.53 52.76±1.44 50.46±0.85 59.17±0.39 62.95±0.67

5.4.3 Robustness to Adversarial Attack

Setup. We further evaluate GTrans under the setting of adversarial attack where we perturb the

test graph, i.e., evasion attack. Specifically, we use PR-BCD [48], a scalable attack method, to attack

the test graph in Ogbn-arxiv. We focus on structural attacks, and vary the perturbation rate, i.e., the

ratio of changed edges, from 5% to 25% with a step of 5%. Similar to Section 5.4.2, we adopt the

training classification loss together with the proposed contrastive loss to optimize GTrans. We use

GCN as the backbone and employ four robust baselines including GAT [139], RobustGCN [201],

SimPGCN [66] and GCNJaccard [159] as comparisons. Among them, GCNJaccard pre-processes

the attacked graph by removing edges where the similarities of connected nodes are less than

a threshold; we tune this threshold at test time based on the performance on both training and

validation nodes.

Results. Table 5.3 reports the performances under structural evasion attack. We observe

that GTrans consistently improves the performance of GCN under different perturbation rates of

adversarial attack. Particularly, GTrans improves GCN by a larger margin when the perturbation

rate is higher. For example, GTrans outperforms GCN by over 40% under the 25% perturbation
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rate. Such observation suggests that GTrans can counteract the devastating effect of adversarial

attacks. In addition, the best performing baseline GCNJaccard also modifies the graph at test time,

which demonstrates the importance of test-time graph adaptation. Nonetheless, it consistently

underperforms our proposed GTrans, indicating that a learnable transformation function is needed

to achieve better robustness under adversarial attacks, which GCNJaccard does not employ.

Interpretation. To understand the modifications made on the graph, we compare several

properties among clean graph, attacked graph (20% perturbation rate), graph obtained by GCNJaccard,

and graph obtained by GTrans in Table C.9 in Appendix C.4.6. First, adversarial attack decreases

homophily and feature similarity, but GTrans and GCNJaccard promote such information to alleivate

the adversarial patterns. Our experiment also shows that GTrans removes 77% adversarial edges

while removing 30% existing edges from the attacked graph. Second, both GTrans and GCNJaccard

focus on deleting edges from the attacked graph, but GCNJaccard removes a substantially larger

amount of edges, which may destroy clean graph structure and lead to sub-optimal performance.

5.4.4 Further Analysis

Cross-Architecture Transferability. Since the outcome of GTrans is a refined graph, it can

conceptually be employed by any GNN model. In other words, we can transform the graph based on

one pre-trained GNN and test the transformed graph on another pre-trained GNN. To examine such

transferability, we perform experiments on four GNNs including GCN, APPNP, AirGNN and GAT

under the abnormal feature setting with 30% noisy nodes on Cora. The results on all test nodes

in Table 5.4. Note that “Tr" stands for GNNs used in TTGT while “Te” denotes GNNs used for

obtaining final predictions on the transformed graph; “Noisy" indicates the performance on the noisy

Table 5.4: Cross-Architecture Analysis.

Tr\Te GCN APPNP AirGNN GAT

GCN 67.36 70.65 70.84 58.62
APPNP 67.87 70.39 69.59 64.46
AirGNN 68.00 70.37 72.68 64.93
GAT 54.85 60.37 65.22 54.60

Noisy 44.29 48.26 58.51 21.23
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graph. We observe that the transformed graph yields good performance even outside the scope it

was optimized for. We anticipate that such transferability can alleviate the need for costly re-training

on new GNNs.

Adapting Model vs. Adapting Data. We empirically compare the performance between

adapting data and adapting model and consider the OOD and abnormal feature settings. Specifically,

we use GCN as the backbone and adapt the model parameters by optimizing the same loss function

as used in GTrans. The results are shown in Figures 5.5c and 5.5d. In OOD setting, both adapting

model and adapting data can generally improve GCN’s performance. Since their performances

are still close, it is hard to give a definite answer on which strategy is better. However, we can

observe significant performance differences when the graph contains abnormal features: adapting

data outperforms adapting model on 3 out of 4 datasets. This suggests that adapting data can be

more powerful when the data is perturbed, which aligns with our analysis in Section 5.3.3.

Effect of Surrogate Loss. Recall that we used a combined loss of contrastive loss and training

loss in the settings of abnormal features and adversarial attack. We now examine the effect of using

them alone and show the results in Tables C.10 and C.11 in Section C.4.7. We observe that (1) both

of them bring improvement over vanilla GCN, while optimizing the training loss alone improves

more than optimizing the other; and (2) combining them always yields a better or comparable

performance.

Learning Features v.s. Learning Structure. Since our framework learns both node features

and graph structure, we investigate when one component plays a more important role than the other.

Our results are shown in Tables C.12 and C.13 in Section C.4.8. From the tables, we observe that

(1) while each component can improve the vanilla performance, feature learning is more crucial for

counteracting feature corruption and structure learning is more important for defending structure

corruption; and (2) combining them generally yields a better or comparable performance.

5.5 Conclusion

GNNs tend to yield unsatisfying performance when the presented data is sub-optimal. To tackle this

issue, we seek to enhance GNNs from a data-centric perspective by transforming the graph data
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at test time. We propose GTrans which optimizes a contrastive surrogate loss to transform graph

structure and node features, and provide theoretical analysis with deeper discussion to understand this

framework. Experimental results on distribution shift, abnormal features and adversarial attack have

demonstrated the effectiveness of our method. In the future, we plan to explore more applications of

our framework such as mitigating degree bias and long-range dependency.
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CHAPTER 6

CONCLUSION

In this chapter, we summarize the research results of this dissertation, discuss their broader impact,

and highlight promising research directions.

6.1 Summary

Graphs are pivotal data structures describing the relationships between entities in various domains

such as social media, biology, transportation and financial systems [156, 4]. Due to their prevalence

and rich descriptive capacity, graph machine learning is a prominent research area with powerful

implications. As the generalization of deep neural networks on graph data, graph neural networks

(GNNs) have proved to be powerful in learning representations for graphs and associated entities

(nodes, edges, subgraphs), and they have been employed in various applications such as node

classification [78, 139], node clustering [113, 69], computational biology [149], recommender

systems [168, 38] and drug discovery [33]. Despite the tremendous success achieved by GNNs,

recent studies have revealed that they are vulnerable to adversarial attacks and it is computationally

expensive to train them on large-scale graph datasets [67, 57]. To address these concerns, the

focus of many recent advances has been on the development of novel techniques from a modeling

perspective, i.e., model-centric approaches [57, 66, 97], which revolve around changing the model

while holding the dataset fixed. By contrast, despite its immense potential, the exploration of a

data-centric approach remains significantly underdeveloped in GNN research. In this dissertation,

we study the data-centric approaches to enhance the scalability and robustness of GNNs: (1) graph

condensation for graph neural networks, (2) condensing graphs via one-step gradient matching,

(3) graph structure learning for robust graph neural networks, and (4) empowering graph neural

networks via test-time graph transformation.

As the application of large-scale graphs proliferates in real-world scenarios, concerns have

emerged regarding the storage requirements and training times for graph neural networks. To mitigate

these concerns, we introduce the novel concept of graph condensation [72] in the context of graph
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neural networks. Graph condensation distills a large original graph into a more compact, synthetic

graph, maintaining high levels of informativeness while delivering performance comparable to

GNNs trained on the original graph. To solve the condensation problem, we introduce GCond, a

method for learning synthetic graphs that replicate the model training trajectory of the original

graph. This is achieved by simultaneously condensing both node features and structural information

through the optimization of a gradient matching loss.

Despite GCond’s promising performance, it suffers from two inherent limitations. First, the con-

densation process proves to be computationally demanding due to nested optimization requirements.

Second, it fails to produce discrete graph structures, which could offer additional storage efficiency

benefits. In response to these challenges, we delve into efficient dataset condensation, introducing

a method called DosCond [71]. DosCond models the discrete graph structure as a probabilistic

model and employs a one-step gradient matching scheme that conducts gradient matching in a single

step without requiring the training of network weights. Our theoretical analysis illustrates that this

approach can generate synthetic graphs that result in low classification loss on real graphs.

On a separate note, recent studies have highlighted the vulnerability of graph neural networks

(GNNs) to adversarial attacks, which are deliberate perturbations. Such susceptibility raises

significant concerns for the deployment of GNNs in safety-critical domains, making it imperative to

mitigate the adverse effects of these attacks by purifying the data. We have observed that adversarial

attacks during the training phase distort essential graph properties, such as low-rank and sparse

structures and feature similarity among neighboring nodes. Notably, these intrinsic graph properties

are often violated by adversarial attacks. Inspired by this observation, we put forward a unique

framework, Pro-GNN [70], designed to learn a clean graph structure from a perturbed graph by

recovering these inherent properties. Extensive experiments indicate that Pro-GNN outperforms

contemporary defense methods significantly, even in scenarios with heavy perturbations.

In contrast to Pro-GNN, which aims to defend against training-time attacks, we propose a

fresh data-centric approach, GTrans, focused on refining suboptimal test graphs to enhance the

performance of pre-trained models. GTrans employs a test-time graph transformation framework
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that minimizes a parameter-free surrogate loss, thereby improving the quality of the test graph data.

This framework can be integrated with any pre-existing graph neural network (GNN) and, thanks

to its excellent transferability, the refined graph data can be used with any model. An important

characteristic of GTrans is its interpretability. By visualizing the data, GTrans can elucidate the

types of graph modifications that lead to performance enhancements, providing valuable insights

into the factors that influence the model’s performance.

These methods pave the way for more efficient data handling and robust defenses against

adversarial threats, leading to enhanced model performance with transferable outcomes. Furthermore,

these contributions have deepened our understanding of Data-Centric AI in the graph domain. They

demonstrate the considerable potential this approach holds in propelling GNN research and its

applications forward, particularly in large-scale, safety-critical scenarios.

6.2 Future Work

In the future, we plan to further unleash the power of data-centric approaches in graph machine

learning from the following perspectives:

• Data-centric approaches for privacy protection. Recent studies have shown that AI algorithms

can carry the risk of disclosing users’ private and sensitive information, such as medical records

and financial transactions, etc [32, 186]. Thus, we hope to make GNNs privacy-preserving and

we aim to develop data-centric approaches to encrypt the dataset to prevent user information

leakage while not affecting the performance of models trained on it. To fulfill this need, we can

inject small perturbations into the input graph dataset such that the users’ privacy cannot be easily

inferred by the attackers while the input data is not heavily modified so that downstream models

can still effectively perform particular tasks.

• Data-centric approaches for model explanation. The interpretability of machine learning models

has drawn increasing attention from both academic researchers and industrial practitioners [51, 175].

We aim to build graph machine learning systems that produce interpretable results such that users

can fully trust them and take advantage of them. My prior work on graph condensation has shed

light on learning synthetic graphs that can preserve sufficient information to train GNNs. These
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synthetic graphs can serve as the model-level explanation for GNNs [112]. In addition, it is desired

to incorporate graph rules (or prior knowledge) to encourage the graph explanation to be valid.

• Graph dataset creation. We also plan to investigate methodologies for graph dataset creation.

As previously stated, data quality is crucial to the success of graph neural networks. However,

existing benchmark datasets are often noisy, biased, and overly simplified, which may not be

extended to the practical scenario and can hinder the evaluation of GNNs. Thus, to address these

issues, we plan to construct real-world benchmark datasets that are large-scale and collected

from diverse resources to ensure fairness. In fact, we are currently collaborating with Amazon

researchers to build such real-world benchmark datasets from industry data. Furthermore, to make

dataset creation more efficient, we will develop human-in-the-loop approaches, such as active

learning algorithms, to prioritize the most valuable data for humans to annotate.
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APPENDIX A

GRAPH CONDENSATION FOR GRAPH NEURAL NETWORKS

A.1 Datasets and Hyper-Parameters

A.1.1 Datasets

We evaluate the proposed framework on three transductive datasets, i.e., Cora, Citeseer [78] and

Ogbn-arxiv [60], and two inductive datasets, i.e., Flickr [177] and Reddit [57]. Since all the datasets

have public splits, we download them from PyTorch Geometric [43] and use those splits throughout

the experiments. Dataset statistics are shown in Table A.1.

Table A.1: Dataset statistics. The first three are transductive datasets and the last two are inductive
datasets.

Dataset #Nodes #Edges #Classes #Features Training/Validation/Test

Cora 2,708 5,429 7 1,433 140/500/1000
Citeseer 3,327 4,732 6 3,703 120/500/1000
Ogbn-arxiv 169,343 1,166,243 40 128 90,941/29,799/48,603

Flickr 89,250 899,756 7 500 44,625/22312/22313
Reddit 232,965 57,307,946 210 602 15,3932/23,699/55,334

A.1.2 Hyper-Parameter Setting

Condensation Process. For DC, we tune the number of hidden layers in a range of {1, 2, 3} and

fix the number of hidden units to 256. We further tune the number of epochs for training DC in

a range of {100, 200, 400}. For GCond, without specific mention, we adopt a 2-layer SGC [151]

with 256 hidden units as the GNN used for gradient matching. The function 𝑔Φ that models the

relationship between A′ and X′ is implemented as a multi-layer perceptron (MLP). Specifically, we

adopt a 3-layer MLP with 128 hidden units for small graphs (Cora and Citeseer) and 256 hidden

units for large graphs (Flickr, Reddit and Ogbn-arxiv). We tune the training epoch for GCond

in a range of {400, 600, 1000}. For GCond-X, we tune the number of hidden layers in a range

of {1, 2, 3} and fix the number of hidden units to 256. We further tune the number of epochs for

training GCond-X in a range of {100, 200, 400}. We tune the learning rate for all the methods in

104



a range of {0.1, 0.01, 0.001, 0.0001}. Furthermore, we set 𝛿 to be 0.05, 0.05, 0.01, 0.01, 0.01 for

Citeseer, Cora, Ogbn-arxiv, Flickr and Reddit, respectively.

For the choices of condensation ratio 𝑟, we divide the discussion into two parts. The first part

is about transductive datasets. For Cora and Citeseer, since their labeling rates are very small

(5.2% and 3.6%, respectively), we choose 𝑟 to be {25%, 50%, 100%} of the labeling rate. Thus, we

finally choose {1.3%, 2.6%, 5.2%} for Cora and {0.9%, 1.8%, 3.6%} for Citeseer. For Ogbn-arxiv,

we choose 𝑟 to be {0.1%, 0.5%, 1%} of its labeling rate (53%), thus being {0.05%, 0.25%, 0.5%}.

The second part is about inductive datasets. As the nodes in the training graphs are all labeled

in inductive datasets, we simply choose {0.1%, 0.5%, 0.1%} for Flickr and 0.05%, 0.1%, 0.2% for

Reddit.

Evaluation Process. During the evaluation process, we set dropout rate to be 0 and weight

decay to be 0.0005 when training various GNNs. The number of epochs is set to 3000 for GAT

while it is set to 600 for other models. The initial learning rate is set to 0.01.

Settings for Table 3 and Table 4. In both condensation stage and evaluation stage, we set the

depth of GNNs to 2. During condensation stage, we set weight decay to 0, dropout to 0 and training

epochs to 1000. During evaluation stage, we set weight decay to 0.0005, dropout to 0 and training

epochs to 600.

A.1.3 Training Details of DC-Graph, GCond-X and GCond

DC-Graph: During the condensation stage, DC-Graph only leverages the node features to

produce condensed node features X′. During the training stage of evaluation, DC-Graph takes the

condensed features X′ together with an identity matrix as the graph structure to train a GNN. In the

later test stage of evaluation, the GNN takes both test node features and test graph structure as input

to make predictions for test nodes.

GCond-X: During the condensation stage, GCond-X leverages both the graph structure and

node features to produce condensed node features X′. During the training stage of evaluation,

GCond-X takes the condensed features X′ together with an identity matrix as the graph structure to

train a GNN. In the later test stage of evaluation, the GNN takes both test node features and test
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graph structure as input to make predictions for test nodes.

GCond: During the condensation stage, GCond leverages both the graph structure and node

features to produce condensed graph data (A′,X′). During the training stage of evaluation, GCond

takes the condensed data (A′,X′) to train a GNN. In the later test stage of evaluation, the GNN takes

both test node features and test graph structure as input to make predictions for test nodes.

A.2 Algorithm

We show the detailed algorithm of GCond in Algorithm 1. In detail, we first set the condensed label

set Y′ to fixed values and initialize X′ as node features randomly selected from each class. In each

outer loop, we sample a GNN model initialization 𝜽 from a distribution 𝑃𝜽 . Then, for each class

we sample the corresponding node batches from T and S, and calculate the gradient matching loss

within each class. The sum of losses from different classes are used to update X′ or Φ. After that

we update the GNN parameters for 𝜏𝜽 epochs. When finishing the updating of condensed graph

parameters, we use A′ = ReLU(𝑔Φ(X′) − 𝛿) to obtain the final sparsified graph structure.

A.3 More Related Work

Graph pooling. Graph pooling [182, 170, 47] also generates a coarsened graph with a smaller

size. The work [182] is one the first to propose an end-to-end architecture for graph classification

by incorporating graph pooling. Later, DiffPool [170] proposes to use GNNs to parameterize the

process of node grouping. However, those methods are majorly tailored for the graph classification

task and the coarsened graphs are a byproduct graph during the representation learning process.

A.4 More Experiments

A.4.1 Ablation Study

Different Parameterization. We study the effect of different parameterizations for modeling A′

and compare GCond with modeling A′ as free parameters in Table A.2. From the table, we observe

a significant improvement by taking into account the relationship between A′ and X′. This suggests

that directly modeling the structure as a function of features can ease the optimization and lead to

better condensed graph data.
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Algorithm 2 GCond for Graph Condensation
Input: Training data T = (A,X,Y), pre-defined condensed labels Y′
Initialize X′ as node features randomly selected from each class
for 𝑘 = 0, . . . , 𝐾 − 1 do

Initialize 𝜽0 ∼ 𝑃𝜽0

for 𝑡 = 0, . . . , 𝑇 − 1 do
𝐷′ = 0
for 𝑐 = 0, . . . , 𝐶 − 1 do

Compute A′ = 𝑔Φ(X′); then S = {A′,X′,Y′}
Sample (A𝑐,X𝑐,Y𝑐) ∼ T and (A′𝑐,X′𝑐,Y′𝑐) ∼ S ▷ detailed in Section 3.1
Compute LT = L

(
GNN𝜽𝑡 (A𝑐,X𝑐),Y𝑐

)
and LS = L

(
GNN𝜽𝑡 (A′𝑐,X′𝑐),Y′𝑐

)
𝐷′ ← 𝐷′ + 𝐷 (∇𝜽𝑡LT ,∇𝜽𝑡LS)

end
if 𝑡%(𝜏1 + 𝜏2) < 𝜏1 then

Update X′ ← X′ − 𝜂1∇X′𝐷
′

end
else

Update Φ← Φ − 𝜂2∇Φ𝐷′

end
Update 𝜽 𝑡+1 ← opt𝜽 (𝜽 𝑡 , S, 𝜏𝜽) ▷ 𝜏𝜽 is the number of steps for updating 𝜽

end
end
A′ = 𝑔Φ(X′)
A′
𝑖 𝑗
= A′

𝑖 𝑗
if A′

𝑖 𝑗
> 𝛿, otherwise 0

Return: (A′,X′,Y′)

Table A.2: Ablation study on different parametrizations.

Parameters Citeseer, 𝑟=1.8% Cora, 𝑟=2.6% Ogbn-arxiv, 𝑟=0.25%

A′, X′ 62.2±4.8 75.5±0.6 63.0±0.5
Φ, X′ 70.6±0.9 80.1±0.6 63.2±0.3

Joint optimization versus alternate optimization. We perform the ablation study on joint

optimization and alternate optimization when updating Φ and X′. The results are shown in Table A.3.

From the table, we can observe that joint optimization always gives worse performance and the

standard deviation is much higher than alternate optimization.

A.4.2 Neural Architecture Search

We focus on APPNP instead of GCN since the architecture of APPNP involves more hyper-

parameters regarding its architecture setup. The detailed search space is shown as follows:
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Table A.3: Ablation study on different optimization strategies.

Citeseer, 𝑟=1.8% Cora, 𝑟=2.6% Ogbn-arxiv, 𝑟=0.25% Flickr, 𝑟=0.5% Reddit, 𝑟=0.1%

Joint 68.2±3.0 79.9±1.6 62.8±1.1 45.4±0.4 87.5±1.8
Alternate 70.6±0.9 80.1±0.6 63.2±0.3 47.1±0.1 89.5±0.8

(a) Number of propagation 𝐾: we search the number of propagation 𝐾 in the range of

{2, 4, 6, 8, 10}.

(b) Residual coefficient 𝛼: for the residual coefficient in APPNP, we search it in the range of

{0.1, 0.2}.

(c) Hidden dimension: We collect the set of dimensions that are widely adopted by existing work

as the candidates, i.e., {16,32,64,128,256,512}.

(d) Activation function: The set of available activation functions is listed as follows: {Sigmoid,

Tanh, ReLU, Linear, Softplus, LeakyReLU, ReLU6, ELU}

In total, for each dataset we search 480 architectures of APPNP and we perform the search process

on Cora, Citeseer and Ogbn-arxiv. Specifically, we train each architecture on the reduced graph for

epochs on as the model converges faster on the smaller graph. We use the best validation accuracy

to choose the final architecture. We report (1) the Pearson correlation between validation accuracies

obtained by architectures trained on condensed graphs and those trained on original graphs, and (2)

the average test accuracy of the searched architecture over 20 runs.

Table A.4: Neural Architecture Search. Methods are compared in validation accuracy correlation
and test accuracy obtained by searched architecture. Whole means the architecture is searched using
whole dataset.

Pearson Correlation Test Accuracy

Random Herding GCond Random Herding GCond Whole

Cora 0.40 0.21 0.76 82.9 82.9 83.1 82.6
Citeseer 0.56 0.29 0.79 71.4 71.3 71.3 71.6

Ogbn-arxiv 0.63 0.60 0.64 71.1 71.2 71.2 71.9

A.4.3 Time Complexity and Running Time

Time Complexity. We start from analyzing the time complexity of calculating gradient matching

loss, i.e., line 8 to line 11 in Algorithm 1. Let the number of MLP layers in 𝑔Φ be 𝐿 and 𝑟 be the
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number of sampled neighbors per node. For simplicity, we assume all the hidden units are 𝑑 for all

layers and we use 𝐿-layer GCN for the analysis. The forward process of 𝑔Φ has a complexity of

𝑂 (𝑁′2𝑑2). The forward process of GCN on the original graph has a complexity of 𝑂 (𝑟𝐿𝑁𝑑2) and

that on condensed graph has a complexity of 𝑂 (𝐿𝑁′2𝑑 + 𝐿𝑁′𝑑). The complexity of calculating the

second-order derivatives in backward propagation has an additional factor of 𝑂 ( |𝜽 𝑡 | |A′| + |𝜽 𝑡 | |X′|),

which can be reduced to 𝑂 ( |𝜽 𝑡 | + |A′| + |X′|) with finite difference approximation. Although there

are 𝐶 iterations in line 7-11, we note that the process is easily parallelizable. Furthermore, the

process of updating 𝜽 𝒕 in line 16 has a complexity of 𝜏𝜽 (𝐿𝑁′2𝑑 + 𝐿𝑁′𝑑). Considering there are 𝑇

iterations and 𝐾 different initializations, we multiply the aforementioned complexity by 𝐾𝑇 . To

sum up, we can see that the time complexity linearly increases with number of nodes in the original

graph.

Running Time. We now report the running time of the proposed GCond for different

condensation rates. Specifically, we vary the condensation rates in the range of {0.1%, 0.5%, 1%} on

Ogbn-arxiv and {1%, 5%, 10%} on Cora. The running time of 50 epochs on one single A100-SXM4

GPU is reported in Table A.5.The whole condensation process (1000 epochs) for generating 0.5%

condensed graph of Ogbn-arxiv takes around 2.4 hours, which is an acceptable cost given the huge

benefits of the condensed graph.

Table A.5: Running time of GCond for 50 epochs.

𝑟 0.1% 0.5% 1% 𝑟 1% 5% 10%

Ogbn-arxiv 348.6s 428.2s 609.8s Cora 37.4s 43.9s 64.8s

A.4.4 Sparsification

In this subsection, we investigate the effect of threshold 𝛿 on the test accuracy and sparsity.

In detail, we vary the values of the threshold 𝛿 used for truncating adjacency matrix in a range

of {0.01, 0.05, 0.1, 0.2, 0.4, 0.6, 0.8}, and report the corresponding test accuracy and sparsity in

Figure A.1. From the figure, we can see that increasing 𝛿 can effectively increase the sparsity of the

obtained adjacency matrix without affecting the performance too much.
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Table A.6: Test accuracy on different numbers of hidden units (H) and layers (L). When L=1, there
is no hidden layer so the number of hidden units is meaningless.

(a) Cora, 𝑟=2.6%

H\L 1 2 3 4

16 74.8±0.5 76.8±1.0 68.0±3.0 50.9±9.5
32 - 79.2±0.7 70.4±3.2 61.1±7.2
64 - 79.2±1.0 72.0±3.3 64.5±2.2
128 - 79.9±0.3 76.6±1.8 61.8±3.8
256 - 80.1±0.6 75.9±1.6 65.6±2.9

(b) Citeseer, 𝑟=1.8%

H\L 1 2 3 4

16 58.6±12.1 69.2±1.3 56.9±8.4 40.4±1.2
32 - 69.4±1.3 59.9±10.2 42.6±3.6
64 - 69.7±1.5 62.3±10.3 43.6±3.7
128 - 70.2±1.4 63.3±9.7 51.6±1.8
256 - 70.6±0.9 63.5±10.0 52.9±5.5
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(a) Cora, 𝑟=2.5%
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(b) Citeseer, 𝑟=1.8%
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(c) Ogbn-arxiv, 𝑟=0.05%
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(d) Flickr, 𝑟=0.1%
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(e) Reddit, 𝑟=0.1%

Figure A.1: Test accuracy and sparsity under different values of 𝛿.

A.4.5 Different Depth and Hidden Units

Depth Versus Hidden Units. We vary the number of model layers (GCN) in a range of

{1, 2, 3, 4} and the number of hidden units in a range of {16, 32, 64, 128, 256}, and test them on the

condensed graphs of Cora and Citeseer. The results are reported in Table A.6. From the table, we

can observe that changing the number of layers impacts the model performance a lot while changing

the number of units does not.

Propagation Versus Transformation. We further study the effect of propagation and transfor-

mation on the condensed graph. We use Cora as an example and use SGC as the test model due to its

decoupled architecture. Specifically, we vary both the propagation layers and transformation layers

of SGC in the range of {1, 2, 3, 4, 5}, and report the performance in Table A.7. As can be seen, the
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condensed graph still achieves good performance with 3 and 4 layers of propagation. Although the

condensed graph is generated under 2-layer SGC, it is able to generalize to 3-layer and 4-layer SGC.

When increasing the propagation to 5, the performance degrades a lot which could be the cause of

the oversmoothing issue. On the other hand, stacking more transformation layers can first help boost

the performance but then hurt. Given the small scale of the graph, SGC suffers the overfitting issue

in this case.

Table A.7: Test accuracy of SGC on different transformations and propagations for Cora, 𝑟=2.6%

Trans\Prop 1 2 3 4 5

1 77.09±0.43 79.02±1.17 78.12±2.13 74.04±3.60 61.19±7.73
2 76.94±0.50 79.01±0.57 79.11±1.15 77.57±1.03 72.37±4.25
3 75.28±0.58 77.95±0.67 74.16±1.50 70.58±3.71 58.28±8.90
4 66.87±0.73 66.54±0.82 59.24±1.60 43.94±6.33 30.45±9.67
5 46.44±0.91 37.29±3.23 16.05±2.74 15.33±2.79 15.33±2.79

Table A.8: Cross-depth accuracy on Cora, 𝑟=2.6%

C\T 2 3 4 5 6

2 80.30 80.70 79.46 76.06 71.23
3 40.62 72.37 40.14 67.19 35.02
4 74.24 72.56 76.26 71.70 65.12
5 71.31 75.73 70.95 73.13 67.12
6 75.20 75.18 75.67 76.16 75.00

Cross-depth Performance. We show the cross-depth performance in Table A.8. Specifically,

we use SGC of different depth in the condensation to generate condensed graphs and then use them

to test on SGC of different depth. Note that in this table, we set weight decay to 0 and dropout to

0.5. We can observe that using a deeper GNN is not always helpful. Stacking more layers do not

necessarily mean we can learn better condensed graphs since more nodes are involved during the

optimization, and this makes optimization more difficult.

A.4.6 Performances on Original Graphs

We show the performances of various GNNs on original graphs in Table A.9 as references.

Particularly, we report the performances of five GNN models including GAT, Cheby, SAGE, SGC,

APPNP, and GCN, on the five datasets including Cora, Citeseer, Ogbn-arxiv, Flickr, and Reddit.
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(a) Cora, 𝑟=2.5% (b) Citeseer, 𝑟=1.8% (c) Arxiv, 𝑟=0.05%

(d) Flickr, 𝑟=0.1% (e) Reddit, 𝑟=0.1%

Figure A.2: The t-SNE plots of node features in condensed graphs.

Table A.9: Performances of various GNNs on original graphs. SAGE: GraphSAGE.

GAT Cheby SAGE SGC APPNP GCN

Cora 83.1 81.4 81.2 81.4 83.1 81.2
Citeseer 70.8 70.2 70.1 71.3 71.8 71.7

Ogbn-arxiv 71.5 71.4 71.5 71.4 71.2 71.7
Flickr 44.3 47.0 46.1 46.2 47.3 47.1
Reddit 91.0 93.1 93.0 93.5 94.3 93.9

A.4.7 Visualization of Node Features

In addition, we provide the t-SNE [137] plots of condensed node features to further understand

the condensed graphs. In Cora and Citeseer, the condensed node features are well clustered. For

Ogbn-arxiv and Reddit, we also observe some clustered pattern for the nodes within the same

class. In contrast, the condensed features are less discriminative in Flickr, which indicates that the

condensed structure information can be essential in training GNN.

A.4.8 Experiments on Pubmed

We also show the experiments for Pubmed with a condensation ratio of 0.3% in Table A.10.

From the table, we can observe that GCond approximates the original performance very well

(77.92% vs. 79.32% on GCN). It also generalizes well to different architectures including APPNP,

Cheby, GCN, GraphSage, and SGC. Furthermore, it outperforms DC-Graph, indicating that it is
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important to leverage the graph structure information; it outperforms GCond-X, indicating that

learning a condensed structure is necessary.

Table A.10: Performance of different GNNs on Pubmed (𝑟=0.3%).

APPNP Cheby GCN GraphSage SGC

DC-Graph 72.76±1.39 72.66±0.59 72.44±2.90 71.96±2.50 75.43±0.65
GCond-X 73.91±0.41 74.57±1.00 71.81±0.94 73.10±2.08 76.72±0.65
GCond 76.77±1.17 75.48±0.82 77.92±0.42 71.12±3.10 75.91±1.38
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APPENDIX B

CONDENSING GRAPHS VIA ONE-STEP GRADIENT MATCHING

B.1 Proofs

B.1.1 Proof of Theorem 1

Let A(𝑖) , X(𝑖) denote the adjacency matrix and the feature matrix of 𝑖-th real graph, respectively.

We denote the cross entropy loss on the real samples as ℓT (𝜃) =
∑
𝑖 ℓ𝑖 (A(𝑖) , X(𝑖) , 𝜃) and denote

that on synthetic samples as ℓ𝑆 (𝜃) = ℓ𝑆 (A′(𝑖) ,X
′
(𝑖) , 𝜃). Let 𝜃∗ denote the optimal parameter and let

𝜃𝑡 be the parameter trained on condensed data at 𝑡-th epoch by optimizing ℓ𝑆 (𝜃). For simplicity

of notations, we assume A and A′ are already normalized. Part of the proof is inspired from the

work [75].

Theorem 1. When we use a linearized 𝐾-layer SGC as the GNN used in condensation, i.e.,

𝑓𝜃 (A(𝑖) ,X(𝑖)) = Pool(A𝐾
(𝑖)X(𝑖)W1)W2 with 𝜃 = [W1; W2] and assume that all network parameters

satisfy ∥𝜃∥2 ≤ 𝑀2(𝑀 > 0), we have

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡) − ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 3𝑀
2
√
𝑇
· 𝐶 − 1
𝐶𝑁′

√︄∑︁
𝑖

𝛾𝑖∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥2 (B.1)

where 𝛾𝑖 = 1 if we use sum pooling in 𝑓𝜃; 𝛾𝑖 = 1
𝑛𝑖

if we use mean pooling, with 𝑛𝑖 being the number

of nodes in 𝑖-th synthetic graph.

Proof. We start by proving that ℓT (𝜃) is convex and ℓ𝑆 (𝜃) is lipschitz continuous when we use

𝑓𝜃 (A(𝑖) ,X(𝑖)) = Pool(A𝐾
(𝑖)X(𝑖)W1)W2 as the mapping function. Before proving these two properties,

we first rewrite 𝑓𝜃 (A(𝑖) ,X(𝑖)) as:

𝑓𝜃 (A(𝑖) ,X(𝑖)) =


1⊤A𝐾

(𝑖)X(𝑖)W1W2 if use sum pooling,

1
𝑛𝑖

1⊤A𝐾
(𝑖)X(𝑖)W1W2 if use mean pooling,

(B.2)
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where 𝑛 is the number of nodes in A(𝑖) and 1 is an 𝑛𝑖 × 1 matrix filled with constant one. From the

above equation we can see that 𝑓𝜃 with different pooling methods only differ in a multiplication

factor 1
𝑛𝑖

. Thus, in the following we focus on 𝑓𝜃 with sum pooling to derive the major proof.

I. For 𝑓𝜃 with sum pooling:

Substitute W for W1W2 and we have 𝑓𝜃 (A(𝑖) ,X(𝑖)) = 1⊤A𝐾
(𝑖)X(𝑖)W for the case with sum pooling.

Next we show that ℓT (𝜃) is convex and ℓ𝑆 (𝜃) is lipschitz continuous when we use 𝑓𝜃 (A(𝑖) ,X(𝑖)) =

1⊤A𝐾
(𝑖)X(𝑖)W with 𝜃 = W.

(a) Convexity of ℓT (𝜃). From chapter 4 of the book [147], we know that softmax classification

𝑓 (W) = X𝑊 with cross entropy loss is convex w.r.t. the parameters W. In our case, the mapping

function 𝑓𝜃 (A(𝑖) ,X(𝑖)) = 1⊤A𝐾
(𝑖)X(𝑖)W applies an affine function on X𝑊 . Given that applying affine

function does not change the convexity, we know that ℓT (𝜃) is convex.

(b) Lipschitz continuity of ℓ𝑆 (𝜃). In [167], it shows that the lipschitz constant of softmax regression

with cross entropy loss is 𝐶−1
𝐶𝑚
∥X∥, where X is the input feature matrix, 𝐶 is the number of classes

and 𝑚 is the number of samples. Since ℓ𝑆 (𝜃) is cross entropy loss and 𝑓𝜃 is linear, we know that the

𝑓𝜃 is lipschitz continuous and it satisfies:

∇𝜃ℓ𝑆 (𝜃) ≤
𝐶 − 1
𝐶𝑁′

√︄∑︁
𝑖

∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥2 (B.3)

With (a) and (b), we are able to proceed our proof. First, from the convexity of ℓT (𝜃) we have

ℓT (𝜃𝑡) − ℓT (𝜃∗) ≤ ∇𝜃ℓT (𝜃𝑡)𝑇 (𝜃𝑡 − 𝜃∗) (B.4)

We can rewrite ∇𝜃ℓT (𝜃𝑡)𝑇 (𝜃𝑡 − 𝜃∗) as follows:

∇𝜃ℓT (𝜃𝑡 )𝑇 (𝜃𝑡 − 𝜃∗) = (∇𝜃ℓT (𝜃𝑡 )𝑇 − ∇𝜃ℓ𝑆 (𝜃𝑡 )𝑇 + ∇𝜃ℓ𝑆 (𝜃𝑡 )𝑇 ) (𝜃𝑡 − 𝜃∗)

= (∇𝜃ℓT (𝜃𝑡 )𝑇 − ∇𝜃ℓ𝑆 (𝜃𝑡 )𝑇 ) (𝜃𝑡 − 𝜃∗) + ∇𝜃ℓ𝑆 (𝜃𝑡 )𝑇 (𝜃𝑡 − 𝜃∗) (B.5)

Given that we use gradient descent to update network parameters, we have ∇𝜃ℓ𝑆 (𝜃𝑡) =
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1
𝜂
(𝜃𝑡 − 𝜃𝑡+1) where 𝜂 is the learning rate. Then we have,

∇𝜃ℓ𝑆 (𝜃𝑡)𝑇 (𝜃𝑡 − 𝜃∗) =
1
𝜂
(𝜃𝑡 − 𝜃𝑡+1)𝑇 (𝜃𝑡 − 𝜃∗)

=
1

2𝜂

(
∥𝜃𝑡 − 𝜃𝑡+1∥2 + ∥𝜃𝑡 − 𝜃∗∥2 − ∥𝜃𝑡+1 − 𝜃∗∥2

)
=

1
2𝜂

(
∥𝜂∇𝜃ℓ𝑆 (𝜃𝑡)∥2 + ∥𝜃𝑡 − 𝜃∗∥2 − ∥𝜃𝑡+1 − 𝜃∗∥2

)
(B.6)

Combining Eq. (B.4) and Eq. (B.6) we have,

ℓT (𝜃𝑡) −ℓT (𝜃∗) ≤ (∇𝜃ℓT (𝜃𝑡)𝑇 − ∇𝜃ℓ𝑆 (𝜃𝑡)𝑇 ) (𝜃𝑡 − 𝜃∗)

+ 1
2𝜂

(
∥𝜂∇𝜃ℓ𝑆 (𝜃𝑡)∥2 + ∥𝜃𝑡 − 𝜃∗∥2 − ∥𝜃𝑡+1 − 𝜃∗∥2

)
(B.7)

We sum up the two sides of the above inequality for different values of 𝑡 ∈ [0, 𝑇 − 1]:

𝑇−1∑︁
𝑡=0

ℓT (𝜃𝑡) − ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0
(∇𝜃ℓT (𝜃𝑡)𝑇 − ∇𝜃ℓ𝑆 (𝜃𝑡)𝑇 ) (𝜃𝑡 − 𝜃∗)

+ 1
2𝜂

𝑇−1∑︁
𝑡=0
∥𝜂∇𝜃ℓ𝑆 (𝜃𝑡)∥2 +

1
2𝜂
∥𝜃0 − 𝜃∗∥2 −

1
2𝜂
∥𝜃𝑇 − 𝜃∗∥2 (B.8)

Since 1
2𝜂 ∥𝜃𝑇 − 𝜃

∗∥2 ≥ 0, we have

𝑇−1∑︁
𝑡=0

ℓT (𝜃𝑡) −ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0
(∇𝜃ℓT (𝜃𝑡)𝑇 − ∇𝜃ℓ𝑆 (𝜃𝑡)𝑇 ) (𝜃𝑡 − 𝜃∗)

+ 1
2𝜂

𝑇−1∑︁
𝑡=0
∥𝜂∇𝜃ℓ𝑆 (𝜃𝑡)∥2 +

1
2𝜂
∥𝜃0 − 𝜃∗∥2 (B.9)

As we assume that ∥𝜃∥2 ≤ 𝑀2, we have ∥𝜃 − 𝜃∗∥2 ≤ 2∥𝜃∥2 = 2𝑀2. Then Eq. (B.9) can be rewritten

as,

𝑇−1∑︁
𝑡=0

ℓ𝑇 (𝜃𝑡) − ℓ𝑇 (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀 ∥∇𝜃ℓ𝑇 (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 1
2𝜂

𝑇−1∑︁
𝑡=0
∥𝜂∇𝜃ℓ𝑆 (𝜃𝑡)∥2 +

𝑀2

𝜂
(B.10)
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Recall that ℓ𝑆 (𝜃) is lipschitz continuous as shown in Eq. (B.3), and combine the inequality

min
𝑡=0,1,...,𝑇−1

(ℓT (𝜃𝑡) − ℓT (𝜃∗)) ≤
∑𝑇−1
𝑡=0 ℓT (𝜃𝑡 )−ℓT (𝜃∗)

𝑇
:

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡) −ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 𝜂(𝐶 − 1)2

2𝐶2𝑁′2

∑︁
𝑖

∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥

2 + 𝑀
2

𝑇𝜂
(B.11)

Then we choose 𝜂 = 𝑀√
𝑇
√︃∑

𝑖 ∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥2

and we can get:

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡) −ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 3𝑀
2
√
𝑇
· 𝐶 − 1
𝐶𝑁′

√︄∑︁
𝑖

∥1⊤A′𝐾(𝑖)X
′
(𝑖) ∥2 (B.12)

II. For 𝑓𝜃 with mean pooling:

Following similar derivation as in the case of sum pooling, we have

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡) −ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 3𝑀
2
√
𝑇
· 𝐶 − 1
𝐶𝑁′

√︄∑︁
𝑖

1
𝑛𝑖
∥1⊤A′𝐾(𝑖)X

′
(𝑖) ∥2 (B.13)

where 𝑛𝑖 is the number of nodes in 𝑖-th synthetic graph. □

B.1.2 Theorem for Node Classification Case

We adopt similar notations for representing the data in node classification but note that there

is only one graph for node classification task. Let A ∈ {0, 1}𝑁×𝑁 , A′ ∈ {0, 1}𝑁 ′×𝑁 ′ denote the

adjacency matrix for real graph and synthetic graph, respectively. Let X ∈ R𝑁×𝑑 , X′ ∈ R𝑁 ′×𝑑 denote

the feature matrix for real graph and synthetic graph, respectively. We denote the cross entropy loss

on the real samples as ℓT (𝜃) and denote that on synthetic samples as ℓ𝑆 (𝜃).

Theorem 2. When we use a 𝐾-layer SGC as the model used in condensation, i.e., 𝑓𝜃 (A,X, 𝜃) =
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A𝐾XW with 𝜃 = W and assume that all network parameters satisfy ∥𝜃∥2 ≤ 𝑀2(𝑀 > 0), we have

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡) −ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 3𝑀
2
√
𝑇
· 𝐶 − 1
𝐶𝑁′

∥A′𝐾X′∥ (B.14)

Proof. We start by proving that ℓT (𝜃) is convex and ℓ𝑆 (𝜃) is lipschitz continuous when 𝑓𝜃 (A,X, 𝜃) =

A𝐾XW.

(a) Convexity of ℓT (𝜃): Similar to the graph classification case, the Hessian matrix of ℓT (𝜃) in node

classification is positive semidefinite and thus ℓT (𝜃) is convex.

(b) Lipschitz continuity of ℓ𝑆 (𝜃): As shown in [167], the lipschitz constant of softmax regression

with cross entropy loss is 𝐶−1
𝐶𝑚
∥X∥ with 𝐶 being the number of classes and 𝑚 being the number

of samples. Thus, we know that the lipschitz constant of ℓ𝑆 (𝜃) is 𝐶−1
𝐶𝑁 ′ ∥A

′𝐾X′∥, which indicates

∇𝜃ℓ𝑆 (𝜃) ≤ 𝐶−1
𝐶𝑁 ′ ∥A

′𝐾X′∥.

From the convexity of ℓT (𝜃), we still have the following inequality (see Eq. (B.10)). Then recall

that ℓ𝑆 (𝜃) is lipschitz continuous and∇𝜃ℓ𝑆 (𝜃) ≤ 𝐶−1
𝐶𝑁 ′ ∥A

′𝐾X′∥, and combine min
𝑡
(ℓT (𝜃𝑡) − ℓT (𝜃∗)) ≤∑𝑇−1

𝑡=0 ℓT (𝜃𝑡 )−ℓT (𝜃∗)
𝑇

:

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡) − ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 𝜂(𝐶 − 1)2

2𝐶2𝑁′2
∥A′𝐾X′∥2 + 𝑀

2

𝑇𝜂
(B.15)

Then we choose 𝜂 = 𝑀√
𝑇 ∥A′𝐾X′∥

and we can get:

min
𝑡=0,1,...,𝑇−1

ℓT (𝜃𝑡) − ℓT (𝜃∗) ≤
𝑇−1∑︁
𝑡=0

√
2𝑀
𝑇
∥∇𝜃ℓT (𝜃𝑡) − ∇𝜃ℓ𝑆 (𝜃𝑡) ∥

+ 3𝑀
2
√
𝑇
· 𝐶 − 1
𝐶𝑁′

∥A′𝐾X′∥ (B.16)

□

B.2 Experimental Setup

B.2.1 Algorithm

In the following, we show the algorithm of the proposed DosCond for condensing graphs.
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Algorithm 3 DosCond for Condensing Graphs
1: Input: Training data T = (A,X,Y)
2: Required: Pre-defined condensed labels Y′, graph neural network 𝑓𝜃 , temperature 𝜏, desired sparsity 𝜖 ,

regularization coefficient 𝛽, learning rates 𝜂1, 𝜂2, number of epochs 𝐾1.
3: Initialize 𝛀,X′
4: for 𝑘 = 0, . . . , 𝐾1 − 1 do
5: Sample 𝜃0 ∼ 𝑃𝜃0 , Sample 𝛼 ∼ Uniform(0, 1)
6: Compute A′ = 𝜎 ((log𝛼 − log(1 − 𝛼) +𝛀) /𝜏)
7: for 𝑐 = 0, . . . , 𝐶 − 1 do
8: Sample (A𝑐,X𝑐,Y𝑐) ∼ T and (A′𝑐,X′𝑐,Y′𝑐) ∼ S

9: Compute ℓ𝑇 = ℓ
(
𝑓𝜃0 (A𝑐,X𝑐),Y𝑐

)
10: Compute ℓ𝑆 = ℓ

(
𝑓𝜃0 (A′𝑐,X′𝑐),Y′𝑐

)
11: Compute ℓreg = max(∑𝑖, 𝑗 𝜎(𝛀𝑖 𝑗) − 𝜖, 0)
12: Update 𝛀← 𝛀 − 𝜂1∇𝛀(𝐷 (∇𝜽0ℓ𝑇 ,∇𝜽0ℓ𝑆) + 𝛽ℓreg)
13: Update X′ ← X′ − 𝜂2∇X′ (𝐷 (∇𝜽0ℓ𝑇 ,∇𝜽0ℓ𝑆) + 𝛽ℓreg)
14: end for
15: end for
16: Return: (𝛀,X′,Y′)

B.2.2 Dataset Statistics and Code

Dataset statistics are shown in Table 4 and 5.

Table B.1: Graph classification dataset statistics.

Dataset Type #Clases #Graphs Avg. Nodes Avg. Edges

CIFAR10 Superpixel 10 60,000 117.6 941.07
ogbg-molhiv Molecule 2 41,127 25.5 54.9
ogbg-molbace Molecule 2 1,513 34.1 36.9
ogbg-molbbbp Molecule 2 2,039 24.1 26.0
MUTAG Molecule 2 188 17.93 19.79
NCI1 Molecule 2 4,110 29.87 32.30
DD Molecule 2 1,178 284.32 715.66
E-commerce Transaction 2 1,109 33.7 56.3

Table B.2: Node classification dataset statistics.

Dataset #Nodes #Edges #Classes #Features

Cora 2,708 5,429 7 1,433
Citeseer 3,327 4,732 6 3,703
Pubmed 19,717 44,338 3 500
Arxiv 169,343 1,166,243 40 128
Flickr 89,250 899,756 7 500
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APPENDIX C

EMPOWERING GRAPH NEURAL NETWORKS WITH TEST-TIME GRAPH
TRANSFORMATION

C.1 Proofs

C.1.1 Thereom 3

Theorem 3. Let L𝑐 denote the classification loss and L𝑠 denote the surrogate loss, respectively.

Let 𝜌(𝐺) denote the correlation between ∇𝐺L𝑐 (𝐺,Y) and ∇𝐺L𝑠 (𝐺), and let 𝜖 denote the learning

rate for gradient descent. Assume that L𝑐 is twice-differentiable and its Hessian matrix satisfies

∥H(𝐺,Y)∥2 ≤ 𝑀 for all 𝐺. When 𝜌(𝐺) > 0 and 𝜖 < 2𝜌(𝐺)∥∇𝐺L𝑐 (𝐺,Y)∥2
𝑀 ∥∇𝐺L𝑠 (𝐺)∥2 , we have

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) < L𝑐 (𝐺,Y) . (C.1)

Proof. Given that L𝑐 is differentiable and twice-differentiable, we perform first-order Taylor

expansion with Lagrange form of remainder at 𝐺 − 𝜖∇𝐺L𝑠 (𝐺):

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) (C.2)

= L𝑐 (𝐺,Y) − 𝜖 𝜌 (𝐺) ∥∇𝐺L𝑐 (𝐺,Y)∥2 ∥∇𝐺L𝑠 (𝐺)∥2 +
𝜖2

2
∇𝐺L𝑠 (𝐺)⊤H(𝐺 − 𝜖𝜃∇𝐺L𝑠 (𝐺),Y)∇𝐺L𝑠 (𝐺),

where 𝜃 ∈ (0, 1) is a constant given by Lagrange form of the Taylor’s remainder (here we slightly

abuse the notation), and 𝜌 (𝐺) is the correlation between ∇𝐺L𝑐 (𝐺,Y) and ∇𝐺L𝑠 (𝐺):

𝜌 (𝐺) = ∇𝐺L𝑐 (𝐺,Y)𝑇 ∇𝐺L𝑠 (𝐺)
∥∇𝐺L𝑐 (𝐺,Y)∥2 ∥∇𝐺L𝑠 (𝐺)∥2

. (C.3)

Before we proceed to the next steps, we first show that given a vector p and a symmetric matrix A,

the inequality p⊤Ap ≤ ∥p∥22∥A∥2 holds:

p⊤Ap =
∑︁

𝜎𝑖p⊤u𝑖u⊤𝑖 p (Performing SVD on A, i.e., A =
∑︁

𝜎𝑖u𝑖u⊤𝑖 )

=
∑︁

𝜎𝑖v⊤𝑖 v𝑖 (Let v = U⊤𝑝, where U = [u1; u2; . . . ; u𝑛])

≤
∑︁

𝜎maxv⊤𝑖 v𝑖 = 𝜎max∥v∥22 = 𝜎max∥U⊤𝑝∥22

= 𝜎max∥p∥22 (U is an orthogonal matrix)

= ∥p∥22∥A∥2 (C.4)
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Since the Hessian matrix is symmetric, we can use the above inequality to derive:

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) (C.5)

≤ L𝑐 (𝐺,Y) − 𝜖 𝜌 (𝐺) ∥∇𝐺L𝑐 (𝐺,Y)∥2 ∥∇𝐺L𝑠 (𝐺)∥2 +
𝜖2

2
∥∇𝐺L𝑠 (𝐺)∥22∥H(𝐺 − 𝜖𝜃∇𝐺L𝑠 (𝐺),Y)∥2.

Then we rewrite Eq. (C.5) as:

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) − L𝑐 (𝐺,Y)

≤ − 𝜖 𝜌 (𝐺) ∥∇𝐺L𝑐 (𝐺,Y)∥2 ∥∇𝐺L𝑠 (𝐺)∥2 +
𝜖2

2
∥∇𝐺L𝑠 (𝐺)∥22∥H(𝐺 − 𝜖𝜃∇𝐺L𝑠 (𝐺),Y)∥2.

(C.6)

Given ∥H(𝐺,Y)∥2 ≤ 𝑀 , we know

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) − L𝑐 (𝐺,Y)

≤ − 𝜖 𝜌 (𝐺) ∥∇𝐺L𝑐 (𝐺,Y)∥2 ∥∇𝐺L𝑠 (𝐺)∥2 +
𝜖2𝑀

2
∥∇𝐺L𝑠 (𝐺)∥22.

(C.7)

By setting 𝜖 = 2𝜌(𝐺)∥∇𝐺L𝑐 (𝐺,Y)∥2
𝑀 ∥∇𝐺L𝑠 (𝐺)∥2 , we have

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) − L𝑐 (𝐺,Y) = 0. (C.8)

Therefore, when 𝜖 < 2𝜌(𝐺)∥∇𝐺L𝑐 (𝐺,Y)∥2
𝑀 ∥∇𝐺L𝑠 (𝐺)∥2 and 𝜌(𝐺) > 0, we have

L𝑐 (𝐺 − 𝜖∇𝐺L𝑠 (𝐺) ,Y) < L𝑐 (𝐺,Y) . (C.9)

□

C.1.2 Thereom 4

Theorem 4. Assume that the augmentation function A(·) generates a data view of the same class

for the test nodes and the node classes are balanced. Assume for each class, the mean of the

representations obtained from 𝑍 and 𝑍̂ are the same. Minimizing the first term in Eq. (5.6) is

approximately minimizing the class-conditional entropy 𝐻 (𝑍 |𝑌 ) between features 𝑍 and labels 𝑌 .

Proof. For convenience, we slightly abuse the notations to replace z𝑖
∥z𝑖 ∥ and ẑ𝑖

∥ẑ𝑖 ∥ with z𝑖 and ẑ𝑖,

respectively. Then we have ∥z𝑖∥ = ∥ẑ𝑖∥ = 1. Let 𝑍𝑘 denote the set of test samples from class 𝑘; thus
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|𝑍𝑘 | = 𝑁
𝐾

. Let 𝑐= denote equality up to a multiplicative and/or additive constant. Then the first term

in Eq. (5.6) can be rewritten as:
𝑁∑︁
𝑖=1
(1 − ẑ⊤𝑖 z𝑖) =

𝑁∑︁
𝑖=1

(
1 − ẑ⊤𝑖 z𝑖

) 𝑐
=

𝐾∑︁
𝑘=1

1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

(
−ẑ⊤𝑖 z𝑖

)
(C.10)

Let c𝑘 be the mean of hidden representations from class 𝑘; then we have c𝑘 = 1
|𝑍𝑘 |

∑
z𝑖∈𝑍𝑘 z𝑖 =

1
|𝑍𝑘 |

∑
ẑ𝑖∈𝑍̂𝑘 ẑ𝑖. Now we build the connection between Eq. (C.10) and

∑𝐾
𝑖=1

∑
z𝑖∈𝑍𝑘 ∥z𝑖 − c𝑘 ∥2:

𝐾∑︁
𝑖=1

∑︁
z𝑖∈𝑍𝑘
∥z𝑖 − c𝑘 ∥2 (C.11)

=

𝐾∑︁
𝑖=1

( ∑︁
z𝑖∈𝑍𝑘
∥z𝑖∥2 − 2

∑︁
z𝑖∈𝑍𝑘

z⊤𝑖 c𝑘 + |𝑍𝑘 |∥c𝑘 ∥2
)

=

𝐾∑︁
𝑖=1

©­«
∑︁

z𝑖∈𝑍𝑘
∥z𝑖∥2 − 2

1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

∑︁
ẑ𝑖∈𝑍̂𝑘

ẑ⊤𝑖 z𝑖 +
1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

∑︁
ẑ𝑖∈𝑍̂𝑘

ẑ⊤𝑖 z𝑖
ª®¬

=

𝐾∑︁
𝑖=1

( ∑︁
z𝑖∈𝑍𝑘
∥z𝑖∥2 −

1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

∑︁
ẑ𝑖∈𝑍𝑘

ẑ⊤𝑖 z𝑖

)
𝑐
=

𝐾∑︁
𝑖=1

©­« 1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

∑︁
ẑ𝑖∈𝑍̂𝑘

∥z𝑖∥2 −
1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

∑︁
ẑ𝑖∈𝑍𝑘

ẑ⊤𝑖 z𝑖
ª®¬

=

𝐾∑︁
𝑖=1

©­« 1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

∑︁
ẑ𝑖∈𝑍̂𝑘

(
∥z𝑖∥2 − ẑ⊤𝑖 z𝑖

)ª®¬
𝑐
=

𝐾∑︁
𝑖=1

©­« 1
|𝑍𝑘 |

∑︁
z𝑖∈𝑍𝑘

∑︁
ẑ𝑖∈𝑍̂𝑘

(
−ẑ⊤𝑖 z𝑖

)ª®¬ (C.12)

By comparing Eq. (C.10) and Eq. (C.12), the only difference is that Eq. (C.12) includes more

positive pairs for loss calculation. Hence, minimizing Eq. (C.10) can be viewed as approximately

minimizing Eq. (C.12) or Eq. (C.11) through sampling positive pairs. As demonstrated in the

work [9], Eq. (C.11) can be interpreted as a conditional cross-entropy between 𝑍 and another

random variable 𝑍̄ , whose conditional distribution given 𝑌 is a standard Gaussian centered around

c𝑌 : 𝑍 | 𝑌 ∼ N (c𝑌 , I):∑︁
z𝑖∈𝑍𝑘
∥z𝑖 − c𝑘 ∥2 = H(𝑍 | 𝑌 ) +D𝐾𝐿 (𝑍 | |𝑍̄ | 𝑌 ) ≥ H(𝑍 | 𝑌 ) (C.13)

Hence, minimizing the first term in Eq. (5.6) is approximately minimizing 𝐻 (𝑍 |𝑌 ). □
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Discussion: We note that the assumption “the mean of the representations obtained from 𝑍 and

𝑍̂ are the same” can be inferred by the first assumption about data augmentation. Let 𝑝𝑘 (𝑋) denote

the distribution of samples with class 𝑘 and let 𝑥 ∼ 𝑝𝑘 (𝑋) denote the sample with class 𝑘 . Recall

that we assume the data augmentation function A(·) is strong enough to generate a data view that

can simulate the test data from the same class. In this regard, the new data view can be regarded as

an independent sample from the same class, i.e., A(𝑥) ∼ 𝑝𝑘 (𝑋). Hence, the expectation of 𝑍 and 𝑍̂

is the same and we would approximately have that “the mean of 𝑍 and 𝑍̂ is the same for each class”.

Particularly, when the number of samples is relatively large, the mean of 𝑍 (𝑍̂) would be close to the

true distribution mean. For example, on one graph of Cora, the mean absolute difference between

the two mean representations of 𝑍 and 𝑍̂ are [0.018, 0.009, 0.021, 0.024, 0.016, 0.014, 0.0, 0.016,

0.023] for each class, which are actually very small.

C.1.3 A Figurative Example

In Figure C.1, we show an example of adversarial attack which causes the aggregated features

for two nodes to be the same. Given two nodes x1 and x2 and their connections, we are interested

in predicting their labels. Assume a mean aggregator is used for aggregating features from the

neighbors. Before attack, the aggregated features for them are x̄1 = [0.45] and x̄2 = [0.53] while

after attack the aggregated features become the same x̄1 = x̄2 = [0.45]. In this context, it is

impossible to learn a classifier that can distinguish the two nodes.

Attack

[0.3]

[0.3]

[0.8]

[0.2] [0.7]
[0.7]

[0]

[0.2]

𝒙𝟏 𝒙𝟐

[0.3]

[0.3]

[0.8]

[0.2] [0.7]
[0.7]

[0.2]

𝒙𝟏 𝒙𝟐

	𝒙#𝟏 = 0.45 , 𝒙#𝟐 = 0.53 𝒙#𝟏 = 0.45 , 𝒙#𝟐 = 0.45

[0]

Figure C.1: Given two nodes x1 and x2 and their connections, we are interested in predicting their
labels. The color indicates the node label and “[0.3]" suggests that the associated node feature is 0.3.
Assume a mean aggregator is used for aggregating features from the neighbors. Left: we show
the clean graph without adversarial attack. The aggregated features for the two center nodes are
x̄1 = [0.45] and x̄2 = [0.53]. Right: we show the attacked graph where the red edge indicates the
adversarial edge injected by the attacker. The aggregated features for the two center nodes become
x̄1 = [0.45] and x̄2 = [0.45].
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C.2 Algorithm

We show the detailed algorithm of GCond in Algorithm 4. In detail, we first initialize ΔA and ΔX′

as zero matrices and calculate L𝑠 based on Eq. (5.6). Since we alternatively optimize ΔA and ΔX′ ,

we update ΔX′ every 𝜏1 epochs and update ΔA every 𝜏2 epochs. When the optimization is done, we

sample the discrete graph structure for 𝐾 times and select the one that results in the smallest L𝑠 as

the final adjacency matrix.

Algorithm 4 GCond for Test-Time Graph Transformation
Input: Pre-trained model 𝑓𝜃 and test graph dataset 𝐺Te = (A,X′).
Output: Model prediction Ŷ and transformed graph 𝐺′ = (A′,X′′).
Initialize ΔA and ΔX as zero matrices
for 𝑡 = 0, . . . , 𝑇 − 1 do

Compute A′ = A ⊕ ΔA and X′ = X + ΔX
Compute L𝑠 (ΔA,ΔX) as shown in Eq. (5.6)
if 𝑡%(𝜏1 + 𝜏2) < 𝜏1 then

Update ΔX ← ΔX − 𝜂1∇ΔXL𝑠

else
Update ΔA ← ΠP

(
ΔA − 𝜂∇ΔAL𝑠

)
ℓbest = ∞ # store the best loss
for 𝑘 = 0, . . . , 𝐾 − 1 do

Sample A′0 ∼ Bernoulli(A ⊕ ΔA)
Calculate L𝑠 with A′0 as input
if L𝑠 < ℓbest then

ℓbest = L𝑠
A′ = A′0

X′ = X + ΔX
Ŷ = 𝑓𝜃 (A′,X′)
Return: Ŷ, (A′,X′)

C.3 Datasets and Hyper-Parameters

In this section, we reveal the details of reproducing the results in the experiments. We will release

the source code upon acceptance.

C.3.1 Out-of-Distribution (OOD) Setting

The out-of-distribution (OOD) problem indicates that the model does not generalize well to the

test data due to the distribution gap between training data and test data [162], which is also referred
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Table C.1: Summary of the experimental datasets that entail diverse distribution shifts.

Distribution Shift Dataset #Nodes #Edges #Classes Train/Val/Test Split Metric Adapted From

Artificial Transformation Cora 2,703 5,278 10 Domain-Level Accuracy [166]
Amz-Photo 7,650 119,081 10 Domain-Level Accuracy [127]

Cross-Domain Transfers Twitch-E 1,912 9,498 31,299 - 153,138 2 Domain-Level ROC-AUC [120]
FB100 769 41,536 16,656 - 1,590,655 2 Domain-Level Accuracy [136]

Temporal Evolution Elliptic 203,769 234,355 2 Time-Aware F1 Score [114]
OGB-Arxiv 169,343 1,166,243 40 Time-Aware Accuracy [60]

to as distribution shifts. Numerous research studies have been conducted to explore this problem

and propose potential solutions [46, 205, 163, 164, 154, 92, 17, 11, 52, 155, 174]. In the following,

we introduce the datasets used for evaluating the methods that tackle the OOD issue in the graph

domain.

Dataset Statistics. For the evaluation on OOD data, we use the datasets provided by [154]. The

dataset statistics are shown in Table C.1, which includes three distinct type of distribution shifts: (1)

artificial transformation which indicates the node features are replaced by synthetic spurious features;

(2) cross-domain transfers which means that graphs in the dataset are from different domains and

(3) temporal evolution where the dataset is a dynamic one with evolving nature. Notably, we

use the datasets provided by [154], which were adopted from the aforementioned references with

manually created distribution shifts. Note that there can be multiple training/validaiton/test graphs.

Specifically, Cora and Amazon-Photo have 1/1/8 graphs for training/validation/test sets. Similarly,

the splits are 1/1/5 on Twitch-E, 3/2/3 on FB-100, 5/5/33 on Elliptic, and 1/1/3 on Ogbn-arxiv.

Hyper-Parameter Setting. For the setup of backbone GNNs, we majorly followed [154]:

(a) GCN: the architecture setup is 5 layers with 32 hidden units for Elliptic and Ogbn-arxiv, and 2

layers with 32 hidden units for other datasets, and with batch normalization for all datasets. The

learning rate is set to 0.001 for Cora and Amz-Photo, 0.01 for other datasets; the weight decay

is set to 0 for Elliptic and Ogbn-arxiv, and 0.001 for other datasets.

(b) GraphSAGE: the architecture setup is 5 layers with 32 hidden units for Elliptic and Ogbn-arxiv,

and 2 layers with 32 hidden units for other datasets, and with batch normalization for all datasets.

The learning rate is set to 0.01 for all datasets; the weight decay is set to 0 for Elliptic and

Ogbn-arxiv, and 0.001 for other datasets.
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(c) GAT: the architecture setup is 5 layers for Elliptic and Ogbn-arxiv, and 2 layers for other datasets,

and with batch normalization for all datasets. Each layer contains 4 attention heads and each

head is associated with 32 hidden units. The learning rate is set to 0.01 for all datasets; the

weight decay is set to 0 for Elliptic and Ogbn-arxiv, and 0.001 for other datasets.

(d) GPR: We use 10 propagation layers and 2 transformation layers with 32 hidden units. The

learning rate is set to 0.01 for all datasets; the weight decay is set to 0 for Elliptic and Ogbn-arxiv,

and 0.001 for other datasets. Note that GPR does not contain batch normalization layers.

For the baseline methods, we tuned their hyper-parameters based on the validation performance. For

DropEdge, we search the drop ratio in the range of [0, 0.05, 0.1, 0.15, 0.2, 0.3, 0.5, 0.7]. For Tent,

we search the learning rate in the range of [1e-2, 1e-3, 1e-4, 1e-5, 1e-6] and the running epochs in

[1, 10, 20, 30]. For EERM, we followed the instruction provided by the original paper. For 𝐺𝐶𝑜𝑛𝑑,

we alternatively optimize node features for 𝜏1 = 4 epochs and optimize graph structure 𝜏2 = 1 epoch.

We adopt DropEdge as the augmentation function A(·) and set the drop ratio to 0.5. We use Adam

optimizer for both feature learning and structure learning. We further search the learning rate of

feature adaptation 𝜂1 in [5e-3, 1e-3, 1e-4, 1e-5, 1e-6], learning rate of structure adaptation 𝜂2 in

[0.5, 0.1, 0.01], the modification budget 𝐵 in [0.5%, 1%, 5%] of the original edges, total epochs 𝑇

in [5, 10]. We note that the process of tuning hyper-parameters is quick due to the high efficiency of

test-time adaptation as we demonstrated in Section 5.4.1.

Evaluation Protocol. For ERM (standard training), we train all the GNN backbones using the

common cross entropy loss. For DropEdge, we drop a certain amount of edges at each training

epoch. For EERM, it optimizes a bi-level problem to obtain a trained classifier. Note that the

aforementioned three methods do not perform any test-time adaptation and their model parameters

are fixed during test. For the two test-time adaptation methods, Tent and GCond, we first obtain the

GNN backbones pre-trained from ERM and adapt the model parameters or graph data at test time,

respectively. Furthermore, Tent minimizes the entropy loss while GCond minimizes the contrastive

surrogate loss.

Quantifying Distribution Shifts. Following SR-GNN [205], we adopt central moment
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discrepancy (CMD) [176] as the measurement to quantify the distribution shifts in different graphs.

Specifically, given a pre-trained model, we obtain its hidden representation on the training graph

and test graphs, denoted as 𝑍tr and 𝑍te. Then we calculate their distance by the CMD metric, i.e.,

CMD(𝑍tr), 𝑍te. We show the results in Table C.2 and we can observe certain distribution shifts

as these values are not small. Let’s take the Ogbn-arxiv dataset as an example, where we select

papers published before 2011 for training, 2011-2014 for validation, and within 2014-2016/2016-

2018/2018-2020 for test. In this context, the distribution shift is from the temporal change. In

Table C.3, we show the CMD values, ERM performance and GCond performance. From the table,

we can find that (1) the CMD value on the validation graph is essentially smaller than those on test

graphs; and (2) GCN performances on test graphs (with larger shifts) are lower than that on the

validation graph.

Table C.2: CMD values on each individual graph based on the pre-trained GCN.

GraphID 𝐺0 𝐺1 𝐺2 𝐺3 𝐺4 𝐺5 𝐺6 𝐺7 𝐺8

Amz-Photo 6.4 5.1 5.5 3.7 2.8 3.7 3.9 6.6 -
Cora 5.4 4.2 4.8 6.3 5.5 4.8 4.6 5.4 -
Elliptic 80.2 90.8 114.3 86.5 789.3 781.6 99.4 100.4 150.6
Ogbn-arxiv 14.7 20.6 10.4 - - - - - -
FB-100 29.7 16.9 32.9 - - - - - -
Twitch-E 8.6 6.1 9.0 8.4 9.7 - - - -

Table C.3: CMD values and the performances of ERM and GCond on Ogbn-arxiv

Method 2011-2014 (Val) 2014-2016 2014-2016 2016-2018 2018-2020

CMD 2.5 14.7 14.7 20.6 10.4

ERM 45.32±0.50 41.29±1.13 41.29±1.13 38.69±1.33 35.78±1.81
GCond 45.82±0.38 44.03±0.95 44.03±0.95 41.90±1.28 38.81±1.47

C.3.2 Abnormal Features

Dataset Statistics. In these two settings, we choose the original version of popular benchmark

datasets Cora, Citeseer, Pubmed and Ogbn-arxiv. The statistics for these datasets are shown in

Table C.4. Note that we only have one test graph, and the injection of abnormal features or adversarial

attack happens after the training process of backbone model, which can be viewed as evasion attack.
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Table C.4: Dataset statistics for experiments on abnormal features and adversarial attack.

Dataset Classes Nodes Edges Features Training Nodes Validation Nodes Test Nodes

Cora 7 2708 5278 1433 20 per class 500 1000
Citeseer 6 3327 4552 3703 20 per class 500 1000
Pubmed 3 19717 44324 500 20 per class 500 1000
Ogbn-arxiv 40 169343 1166243 128 54% 18% 28%

Hyper-Parameter Settings. We closely followed AirGNN [96] to set up the hyper-parameters

for the baselines:

(a) GCN: the architecture setup is 2 layers with 64 hidden units without batch normalization for

Cora, Citeseer and Pubmed, and 3 layers with 256 hidden units with batch normalization for

Ogbn-arxiv. The learning rate is set to 0.01.

(b) GAT: the architecture setup is 2 layers with 8 hidden units in each of the 8 heads without batch

normalization for Cora, Citeseer and Pubmed, and 3 layers with 32 hidden units in each of the 8

heads with batch normalization for Ogbn-arxiv. The learning rate is set to 0.005.

(c) APPNP: the architecture setup is 2-layer transformation with 64 hidden units and 10-layer

propagation without batch normalization for Cora, Citeseer and Pubmed; the architecture is set to

3-layer transformation with 256 hidden units and 10-layer propagation with batch normalization

for Ogbn-arxiv. The learning rate is set to 0.01.

(d) AirGNN: The architecture setup is the same as APPNP and the hyper-parameter 𝜆 is set to 0.3

for Ogbn-arxiv and 0.5 for other datasets.

(e) AirGNN-t: The architecture setup is the same as AirGNN but we tune the hyper-parameter 𝜆 in

AirGNN based on performance on the combination of training and validation nodes at test stage.

This is because the test graph has the same graph structure as the training graph; thus we can

take advantage of the label information of training nodes (as well as validation nodes) to tune

the hyper-parameters. Specifically, we search 𝜆 in the range of [0, 0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7,

0.8, 0.9] for each noise ratio.

For the setup of 𝐺𝐶𝑜𝑛𝑑, we alternatively optimize node features for 𝜏1 = 4 epochs and optimize

graph structure 𝜏2 = 1 epoch. We adopt DropEdge as the augmentation function A(·) and set the
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drop ratio to 0.5. We use Adam optimizer for both feature learning and structure learning. We

further search the learning rate of feature adaptation 𝜂1 in [1, 1e-1, 1e-2], total epochs 𝑇 in [10, 20].

The modification budget 𝐵 to 5% of the original edges and the learning rate of structure adaptation

𝜂2 is set to 0.1. It is worth noting that we use a weighted combination of contrastive loss and training

classification loss, i.e., Ltrain + 𝜆L𝑠, instead of optimizing the contrastive loss alone. We adaopt this

strategy because that the training graph and the test graph were the same graph before the injection

of abnormal features. Here the 𝜆 is tuned in the range of [1e-2, 1e-3, 1e-4]. We study the effects of

contrastive loss and training classification loss in Appendix C.4.7.

C.3.3 Adversarial Attack

Dataset Statistics. We used Ogbn-arxiv for the adversarial attack experiments and the dataset

statistics can be found in Table C.4. Again, we only have one test graph for this dataset.

Hyper-Parameter Settings. The setup of GCN and GAT is the same as that in the setting of

abnormal features. For the defense methods including SimPGCN, RobustGCN and GCNJaccard,

we use the DeepRobust [85] library to implement them. For GCNJaccard, we tune its threshold

hyper-parameter in the range of [0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9]. The hyper-parameter is

also tuned based on the performance of training and validation nodes (same as Appendix C.3.2).

Note that the popular defenses ProGNN [70] and GCNSVD [37] were not included because they

throw OOM error due to the expensive eigen-decomposition operation.

We use the official implementation of the scalable attack PR-BCD [48] to attack the test graph.

We note that when performing adversarial attacks, the setting is more like transductive setting

where the training graph and test graph are the same. However, the test graph becomes different

from the training graph after the attack. Since the training graph and test graph were originally

the same graph, we use a weighted combination of contrastive loss and training classification loss,

i.e., Ltrain + 𝜆L𝑠, instead of optimizing the contrastive loss alone. For the setup of 𝐺𝐶𝑜𝑛𝑑, we

alternatively optimize node features for 𝜏1 = 1 epoch and optimize graph structure 𝜏2 = 4 epochs.

We fix the learning rate of feature adaptation 𝜂1 to 1e-3, learning rate of structure adaptation 𝜂2 to

0.1, 𝜆 to 1, total epochs 𝑇 to 50 and modification budget 𝐵 to 30% of the original edges.
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C.3.4 Hardware and Software Configurations.

We perform experiments on NVIDIA Tesla V100 GPUs. The GPU memory and running time

reported in Table 5.2 are measured on one single V100 GPU. Additionally, we use eight CPUs, with

the model name as Intel(R) Xeon(R) Platinum 8260 CPU @ 2.40GHz. The operating system we

use is CentOS Linux 7 (Core).

C.4 More Experimental Results

C.4.1 Comparison to Graph Domain Adaptation

Our work is related to graph domain adaptation (GraphDA) [128, 153, 205], but they are also

highly different. In Table C.5, we summarize the differences between GraphDA and GCond. In

detail, there are the following differences:

(a) Data and losses: GraphDA methods optimize the loss function based on both labeled source

data (training data) and unlabeled target data (test data), while GCond only requires target data

during inference. Hence, GraphDA methods are infeasible when access to the source data is

prohibited such as online service.

(b) Parameter: To our best knowledge, existing GraphDA methods are model-centric approaches

while GCond is a data-centric approach. GCond adapts the data instead of the model, which

can be more useful in some settings as we showed in the Example of Section 5.3.3.

(c) Efficiency: GraphDA is indeed a training-time adaptation and for each given test graph, it would

require training the model on the source and target data. Thus, it is much less efficient than

GCond, especially when we have multiple test graphs (e.g., 33 test graphs for Elliptic).

Table C.5: Comparison between GraphDA and GCond. They differ by their data and losses.

Setting Source Target Train Loss Test Loss Parameter Efficiency

GraphDA 𝐺 tr 𝐺 te L(𝐺 tr,Ytr) + L(𝐺 tr, 𝐺 te) - 𝑓𝜃 Low
GCond - 𝐺 te - L(𝐺 te) 𝐺 te High

To compare their empirical performance, we include two GraphDA methods (SR-GNN [205] and

UDA-GCN [153]) and one general domain adaptation method (DANN [46]). SR-GNN regularizes
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the model’s performance on the source and target domains. Note that SR-GNN is originally

developed under the transductive setting where the training graph and test graph are the same. To

apply SR-GNN in our OOD setting, we assume the test graph is available during the training stage of

SR-GNN, as typically done in domain adaptation methods. UDA-GCN is another work that tackles

graph data domain adaptation, which exploits local and global information for different domains.

In addition, we also include DANN, which adopts an adversarial domain classifier to promote the

similarity of feature distributions between different domains. We followed the authors’ suggestions

in their paper to tune the hyper-parameters and the results are shown in Table C.6. On the one

hand, we can observe that GraphDA methods generally improve the performance of GCN under

distribution shift and SRGNN is the best performing baseline. On the other hand, GCond performs

the best on all datasets except Amz-Photo. On Amz-Photo, GCond does not improve as much as

SR-GNN, which indicates that joint optimization over source and target is necessary for this dataset.

However, recall that domain adaptation methods are less efficient due to the joint optimization on

source and target: the adaptation time of SR-GNN on the 8 graphs of Amz-Photo is 83.5s while that

of GCond is 4.9s (plus pre-training time 10.1s). Overall, test-time graph transformation exhibits

strong advantages of effectiveness and efficiency.

Table C.6: Performance comparison between GCond and graph domain adaptation methods.

Method Amz-Photo Cora Elliptic FB-100 Ogbn-arxiv Twitch-E

ERM 93.79±0.97 91.59±1.44 50.90±1.51 54.04±0.94 38.59±1.35 59.89±0.50
UDA-GCN 91.70±0.35 92.65±0.46 51.57±1.31 54.11±0.54 39.43±0.71 52.12±0.38
DANN 94.08±0.21 92.89±0.64 53.00±0.97 51.53±1.47 36.60±1.26 60.13±0.53
SRGNN 94.64±0.17 94.08±0.28 51.94±0.81 54.08±1.10 38.92±0.65 59.21±0.51

GCond 94.13±0.77 94.66±0.63 55.88±3.10 54.32±0.60 41.59±1.20 60.42±0.86

C.4.2 Comparison to Graph Structure Learning

Our work is also relevant to graph structure learning (GSL) [45, 70, 18, 194, 121, 56, 41] which

learns the graph structure during the training time while not adapting the graph structure at test

stage. Our proposed test-time graph transform is essentially different from these works as we do

not modify the training data but only the test data. It can be of interest to adopt GSL method at
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test time by also adapting the test graph structure. However, most existing GSL methods optimize

the cross entropy loss defined on the labels to update graph structure, thus not applicable in the

absence of test labels. One exception is SLAPS [41] which utilizes a self-supervised loss together

with the cross entropy loss to optimize the graph structure. However, the default setting in SLAPS

is generating structure for raw data points (with no given graph structure). Hence, using SLAPS

for our settings requires considerable changes. Furthermore, we highlight two more weaknesses of

SLAPS compared to GCond.

(a) Introducing additional parameters. SLAPS uses a denoising loss as self-supervision. In

detail, it first injects noise into node features and trains a denoising autoencoder to denoise

the noisy features. This introduces additional parameters from the denoising autoencoder and

inevitably changes the model architecture.

(b) Not learning features. As other GSL methods, SLAPS does not learn node features. We

argue that feature learning is highly important under the abnormal feature setting as shown in

Table C.12. For example, structure learning only improves GCN by 2% on Ogbn-arxiv while

feature learning can improve GCN by 20%. Thus, without the feature learning component, the

performance will significantly drop when encountering noisy features.

Since GCond is highly versatile and we can use any self-supervised loss as the surrogate loss,

we can simply replace the contrastive loss in Eq. (5.6) with the denoising loss of SLAPS instead of

paying considerable efforts in adjusting SLAPS. We refer to the loss used for denoising as SLAPS

loss and adopt it for TTGT. Note that we first train the parameters of the DAE used for denoising

while keeping the pre-trained model fixed. Then we fix both DAE and the pre-trained model and

optimize the test graph for TTGT. The results are shown in Table C.7. From the table, we can

observe that the SLAPS loss (or feature denoising loss) does not work as well as the contrastive loss.

Table C.7: Comparison between SLAPS loss and our contrastive loss.

Amz-Photo Cora Elliptic FB-100 Ogbn-arxiv Twitch-E

None 93.79±0.97 91.59±1.44 50.90±1.51 54.04±0.94 38.59±1.35 59.89±0.50
SLAPS 93.97±1.04 91.41±1.23 50.54±1.81 54.08±0.76 41.38±1.35 59.85±0.68
L𝑠 in Eq. (5.6) 94.13±0.77 94.66±0.63 55.88±3.10 54.32±0.60 41.59±1.20 60.42±0.86
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Table C.8: Comparison between GCond and AD-GCL under the TTGT framework.

Amz-Photo Cora Elliptic FB-100 Ogbn-arxiv Twitch-E

ERM 93.79±0.97 91.59±1.44 50.90±1.51 54.04±0.94 38.59±1.35 59.89±0.50
TTGT+AD-GCL 94.96±0.52 92.38±1.35 54.38±2.77 53.81±0.87 39.16±0.98 59.78±0.65
𝐺𝐶𝑜𝑛𝑑 94.13±0.77 94.66±0.63 55.88±3.10 54.32±0.60 41.59±1.20 60.42±0.86

C.4.3 Comparison to AD-GCL

Next, we compare our method with a graph contrastive learning method with learnable

augmentation AD-GCL [131]. Since AD-GCL is originally designed for graph classification as a

pre-training strategy, the direct empirical comparison between AD-GCL and GCond is not easy.

However, due to the flexibility of GCond, we can integrate AD-GCL into our TTGT framework,

denoted as TTGT+AD-GCL. We present the empirical results in Table C.8. We can observe that

TTGT+AD-GCL generally performs worse than GCond except on Amz-Photo, which indicates that

GCond is a stronger realization of TTGT. Furthermore, we highlight some key differences between

it and GCond.

(a) AD-GCL requires optimization of a min-max problem which involves parameters of graph

structure and model. Thus, adopting it for TTGT would change the pre-trained model architecture.

(b) AD-GCL only augments the graph structure while not learning the features. We argue that

feature learning is highly important under the abnormal feature setting as shown in Table C.12.

For example, structure learning only improves GCN by 2% on Ogbn-arxiv while feature learning

can improve GCN by 20%. Thus, without the feature learning component, the performance will

significantly drop when encountering noisy features.

(c) According to Eq. (9) in the AD-GCL paper, it calculates the similarities between all samples

within each mini-batch. When we increase the batch size, we would easily get the out-of-

memory issue while a small mini-batch will slow down the learning process. As a consequence,

TTGT+AD-GCL is less efficient than GCond: the adaptation time of TTGT+AD-GCL on

Ogbn-arxiv is 12.7s while that of GCond is 2.6s.
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C.4.4 Out-of-Distribution (OOD) Setting

To show the performance on individual test graphs, we choose GCN as the backbone model and

include the box plot on all test graphs within each dataset in Figure C.2. We observe that GCond

generally improves over each test graph within each dataset, which validates the effectiveness of

test-time graph transformation.
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Figure C.2: Classification performance on individual test graphs within each dataset for OOD
setting.

C.4.5 Abnormal Features

For each model, we present the node classification accuracy on all test nodes (i.e., both normal

and abnormal ones) in Figure C.3. GCond significantly improves GCN in terms of the performance

on all test nodes for all datasets across all noise ratios. For example, on Cora with 30% noisy nodes,

GCond improves GCN by 31.0% on overall test accuracy. These results further validate that the

proposed GCond can produce expressive and generalizable representations.

C.4.6 Interpretation on the Refined Graph for Adversarial Attack Setting

To understand the modifications made on the graph, we compare several properties among

clean graph, attacked graph (20% perturbation rate), graph obtained by GCNJaccard, and graph

obtained by GCond in Table C.9. We follow the definition in [202] to measure homophily; “Pairwise
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Figure C.3: Overall node classification accuracy under the setting of abnormal features. GCond
significantly improves the performance of GCN on both abnormal nodes and overall nodes.

Feature Similarity" is the averaged feature similarity among all pairs of connected nodes; “#Edge+/-”

indicates the number of edges that the modified graph adds/deletes compared to the clean graph. From

Table C.9, we observe that first, adversarial attack decreases homophily and feature similarity, but

GCond and GCNJaccard promote such information to defend against adversarial patterns. Second,

both GCond and GCNJaccard focus on deleting edges from the attacked graph, but GCNJaccard

removes a substantially larger amount of edges, which may destroy clean graph structure and lead to

suboptimal performance.

Table C.9: Statistics of modified graphs. GCond promotes homophily and feature similarity.

GCond GCNJaccard Attacked Clean

Homophily 0.689 0.636 0.548 0.654
Pairwise Feature Similarity 0.825 0.863 0.809 0.827
#Edges 1,945k 1,754k 2,778k 2,316k
#Edge+ 108k 118k 463k -
#Edge- 479k 679k 0.6k -

C.4.7 Ablation Study on Surrogate Loss

Since we optimized a combined loss in the settings of abnormal features and adversarial attack,

we now perform ablation study to examine the effect of each component. We choose GCN as

the backbone model and choose 0.3 noise ratio for abnormal features. The results for abnormal

features and adversarial attack are shown in Tables C.10 and C.11, respectively. “None” indicates

the vanilla GCN without any test-time adaptation and “Combined” indicates jointly optimizing a

combination of the two losses. From the two tables, we can conclude that (1) both L𝑠 and Ltrain help
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counteract abnormal features and adversarial attack; and (2) optimizing the combined loss generally

outperforms optimizing L𝑠 or Ltrain alone.

Table C.10: Performance comparison when optimizing different losses for abnormal feature setting.
Both L𝑠 and Ltrain help counteract abnormal features; optimizing the combined loss generally
outperforms optimizing L𝑠 or Ltrain alone.

All Test Nodes Abnormal Nodes
Dataset None L𝑠 Ltrain Combined None L𝑠 Ltrain Combined

Ogbn-arxiv 44.29±1.20 46.70±1.20 64.60±0.22 64.64±0.24 31.50±1.12 35.22±1.17 57.54±0.93 57.69±0.93
Citeseer 39.26±2.02 45.41±2.71 54.97±1.55 52.54±1.08 17.30±1.86 32.93±2.81 42.67±2.78 44.10±2.97
Cora 36.35±1.87 48.71±3.02 66.77±2.54 67.29±1.44 15.80±2.33 35.40±4.05 61.67±3.64 63.90±2.55
Pubmed 62.72±1.20 65.49±1.65 66.56±0.64 70.55±1.55 36.47±1.85 56.77±3.60 60.20±1.97 67.93±2.11

Table C.11: Performance comparison when optimizing different losses for adversarial attack setting.
Both L𝑠 and Ltrain help counteract adversarial attack; optimizing the combined loss generally
outperforms optimizing L𝑠 or Ltrain alone. 𝑟 denotes the perturbation rate.

Loss 𝑟=5% 𝑟=10% 𝑟=15% 𝑟=20% 𝑟=25%

None 57.47±0.54 47.97±0.65 38.04±1.22 29.05±0.73 19.58±2.32
L𝑠 62.40±0.45 59.76±0.93 57.85±1.03 55.26±1.35 52.64±2.35
Ltrain 65.54±0.25 64.00±0.31 62.99±0.34 61.95±0.40 61.55±0.58
Combined 66.29±0.25 65.16±0.52 64.40±0.38 63.44±0.50 62.95±0.67

C.4.8 Ablation Study on Feature Learning and Structure Learning

In this subsection, we investigate the effects of the feature learning component and structure

learning component. We show results for abnormal features and adversarial attack in Tables C.12

and C.13, respectively. Note that “None" indicates the vanilla GCN without any test-time adaptation;

“A′" or “X′" is the variants of GCond which solely learns structure or node features; “Both” indicates

the method GCond that learn both structure and node features. From Table C.12, we observe that

(1) while both feature learning and structure learning can improve the vanilla performance, feature

learning is more powerful than structure learning; (2) combining them does not seem to further

improve the performance but it achieves a comparable performance to sole feature learning. From

Table C.13, we observe that (1) while both feature learning and structure learning can improve the

vanilla performance, structure learning is more powerful than feature learning; and (2) combining

them can further improve the performance. From these observations, we conclude that (1) feature
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learning is more crucial for counteracting feature corruption and structure learning is more important

for defending structure corruption; and (2) combining them always yields a better or comparable

performance.

Table C.12: Ablation study on feature learning and structure learning for abnormal feature setting.
While both feature learning and structure learning can improve the vanilla performance, feature
learning is more powerful than structure learning. Combining them does not seem to further improve
the performance but it achieves a comparable performance to sole feature learning.

All Test Nodes Abnormal Nodes
Dataset None A′ X′ Both None A′ X′ Both

Ogbn-arxiv 44.29±1.20 46.02±1.09 64.88±0.23 64.64±0.24 31.50±1.12 31.96±1.05 58.12±0.83 57.69±0.93
Citeseer 39.26±2.02 39.67±1.96 54.99±1.55 54.97±1.55 17.30±1.86 17.13±1.81 42.73±2.81 42.67±2.78
Cora 36.35±1.87 37.02±1.82 67.40±1.62 67.29±1.44 15.80±2.33 15.67±2.15 64.17±3.18 63.90±2.55
Pubmed 62.72±1.20 62.50±1.21 70.53±1.52 70.55±1.55 36.47±1.85 36.57±1.96 67.90±2.07 67.93±2.11

Table C.13: Ablation study on feature learning and structure learning for adversarial structural attack
setting. While both feature learning and structure learning can improve the vanilla performance,
structure learning is more powerful than feature learning. Combining them can further improve the
performance.

Param 𝑟=5% 𝑟=10% 𝑟=15% 𝑟=20% 𝑟=25%

None 57.47±0.54 47.97±0.65 38.04±1.22 29.05±0.73 19.58±2.32
X′ 64.16±0.24 61.59±0.29 60.07±0.32 59.04±0.49 58.82±0.68
A′ 65.93±0.32 64.31±0.71 63.14±0.39 61.42±0.58 60.18±1.53
Both 66.29±0.25 65.16±0.52 64.40±0.38 63.44±0.50 62.95±0.67

C.4.9 Comparing Different Self-Supervised Signals

As there can be other choices to guide our test-time graph transformation process, we examine

the effects of other self-supervised signals. We choose the OOD setting to perform experiments and

consider the following two parameter-free self-supervised loss:

(a) Reconstruction Loss. Data reconstruction is considered as a good self-supervised signal and

we can adopt link reconstruction [77] as the guidance. Minimizing the reconstruction loss is

equivalent to maximizing the similarity for connected nodes, which encourages the connected

nodes to have similar representations.

(b) Entropy Loss. Entropy loss calculates the entropy of the model prediction. Minimizing the

entropy can force the model to be certain about the prediction. It has been demonstrated effective
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in Tent [142] when adapting batch normalization parameters.

(c) SLAPS Loss. SLAPS [41] utilizes self-supervision to guide the graph structure learning process.

Specifically, it injects random noise into node features and employs a denoising autoencoder

(DAE) to denoise the node features. We refer to the loss used for denoising as SLAPS loss and

adopt it for TTGT. Note that we first train the parameters of the DAE used for denoising while

keeping the pre-trained model fixed. Then we fix both DAE and the pre-trained model and

optimize the test graph for TTGT.

We summarize the results in Table C.14. From the table, we observe that in most of the cases,

the above three losses underperform our proposed surrogate loss and even degrade the vanilla

performance. It validates the effectiveness of our contrastive loss in guiding the test-time graph

transformation.

Table C.14: Comparison of different self-supervised signals for OOD setting. The reconstruction
loss and entropy loss generally underperform our proposed loss.

Amz-Photo Cora Elliptic FB-100 Ogbn-arxiv Twitch-E

None 93.79±0.97 91.59±1.44 50.90±1.51 54.04±0.94 38.59±1.35 59.89±0.50
Recon 93.77±1.01 91.37±1.41 49.33±1.37 53.94±1.03 44.93±4.06 59.17±0.77
Entropy 93.67±0.98 91.54±1.14 49.93±1.56 54.29±0.97 41.11±2.19 59.48±0.64
SLAPS 93.97±1.04 91.41±1.23 50.54±1.81 54.08±0.76 41.38±1.35 59.85±0.68
L𝑠 in Eq. (5.6) 94.13±0.77 94.66±0.63 55.88±3.10 54.32±0.60 41.59±1.20 60.42±0.86

Gradient Correlation. In Figure 5.2, we have empirically verified the effectiveness of Theorem 1

when adopting the surrogate loss in Eq. (5.6) as L𝑠. We further plot the values of 𝜌(𝐺) with different

surrogate losses (i.e., entropy, reconstruction and SLAPS) and L𝑐 on one test graph in Cora in

Figure C.4. We can observe that a positive 𝜌(𝐺) generally reduces the test classification loss. For

example, when using entropy loss, the test loss generally reduces when 𝜌(𝐺) is positive and starts

to increase after 𝜌(𝐺) becomes negative.

C.4.10 Sensitivity to Hyper-Parameter 𝐵

In this subsection, we examine the sensitivity of GCond’ performance with respect to the

perturbation budget, i.e., hyper-parameter 𝐵. Specifically, we vary the value of 𝐵 in the range of

{0.5%, 1%, 5%, 10%, 20%, 30%} and perform experiments on the Ogbn-arxiv dataset for the three
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Figure C.4: The relationship between 𝜌(𝐺) and L𝑐 when adopting different surrogate losses.

settings in Table C.15. Specifically, “Abn. Feat” stands for abnormal feature setting with 30% noisy

feature while “Adv. Attack” stands for the adversarial attack setting with 20% perturbation rate.

From the table, we can observe budget 𝐵 has a smaller effect on OOD and abnormal feature settings

while highly impacting the performance under structural adversarial attack. This is because most of

the changes made by adversarial attack are edge injections as shown in Table C.9, and we need to

use a large budget 𝐵 to remove adversarial patterns. By contrast, GCond is much less sensitive to

the value of 𝐵 in the other two settings.

Table C.15: The change of model performance when varying budget 𝐵 on Ogbn-arxiv.

Setting 𝐵=0.5% 𝐵=1% 𝐵=5% 𝐵=10% 𝐵=20% 𝐵=30%

OOD 40.52 40.69 41.32 41.40 41.70 41.65
Abn. Feat. 64.78 64.80 64.64 64.60 64.57 64.57
Adv. Attack 56.66 56.89 58.30 59.93 62.31 63.47

C.4.11 Different Augmentations Used in Contrastive Loss

In Eq. (5.6), we used DropEdge as the augmentation function A(·) to obtain the augmented view.

In practice, the choice of augmentation can be flexible and here we explore two other choices: node

dropping [172] and subgraph sampling [207]. We perform experiments on OOD setting with GCN

as the backbone model and report the results in Table C.16. Specifically, we adopt a ratio of 0.05 for

node dropping, and ratios of 0.05 and 0.5 for DropEdge. From the table, we can observe that (1)

GCond with any of the three augmentations can greatly improve the performance of GCN under

distribution shift, and (2) different augmentations lead to slightly different performance on different
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datasets.

Table C.16: Performance of GCond with different augmentation used in contrastive loss.

Augmentation Amz-Photo Cora Elliptic FB-100 Ogbn-arxiv Twitch-E

Node Dropping 94.45±0.70 95.00±0.65 56.57±2.99 54.15±0.60 39.95±1.11 60.38±0.74
Subgraph Sampling 94.18±0.75 94.95±0.64 55.40±3.00 54.51±0.56 41.44±1.17 60.52±0.80
DropEdge (0.05) 94.43±0.68 95.10±0.66 56.78±2.86 54.17±0.60 40.19±1.08 60.31±0.74
DropEdge (0.5) 94.13±0.77 94.66±0.63 55.88±3.10 54.32±0.60 41.59±1.20 60.42±0.86

ERM 93.79±0.97 91.59±1.44 50.90±1.51 54.04±0.94 38.59±1.35 59.89±0.50
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