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ABSTRACT

THE EVOLUTION OF NEURAL PLASTICITY IN DIGITAL ORGANISMS

By

Leigh Sheneman

Learning is a phenomenon that organisms throughout nature demonstrate and that ma-

chine learning aims to replicate. In nature, it is neural plasticity that allows an organism

to integrate the outcomes of their past experiences into their selection of future actions.

While neurobiology has identified some of the mechanisms used in this integration, how the

process works is still a relatively unclear and highly researched topic in the cognitive science

field. Meanwhile in the field of machine learning, researchers aim to create algorithms that

are also able to learn from past experiences; this endeavor is complicated by the lack of

understanding how this process takes place within natural organisms.

In this dissertation, I extend the Markov Brain framework [1, 2] which consists of evolv-

able networks of probabilistic and deterministic logic gates to include a novel gate type–

feedback gates. Feedback gates use internally generated feedback to learn how to navigate a

complex task by learning in the same manner a natural organism would. The evolutionary

path the Markov Brains take to develop this ability provides insight into the evolution of

learning. I show that the feedback gates allow Markov Brains to evolve the ability to learn

how to navigate environments by relying solely on their experiences. In fact, the probabilistic

logic tables of these gates adapt to the point where the an input almost always results in

a single output, to the point of almost being deterministic. Further, I show that the mech-

anism the gates use to adapt their probability table is robust enough to allow the agents

to successfully complete the task in novel environments. This ability to generalize to the

environment means that the Markov Brains with feedback gates that emerge from evolution

are learning autonomously; that is without external feedback. In the context of machine

learning, this allows algorithms to be trained based solely on how they interact with the

environment. Once a Markov Brain can generalize, it is able adapt to changing sets of



stimuli, i.e. reversal learn. Machines that are able to reversal learn are no longer limited

to solving a single task. Lastly, I show that the neuro-correlate Φ is increased through neural

plasticity using Markov Brains augmented with feedback gates. The measurement of Φ is

based on Information Integration Theory[3, 4] and quantifies the agent’s ability to integrate

information.
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Chapter 1

Introduction

Many natural organisms rely on phenotypic plasticity, or the ability to adapt to changes

in their environment, to survive and reproduce. Phenotypic plasticity can manifest in many

forms from adjusting to environmental temperature changes to adapting to diet modifications

[5, 6, 7]. Biologists observe organisms that display adaptation by using past experiences to

shape future actions. This form of plasticity is often termed neural plasticity or learning and

is an active area of research [8]. In fact, there are many competing schools of thought about

what defines learning and how the brain executes the process [9, 10, 11, 8]. In this work,

I aim to use the biological perspective to devise a computational model of neural plasticity

capable of advancing knowledge in the fields of biology and artificial intelligence (AI). This

model builds on the Markov Brains framework [1, 2] by adding a novel gate type– feedback

gates. Here I will show that:

• Feedback gates effectively model neural plasticity in Markov Brains.

• Feedback gates allow the model to generalize.

• The neural correlate Φ through learning.

1



1.1 Natural Evolution and Adaptation

To model a system that exhibits processes similar to neural plasticity we must first

understand some of the basic biological concepts involved. In On the Origin of Species,

Charles Darwin presented his theory of evolution based on observations he made as he

traveled the world from 1831-1836 [12]. He reasons that if a species were allowed to reproduce

at its full potential, then its population size would exponentially increase, yet he observed

that all the species he encountered remained relatively stable in size. He also noticed that

natural resources are only produced in limited supply, yet the amount that is available in an

environment remains relatively constant. Both these observations led Darwin to conclude

that more individuals are born than there are resources to support them, so organisms must

compete for the existing resources in order to survive. This struggle for survival allows both

the population size and resource availability to remain stable. Further, when looking at a

species’ population, he also noted that no two individuals were identical and that the specific

variances were passed down to a individual’s offspring (i.e., inheritance). These variations

can aid in an organisms ability to obtain resources, a process he termed natural selection.

Natural selection allows beneficial mutations to be passed down from one generation to the

next and eventually sweep the population; this is called evolution1.

While evolution happens to the individuals within a population, the environment that a

species inhabits can also change, and such change could even be facilitated by other organisms

as well. Changes to a local environment can occur both between generations or over an

individual’s lifetime [14]. Additionally, an organism’s response to the change can occur over

an extended period (through evolution) or in a short time-span (phenotypic plasticity) and

is often the result of a combination of environmental cues [15].

Phenotypic plasticity occurs within the lifetime of an organism; it allows the organism to

adapt its characteristics to survive when faced with environmental changes. Some common

environmental changes that trigger phenotypic plasticity are deviations in population density

1Complied from Evolution: Making sense of life [13]
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or average temperature. Population density can also play a role in phenotypic plasticity. For

example, female sexton beetles (Nicrophorus orbicollis) produce smaller offspring in low-

density populations than in high-density populations [7]. Another environmental change

that can trigger an adaption is when the temperature of the habitat increases or decreases.

For example, the Setophaga discolor has an subadult plumage in the winter, an extreme

body molt in the spring, and displays a adult plumage in the summer [5]. In the above

examples phenotypic plasticity results in physical changes to the organisms that aid in their

survival.

Not all forms of phenotypic plasticity manifest physically; neural plasticity can lead to

adaptive behavioral changes. Neural plasticity is when the organism’s brain can change its

connections based on experience. For example, rats have evolved to use water as a food

resource. However, if they drink water and then are exposed to radiation they will learn to

avoid drinking water as it is associated with a poison. This is known as conditioned taste

aversion [16], which uses past experiences to change future behaviors. As another example,

when learning to navigate a maze, rats use place cells and grid cells to store a layout of

their environment in their neural structure. Once this layout exists, they are able to identify

their location in the environment [17, 18]. In both cases, the visual physical phenotype was

unaffected, only the behavior changed. Additionally, the behavioral change was facilitated

by storing information in the neural substrate (memory) of the organism while leaving its

morphology unaffected.

Among Charles Darwin’s observations in On the Origin of Species was that behavior

was a heritable trait and therefore was subject to evolution [12]. We know that behavior is

the product of updating neural mechanisms in the nervous system [19] which indicates that

neural mechanisms themselves are inheritable traits. Inheritable traits are any characteristic

that a parent passes down to its offspring through genes. The set of genes that the offspring

receives is contained in its genome. The genome is subjected to mutations which can effect:

• the content of the genes.
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• Gene regulation sites which are sites on the genome that control whether a gene is

expressed or not.

• Epigenetic changes which turn gene expression on or off during an organism’s lifetime

without changing the underlying genome [20].

How these genetic changes translate to behavioral changes is a very complex process, and

depends entirely on the organism and trait. Generally speaking, this could be due to genes

that affect development and thus the structure of the brain, components in the brain that

modify neural activity, or more complex interactions.

Both processes of learning and evolution are tightly coupled and can effect each other–

known as the Baldwin effect [21] which, since its conception, has been integrated into the

modern synthesis of evolution [22]. The Baldwin effect states that an organism has an in-

creased chance to reproduce when its ability to survive in its environment is increased. With

the increased ability to survive comes the increased chance to reproduce; this ability may be

the result of an organism having a higher rate of learning a particular advantageous behavior

than its peers. Upon reproduction the genes that aid in an organism’s increased ability to

learn the new behavior are then passed down to the next generation. After many generations

the behavior becomes an instinct, or the inherent inclination to perform a complex behavior.

1.2 Lifetime Adaptation Using Natural Neural Pro-

cesses

Often times when we discuss the behavior of learning we pair it with the term memory.

To understand why, let us examine how biologists study an animal’s ability to learn in a

controlled setting such as a Radial-Arm Maze (RAM), as seen in Figure 1.1. The RAM has

a central corridor with arms extending out. Each of the corridors is raised so that an animal

traversing the maze can see multiple arms at once. The arms of the maze can contain food

rewards that the animal must find to complete the task. In addition to being able to see
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multiple arms at once, the RAM often contains landmarks for the animal to use as clues to

its location; these allow it to efficiently navigate the maze. This task is designed to test the

spatial learning and memory abilities of the animal, usually a rat [23].

First, the animal is allowed to find all sources of food through exploration. By finding

the food rewards, the animal develops a sense of what the given task is. The exploration

also gives the animal a chance to develop an internal representation of the maze layout and

location of landmarks. The animal stores this representation in long-term-memory (LTM).

It is then removed from the maze for a period of time. During this period of time the food

resources are replenished. Next, the animal is placed back in the maze and presented with

the same task: find all the food. Ideally all the food would be found using the most efficient

route. To accomplish this the animal navigates the maze and processes the cues within its

field of vision. When these visual cues are combined with the maze layout stored in LTM,

the animal should able determine where in the maze it is. As it begins to visit each arm, the

animal can remember where it has visited since placement at the beginning of the trial; this

information is stored in a type of short-term memory (STM) often referred to as working

memory (WM). The working memory that the animal uses in the RAM will only last while

the animal is actively thinking about the task and does not change the underlying neural

substrate [24, 25].

The RAM gives biologists a platform to observe how memories are formed through the

observation of learned behavior. This indirect observation is necessary because observing

changes to the neural substrate of the animal is extremely difficult. This observation process

makes memory and learning very nested terms that are at times indistinguishable. For

simplicity, we can think of learning as the process of acquiring new knowledge while a

memory is how the knowledge is expressed.

When neurobiologists seek to explain learning, they rely on the study of the molecular,

cellular, and circuit mechanisms a brain uses when forming memories. We know that the

functions that result in memory storage are interactive and are not the outcome of a se-
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Figure 1.1: Example radial-arm maze. A radial-arm maze has identical arms that extend
from a central chamber. The yellow food sources are placed at the end of each arm. The
animal, represented by the mouse, is given the task of gathering all the food. The red block
represents a visual cue the animal can use to aid in the navigation of the maze.

quential step by step process [8]. While researchers have identified some of these interactive

processes, they have yet to determine the exact contribution each makes in forming and

maintaining a memory [24].

A memory can be classified as either a STM or LTM based on the how the knowledge

is stored. A STM lasts between 4-8 hours [24] and is formed by the continuous activation of

neurons [26] in the hippocampus. However, once a STM is formed, the activation of neurons

can stop and the information will still be retained [24, 8]. Reinforcement triggers the STM

to be converted to LTM that is stored in the neocortex using a gene-expression-dependent

transformation, also known as consolidation [27, 24, 8].

There are several theories of how the underlying neural networks process memories dur-

ing consolidation. Among these are standard consolidation theory and multiple trace theory

[9, 10, 11, 8]. The standard consolidation theory states that the transfer of memory from

the hippocampus to the neocortex takes many years and after completion memories are only

processed in the neocortex [28]. Multiple trace theory distinguishes between how episodic–
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event based– and semantic– concept based–memories are stored. The theory proposes that

while all LTMs are stored and retrieved from the neocortex, episodic memories are recalled

due to triggers from the hippocampus. Sleep has also been shown to contribute to consoli-

dation, though its exact role is unknown [27, 29, 24, 9, 8]. Adding information to an existing

long-term memory, reconsolidation, is another area of interest in neurobiology. Suggested

explanations for incorporating the new knowledge include the reconsolidation protocol, the

semantic transformation model, and the schema modification model [24, 9].

We can look at one generation of a species and observe these basic neural mechanisms

and theorize how they work together to achieve learning in an organism. However, as Theo-

dosius Dobzhansky stated in his 1973 essay Nothing in Biology Makes Sense Except in the

Light of Evolution, to fully understand biology we must integrate evolution into our studies

[30]. Like all biological processes, evolution contributes to the ability to learn and to fully

understand the ability to learn, we must examine many generations. However, given that

lifespans of organisms vary, studying any generational changes to a species can be extremely

difficult, especially when examining how learning evolves [31]. These limitations can be

circumvented by creating computational models that have clearly defined ab-

stractions which map well to their natural counterparts and also incorporate

evolution.

Computational modeling is possible because the evolutionary process is substrate neu-

tral. This means that evolution is a general process not reliant on the materials that are

evolving [32]. Thus, evolution is not limited to natural organisms alone. By modeling the

key components of evolution– inheritance, variation and natural selection– in a computation

model we can form an experimental platform that contains evolution as opposed to sim-

ply simulating it [33]. In fact, we see huge advances coming from artificial life and digital

evolution to understand Darwinian evolution [34].
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1.3 Algorithmic Attempts to Learn

Before we examine computational models that incorporate the evolution of learning, it

is important to understand the traditional computational methods that attempt to learn.

Machine learning is a field of computer science that focuses on developing algorithms that

learn. These learning algorithms are largely inspired by the learning seen in nature, but only

have one goal: classification of data.

There have been many ”learning algorithms” presented over the years and each have

strengths and weakness. For example, Q-learning [35] uses an unsupervised learning envi-

ronment to maximize delayed rewards in a neural network. Each possible action leads to a

reward that affects whether that action is taken again. However, the values of the algorithm

must converge on what the optimal action-to-reward policy is to prove useful, and this re-

quires a very large, computationally expensive network [36, 37]. Another type of learning

algorithm is back-propagation where the network typology is fixed. The algorithm is then

trained using an initial set of data where correct or incorrect answers result in the weights of

the network connections being updated [38]. The training stops when a high percentage of

correct classifications is achieved, but this is not a trivial task [39, 40, 41]. If you are given

the inputs and outputs of a network– a rarity in nature– the Baum-Welch algorithm allows

you to uncover hidden internal functions, thus it is useful for pattern recognition problems

[42, 43]. Multiplicative weights algorithm strengthens or weakens connections in a neural

network– based on the consensus of a pool of experts– to reach a binary decision [44, 45]. All

the experts start with an equal weight and the amount of influence it is given on the next

decision is based on how many correct predictions the expert has made in the past. However,

many times learning must occur when an organism is isolated from receiving advice from

experts. To overcome the shortcomings of an individual method, Google recently combined

a deep convolution neural network, which models the organization of the visual cortex to

solve visual tasks, and a search tree to play the game of GO [46].

Artificial neural networks (ANNs) [27, 47, 48] are interconnected layers of nodes which
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process inputs through hidden layers to determine the classification output. Each predefined

function node is akin to the neurons of natural organisms and the connections between nodes

represent synapses which are weighted. The systems are trained using a set of sample data

where the correct outputs are known. The weights of the connections can be strengthened

or weakened based on the final output being wrong. ANNs have been used to aid in facial

recognition [49, 50] to predict the stock market [51] and to detect cancer [52, 53, 54].

While each of these methods of learning adds insight to the overall process, none of them

are capable of completely modeling the phenomena of lifetime learning in natural organisms.

As illustrated above, the plethora of computational approaches, which are all very specific,

do not investigate the complexity of WM, biological learning, and the evolution thereof at

the same time. These approaches provide external feedback of the “right” and “wrong”

responses to stimuli, while natural organisms must first evolve internal mechanisms that

detect feedback and then integrate them into their cognitive behavior. For example, the

human eye had to first evolve so we can obtain visual feedback to our actions. We then had

to evolve the mechanisms to react to this feedback.

1.4 Evolutionary Computing Harnessing the Power of

Evolution

Now that we are equipped with a basic understanding of how natural organisms learn

and how machine learning attempts to model learning over evolutionary time, we now turn

our focus to modeling the ability to gain knowledge within a lifetime of an AI system.

Since neural plasticity cannot be directly studied, we are forced to use observable behavior

to examine how learning and memory work. The observation of behavior can be easily

performed using computational models.

Evolutionary computing (EC) mimics the evolution found in biological systems using

computational resources, a process Ingo Rechenberg coined as evolutionary strategies [55].

By using evolutionary strategies, we can randomize a population of digital organisms, rep-
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resented as binary genomes, then apply the inheritance, variation and natural selection to

produced increasingly better performing agents. There are many subfields of EC that are

used to solve different classes of problems. In a genetic algorithm (GA), which was introduced

by John Holland in 1975 [56], the genomes represent possible solutions to a given problem,

and evolution is used to produce increasingly optimal solutions. National Aeronautics and

Space Administration (NASA) has used this to solve a number of complex problems: GAs

led to evolved antennas to handle unusual radiation patterns [57] as well as handle schedul-

ing for NASA Deep Space Network’s satellites [58]. Another sub-field, genetic programming

(GP), aims to create or optimize computer programs by providing the algorithm high-level

criteria of what the program needs to accomplish [59]. Recent research has used GP to

increase network security by adapting to attacks [60], build new mechanisms into existing

software [61], and to evolve virtual chess agents who win against champion chess players [62].

Building upon the ANNs mention in Section 1.3, NeuroEvolution of Augmenting Topolo-

gies (NEAT) [63] add the ability to evolve the connections between the nodes of an ANN and

their weights. The evolution of these connections are based on the same principles found in

nature– inheritance, variation, and natural selection. Researchers have used NEAT to auto-

matically select the best features for an algorithm to use in machine learning [64], to evolve

neural networks that can play video games [65, 66, 67], and to search for novel solutions to

problems to avoid local maxima of the fitness function [68].

While EC is an engineering endeavor inspired by biology it does not aim to model

natural organisms. For example, it has been used to optimize laser fields [69], to optimize

welded beam design [70], or to produce levels in video games [71] – all important problems

which have nothing to do with the way natural organisms learn. However, here my aim

is to understand the natural evolution of intelligence, more specifically learning, thus the

computational model I use needs to closely model biology. To achieve this we need to mimic

natural feedback which occurs internally, not as a function of external verification. At the

same time, we don’t want nor need to model every aspect of biology. A computational model
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such as molecular dynamics might be more accurate in respect to nature, but it would also

be too complex to understand the essential components. It is therefore necessary to create a

model that contains the right level of abstraction. Here, I focus on the principles of internally

generated feedback, and the idea that the neural substrate has to change over both the course

of evolution and during the lifetime of the organism. Further, the mechanisms that change

the neural substrate during the lifetime of the organism are also controlled again by evolution.

Now that we are equipped with a basic understanding of the theory of natural evolution,

how learning processes work and the history of EC, we can explore the evolution of learning.

To facilitate this I will use Markov Brains. In the following sections I will describe the

components of my computational model.

1.5 Experimental System

1.5.1 Markov Brains

To investigate the evolution of learning I will use Markov Brains (MBs) [1, 72, 73, 74,

75, 76, 77, 78, 79], a specific form of artificial neural networks, to explore neural mechanisms

while optimizing outcomes using EC. MBs are computational logic units (gates) that are

genetically coded and subject to evolution. Often when we speak of MBs, we refer to agents

or animats, both of which are simply the embodiment [80] of MBs that allows their sensors

and actuators to control an agent.

Each MB is represented by a sequence of numbers that serves as the genome that can be

subdivided into number sequences that encode computation units. This process is similar to

how genes encode proteins. These genes determine the number, type and starting values of all

the gates, as well as how they connected to each other, sensors and actuators. Additionally,

the MBS contain hidden states that are only used internally, i.e. they cannot be directly

accessed by elements of the agent’s environment.

At the core of every MB is a state buffer which serves as a storage unit for all input,

hidden, and output states (nodes). Typically, the nodes in the buffer are referred to using
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indexes that start with 0. The genome encodes how logic gates read and write to this buffer.

The starting values for the buffer are initiated to 0 at the birth of the organism. However,

the environment sets the values for the inputs to be written into the same buffer; we can

think of this as time step t. These new values are then processed as inputs to all the Brain’s

gates which then update the state buffer with their outputs. We refer to the new set of

values as the state buffer at time step t+ 1.

To fully understand the transformation that takes place between t and t + 1, we must

explore how each gate processes information. Every gate has a set number of inputs, i, and

outputs, o, and each input has a chance to select any output. It is important to note that,

at least theoretically, any input should be able to result in any output. However, how each

gate does this mapping between inputs and outputs can evolve. To control when a specific

input results in a given output the gates rely on what can be thought of as a probability

table whose size is 2ix2o. Each cell within the table represents the percentage of time a given

input will call a certain output.

MBs contain either deterministic gates, probabilistic gates, or a combination of the

two. In deterministic gates every input correlates to a specific output, while the inputs

of probabilistic gates use a stochastic model to determine output. Typically, MBs contain

a series of gates which are encoded numbers that are akin to the nucleotides of a natural

organism. To decode the genome into the series of gates a process similar gene transcription

in DNA is used. Specifically, each gate type has a unique start codon (two nucleotides) that

when encountered during MB genome decoding signals that the next section of the genome

contains information to initiate the gate. More specifically, there are four nucleotides, or

individual numbers in the genome, directly following the start codon: the number of inputs,

the number of outputs, the states used for input, and the states used for output. However,

each of these numbers are not directly placed in the genome, but instead undergo encoding

processes.

To encode the nucleotide that specify the number of inputs and outputs Equation 1.1,
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where N is the number of input or outputs, l is the value of the nucleotide and Nmax is the

maximum number of inputs or outputs. Current implementations use a Nmax = 4. When

N < 4 the genome contains non-coding nucleotide for all placements between N and Nmax.

The nucleotide for each individual input or output indicates which node in the state buffer

it connects to. Equation 1.2 is used to determine each nucleotide x.

N =

⌊
l

255
Nmax

⌋
(1.1)

x =

⌊
l ∗N
255

− 0.5

⌉
(1.2)

As discussed in Section 1.1, evolution occurs to individuals in a population over many

generations. Therefore, a single MB cannot evolve in isolation but rather must evolve with

other agents. When creating an evolutionary model of MBs, we first randomly generate the

genomes for all organisms in the population. Generally all genomes have the same starting

length and are seeded with the same number of start codons. These agents then perform

a task and receive a fitness value based on their performance level. The agents are then

ranked by fitness and a selection process is implemented. Generally this results in the better

performing agents being given more offspring than those who perform poorly.

Each MB is decoded at the beginning of every generation since the genomes are sub-

jected to evolution and thus can vary each time they reproduce. There are three mutation

types allowed during the inheritance process: point mutations, insertion, or deletions. Point

mutations occur when the value of an individual nucleotide is changed and typically have a

0.3% chance of occurrence at each sites.

In the MB framework, there are upper and lower limits to the length of the genomes

to prevent them from becoming extremely large or small. Genomes only have a chance to

experience insertion or deletion once per generation. Therefore, the chance of occurrence of

these events are higher than the chance of a point mutation occurring. Genomes with less
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Figure 1.2: Genetic encoding of a deterministic gate. The genome is a sequence of
nucleotides that encode the structure of all gates and their connections to the nodes of the
state buffer. Each node in the state buffer is numbered sequentially with a starting index
of 0. In the sample genome the numbers in the red boxes represent the starting codons of
a deterministic gate; 43 followed by 213. All green boxes are responsible for encoding the
number of inputs and the nodes they connect to. Purple boxes encode the number of outputs
and the nodes they are connected to. While the remaining nucleotides determine the values
in the gate’s probability table. The gate diagram is a visualization of the gate the genome
encodes.
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than 20, 000 nucleotides have a 2% chance to experience an insertion event. The insertion

process mimics a transposition event in genetics in that it takes a section of between 256

and 512 nucleotides which are copied and then inserted into a random location. Genomes

that have more than 1, 000 nucleotides have a 2% chance of deletion of a random section of

between 256 and 512 nucleotides.

The number of generations that the evolutionary process takes to converge on a solution

varies based on both the type of gates that the MBs are allowed to used and the complexity

of the task. Based on prior experiments, we know that deterministic gates usually converge

in fewer generations than when probabilistic gates are used.

None of the MB implementations to date have supported lifetime adaptation that change

the MB structure because it is set at birth, yet they have been shown extremely useful at

solving tasks [1, 72, 73, 74, 75, 76, 77, 78, 79]. In this work, I will present a novel gate type

that enables me to implement and investigate neural plasticity in digital organisms.

1.5.2 Feedback Gates

The key feature of neural plasticity in natural organisms is that the organism is able to

update their neural structure based on their past experiences. While there have been other

evolvable neural networks that model neural plasticity by updating the topology and/or

weights of the networks during their lifetime [81, 82, 83, 84, 85, 86, 87, 88, 89, 90, 91], they

fail to consider how natural organisms receive feedback. In nature, the process of learning

begins with a sensorial percept that must than be interpreted to produce positive or negative

feedback. For example, a small child may hear the phrase “good job” after putting away

their toys, but until they are able to internalize the praise they must learn that this is

positive feedback. Here I present a novel MB gate type – feedback gates– that are capable

of updating their probability gates within generations, i.e. their lifetime, and thus model

neural plasticity.

Feedback gates are very similar to probabilistic gates in that their internal probability
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table defines the likelihood a given input results in a specific output at any given update.

More specifically, we use a probability matrix P that has a size of 2ix2o. Each cell of the

matrix is represented by Pio which contains the probability that input i results in output o.

By definition of a probability, we know that the sum of all o for a i must be 1.0. This is

shown in Equation 1.3 where O is the maximum number of possible outputs of each gate.

1.0 =
O∑

o=0

Pio (1.3)

The gates output at any given update is the result of probability Pio, thus if that input-

output mapping proves beneficial then the probability it used again should increase. By the

same token, if the action was detrimental then the probability that it occurs again should

decrease. However, we know that the sum over all probabilities for each input must sum to

1.0. This means that when Pio is adjusted, then all other probabilities must also adjust. To

ensure that 1.3 remains true, when any probability changes in row Pi the entire row is then

normalized.

Feedback gates add two input channels, one for positive feedback and one for negative

feedback. These feedback channels are present in all feedback gates they are not functional

until they are connected to nodes in the MB’s t state buffer. These connections are a product

of evolution.

Since the connections link any node in the t state buffer, the source of the feedback can

be a sensor or a hidden node. Regardless of the type of node the channels read from, 0 the

gate acts like a standard probability gate when it is set to . However, when set to 1, feedback

is used to trigger an update to the gate’s probability table using the process described above.

In the most basic conditions, when feedback is triggered the Pio of the last action taken

is changed by a random number in the range [0, δ]. If the input adjustment comes from the

positive input channel the value is increased; when negative feedback is called for the value

in decreased. The value of Pio has a limited range of 0.01 to 0.99.

Because MBs are networks of gates it is possible that the signal a feedback gate generates
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connects into other gates. Therefore it might take several updates for the effects of the

feedback gates signal to effect the t + 1 state buffer (See Figure 1.3). By the same token,

there may also be a delay in how the environment reacts to the agent’s actions, which would

in turn cause a delay in when new sensorial inputs are received. Thus, if Pio is updated

based solely on the action taken on the last update the feedback provided to the gate would

be insufficient.

Markov Brain

                    Environmental 
                       Evaluation

Feedback Gates

`

`

t 

t+1 

Sensor Inputs

Motor Outputs

Consistent
World

Updates

Figure 1.3: How feedback gates interact with their environments. Feedback gates
receive input through the t state buffer and control the actions of the Markov Brain through
the t+ 1 state buffer. The feedback gates are part of a bigger network of gates that update
the t+ 1 state buffer. The world only provides information about itself through changes to
the t state buffer and the feedback gate must interpret those signals internally. This figure
is adapted from Figure 2.1 .

Since the action that was disadvantageous or advantageous could have occurred many

updates back, the gate needs a way ensure the responsible action is adjusted. Therefore, a

memory queue was added to the gates that stores a list of the probabilities responsible for

the past D actions. As shown in Figure 1.4, both the positive and negative feedback channels

have queues encoded in their genome. Much like the number of inputs and outputs, these

channels have a Dmax = 4 of queues. Each D in the queue represents the magnitude of the

change to the probability table using Equation 1.4. The elements of the queue are processed
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sequentially from oldest to youngest, and after each step of the sequence the probability

matrix becomes normalized again (See Figure 1.5 for an example). Because the forces are

encoded in the genome they are subjected to evolution.
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Figure 1.4: Genetic encoding of a feedback gate. The start codons (44 and 211) are
shown in red, followed by the number of inputs in green and number of outputs in purple.
The next two numbers are encode the number of the node the positive (teal) and negative
(peach) feedback channels. After that the length of the each channels queues are given. Each
queue has a maximum length of 4, thus all four spots are always present in the genome. The
encoding of the probability table in brown completes the gate encoding.

F =
l + 1

256
(1.4)

Before the advent of feedback gate, MBs relied on hidden nodes of the state buffer to

store a “memory”. In order to maintain this information through multiple time points the

node containing the memory cannot change. When we compare this to natural organisms

this ”memory” is akin to WM. On the other hand, feedback gates add the ability to store
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Figure 1.5: Update process of feedback gates. The positive (green) and negative (red)
channels detect when feedback is given. In this specific example, I assume that at the first
update the gate received an input of 0 for A and 1 for B. The probability table then returns
an output of 1 (See Panel 2). In the probability table I marked the value that mapped the
input 0,1 to the output 1 in blue. Technically, all probabilities in the row for that input are
responsible, but here we call only the probability in blue the responsible one since it was used.
It should be higher if that mapping was advantageous, and lower if the decision of the gate
was had negative consequences. In Panel 3 the gate now receives a positive feedback signal,
and no negative signal otherwise. Consequently, the formerly marked blue probability needs
to be increased indicated by the upward facing arrow in the probability table (0.7 becomes
0.8). Because each row in the table is summing to 1.0 in order to ensure that all entries
remain probabilities, I need to re-normalize the row, and thus the other values need to be
decreased (light gray probability with an arrow facing down. After feedback is computed,
new inputs need to be processed. Here the gate receives a 1 for input A and a 0 for input B.
This leads to a new output of 0, which identifies a new probability in the probability table,
highlighted in blue (See Panel 3 blue highlight). At the next update (See Panel 4), the gate
now receives a new negative feedback, but no positive one. This means that the probability
remembered (blue) was too high and needs to be decreased. Similarly, due to normalization,
the other values in that row need to be increased, indicated by the upwards facing arrow in
the light gray box. Again, after feedback was applied, the gate still needs to map the newly
received input (1,1) to an output, and remembers the responsible probability (blue). This
demonstration is also shown in Chapter 2.
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memory “physically” within their logic table. This method of storage allows the MB to store

information throughout the lifetime of the MB, regardless of the the numbers contained in

the state buffer. The updates to the probability tables of feedback gates are an abstraction

of changes to neural substrate that we observe in nature.

1.5.3 Experimental Setup

Many organisms in nature have to learn how to interact with the world over their

lifetime. As humans we do not know how to walk at birth, rather over a series of trial

and error learn how to control our muscles to achieve the task over time. I will show that

feedback gates use their ability to update their probability tables to learn to accomplish a

complex task. This task is the basis of all projects presented in the remaining chapters.

Agents are presented with a complex navigation task where, in order to optimally reach

their goal, they must learn to correlate their cognitive states to their movements. The

environment they are placed in is a 64x64 cell lattice where a cell is randomly selected to

serve as the goal the agent must reach. To prevent the agent from escaping the lattice, a 1 cell

boundary is placed around the perimeter. At this point the lattice is empty with boundaries

if the agent were asked to navigate to the goal the task would be somewhat trivial. However,

if obstacles are added the task becomes much harder, so non-passable walls are placed in 1
7

of the cells within the boundaries of the lattice. At each remaining cell, Dijkstra’s path [92]

to the goal is computed so the optimal path is known, and an indicator is placed in the cell.

In cases in which two neighboring cells have the same optimally, one of these is chosen at

random as the next closest to the goal. We can now think of the cell indicators as arrows

that give the agent directions to reach the goal in the shortest number of cells.

The agent is then placed on a random, empty cell whose path to the goal is 32 cells long

facing a random direction (north, west, south, or east). The agent’s sensor nodes are able

to detect the arrow provided by the cell they are placed on. The agent perceives the action

indicated by the arrow, depending on the direction the agent is facing. For example, when
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the arrow points west the agent will detect that it should move forward only when facing

west. Input to the agent is provided via four binary sensors that indicate how to reach the

next cell in its Dijkstra’s path.

The agent can move through the lattice by turning to the left or right 90 degrees or by

moving forward. In order to achieve optimal performance the agent would need to follow

the arrows directions by turning the proper way and moving forward. If the agent was able

to directly control its agents based simply on decoding the given arrow the navigation task

would be quite trivial. Instead the agent is tasked with choosing four intermediate options

(A,B,C,or D) at any given update, as seen in Figure 1.6. At the agent’s birth these four

intermediate options are mapped to the four possible actions: move forward, turn left, turn

right or do nothing. There are now 24 combinations that the option-to-action maps that

the agent could be placed in. It must use its experiences to determine the mapping of its

current environment. This additional learning process is required to reach the goal in an

optimal number of steps and thus increases the task complexity. Since an agent is not given

direct feedback (as explained in Section 1.5.2) its actions about further intricacy arises which

require the agent to evolve a mechanism to discern its current mapping.

1.6 Contributions

Now that the experimental components– the MBs, feedback gates, and the task used– of

the system I used have been explained, the following four sections describe the experiments

I performed to answer:

• Do feedback gates evolve the ability to learn?

• Can feedback gates allow for generalization? If so, does generalization lead to reversal

learning?

• How does learning influence information integration?
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Figure 1.6: Navigation task overview. In the top panel an agent (black vehicle) navigates
to the goal (red bulls-eye) by correctly following the gray arrows. In this panel the agent
has learned the correct action-to-behavior mapping and reaches the goal in minimal steps
by selecting actions BACAAABA. The bottom shows the path the agent may take if the
action-to-behavior mapping was changed. In this mapping the agent takes extra steps to
reach the goal by executing actions BACAACABACAA. (This figure appears in Chapter
1.6.2 and is a derivative figure from 4.1.

1.6.1 Do Feedback Gates Evolve the Ability to Learn?

As stated in Sections 1.3, there have been many attempts to develop learning algorithms,

however none of these successfully investigate the intricacies of biological learning. There

has also been research that focuses on modeling evolution to solve problems, as discussed

in 1.4, but none specifically understand lifetime plasticity. In Chapter 2, I prove that MBs

with feedback gates are a tool capable of doing just that: studying the natural evolution of

intelligence.

One key to modeling natural learning is to limit the feedback agents receive to internal
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feedback. This requires agents to evolve cognitive mechanisms to interpret how their actions

affect their position in the environment. Here I evolve 300 populations of 100 agents for

500, 000 generations in the environment described in Section 1.5.3. Each generation the

agents are given 512 updates to reach the goal as many times as possible in each of the 24

environments. Their performance on each map is used to drive the evolutionary process. At

the conclusion of the evolutionary replications I then analyze each replicate’s line of descent.

Using the numbers obtained in the analysis phase, I compare the average performance

when feedback is applied versus when it is not applied over evolutionary time. I found that

when agents are given to the ability to use feedback they reach the goal significantly more

than when they are not. Agents who were able to complete the task using only advanced

heuristics emerged during evolution, though these agents lacked optimal performance. Ad-

ditionally, I explored if the probability table of the feedback gates as well as the amount

of mutual information gained during the agents lifetime. At the end of the agents lifetime,

feedback gates converge on an optimal probability table that mimics a probability table of

a deterministic gate. Along these lines, a gain in mutual information is correlated with

increased performance. These results prove that feedback gates allow MBs to model the

evolution of neural plasticity.

1.6.2 Can Feedback Gates Allow for Generalization?

In Section 1.6.1 I showed that MBs with feedback gates are capable of solving the

navigation task by changing their probability tables during their lifetime to become almost

deterministic using feedback from their current environment. However, it is possible that

agents are capable of learning because they were shown all possible action-to-behavior map-

pings during evolution. Given that feedback gates adjust their probability tables based on

the environment they are placed in, it is likely that they posses the ability to generalize.

A generalist agent is able to find the relation between different stimuli seen in previous ex-

periments and solve any given task set in front of it despite having never seen that exact
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task before. In the context of human learning this process is akin to using context clues to

aid in task completion. However, in machine learning the generalization is often limited by

overfitting and underfitting of the learning algorithm [93], concepts we will explore in more

detail in Chapter 3. Additionally, in the chapter I proposed a set of experiments to identify:

• Are agents are able to navigate novel mappings?

• If so, what are the minimum number of maps required during evolution to facilitate

generalization?

To test if MBs with feedback gates are able to generalize, I again make use of the

environment described in Section 1.5.3. Instead of showing agents all 24 combinations of

action-to-behavior mappings, I form subsets of the mappings that show agents between 1

and 24 mappings during evolution. For each of the 24 subsets I evolve 100 instances of

evolution with a population size of 100 agents. Each replicate was evolved for 500, 000

generations and fitness was based on the average number of goals reached in 512 updates

during each generation. Further analysis was run on the line of descent of all replicates where

the agents were shown all 24 mappings.

During analysis I compared the the average agent performance on maps they have seen

during evolution to their performance on maps they have not seen in each of the 24 subsets of

mappings. I found that when agents are presented enough experiences, aka mappings, they

are able to generalize. Further there are a clear number of experiences required to develop

the skill. I also analyzed the mean delta mutual information of the agents both across subsets

and versus performance. These tests show the amount of mutual information agents gain

within their lifetime is influenced by these experiences which is reflected their performance

across all mappings. Further, I discovered that 3 strategies to solving the navigation task

exist: memorization, advance heuristics, and learning. The emergence of each strategy is

heavily influenced by the number of mappings seen during evolution. These findings suggest

that there is a lower bound of experiences that a natural organism must have before they
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are able to generalize.

1.6.3 Does Generalization Lead to Reversal Learning?

In addition to the ability of MBs with feedback gates to generalize, Chapter 1.6.2 ex-

plores if agents can reversal learn. Reversal learning is when organisms adapt to one set

of stimuli and then the stimuli set is changed which forces them to learn the new set to

survive. The change in stimuli requires organisms to first recognize a difference in outcomes

and then adjust their behavior to the new queues. Since MBs are able to generalize to new

environments, the question now becomes: Are they able to reversal learn?

Additional analysis steps were performed on the same agents evolved in Section 1.6.2

to test if they were able to reversal learn. For each subset of mappings seen in evolution,

I allow agents to explore a mapping for 512 updates and then switch the action-behavior-

mapping which they explore for an additional 512 updates. This test demonstrates that

reversal learning does occur, but the performance suffers in the second mapping agents see.

These findings indicate some degree of reversal learning is a by-product of the evolution of

generalization.

1.6.4 How Does Learning influence Information Integration?

The neuro-correlate Φ is used to quantify the amount of information integration a cog-

nitive system performs, and will be explained in 4. Since the introduction of information

integration theory [94, 95, 96, 97] it has been shown that integrated information increases

over the course of Darwinian evolution [1]. Further, Joshi et. al. [74] established that the

complexity of the task to be solved defines a lower bound of Φ and Albantakis et.al. [77] that

more complex environments require an ever increasing amount of Φ. Given that feedback

gates change their probability tables within their lifetime we can ask:

• Does learning result in an increase or decrease in Φ?

• Does Phi increase or decrease within the lifetime of an agent?
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• Is performance correlated to the change in Φ?

To this end, I used agents 2 from Section 1.6.1 who were top performers on the nav-

igation. First I used the line of descent of these agents to compare the measurement of

Φ when feedback was allowed and when it was not. The comparison showed that learning

increases the value of Φ over evolutionary time. I then subdivided the agents’ lifetimes and

computed Φ at 5 major milestones. I find that Φ increases over the course of the lifetime.

To determine if performance is correlated to Φ, I examined δperformance vs δΦ and found that

the increase Φ correlates to a increase in performance. This means that Φ increases not only

over evolutionary time but also when learning.

2Observe that in the context of phi agents are called animats. This is purely traditional, both terms are
synonymous.
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Chapter 2

Evolving Autonomous Learning in

Simple Cognitive Networks

2.1 Introduction

Natural organisms not only have to fit their environment, but also have to adapt to

changes in their environment which means that they have to be plastic. While plasticity

occurs in many forms, here we focus on neural plasticity which we define as an organisms

ability to use “experiences” to improve later decisions and behavior. Being able to solve a

T-maze repetitively, remembering where food located, avoiding places where predators have

been spotted, and even learning another language are all cognitive abilities that require an

organism to have neural plasticity. We will show how this neural plasticity can evolve in

a computational model system. Neural plasticity allows natural organisms to learn due to

reinforcement of their behavior [98]. However, learning is tied to specific neural mechanisms-

working memory (WM), short-term memory (STM) and long-term memory (LTM). While

learning was initially perceived as a new “factor” in evolution [21], potentially even indepen-

dent, it has since been well integrated into the Modern Synthesis of Evolution [22]. Evolution

and learning can have a positive effect on each other [99, 100], however, this is not necessarily

always the case [101]. This has several implications: Evolution begin with organisms that

could not adapt during their lifetime, which means that they had no neural plasticity. The
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only feedback that the evolutionary process receives is differential birth and death. As a

consequence, learning will only evolve if it can increase the number of viable offspring, and

it can only do so if there is a signal that predictably indicates a fitness advantage [102].

Organisms receive many signals from their environment which have to be filtered and

interpreted. Irrelevant signals should be ignored while others require adaptive responses.

This can be done through instincts or reflexes in cases where fixed responses are necessary.

In other cases information has to be stored and integrated in order to inform later deci-

sions, which requires memory and learning. To distinguish between actions that lead to

advantageous results and those that are disadvantageous organisms need positive or neg-

ative feedback. However, none of the signals organisms receive are inherently “good” or

“bad”; even a signal as simple as food requires interpretation. The consumption of food

has to trigger positive feedback within the organism in order to function as a reward. The

machinery that triggers the feedback is an evolved mechanism and is often adaptive to the

environment. If food were a global positive feedback signal, it would reinforce indiscriminate

food consumption. Organisms would not be able to avoid food or store it for later, but

instead eat constantly.

Another important detail we have to consider is the difference between learning and

memory. While memory is information about the past, learning is the process that takes

a sensorial percept and, typically by reinforcement, retains that information for later use.

Specifically, sensor information is stored in working memory (WM) [25, 24]. Imagine this

as the flurry of action potentials that go through the brain defining its current state. In-

formation that a living organism needs to store for a moment is believed to reside in STM

[24, 8], but how information transforms from WM to STM is not fully understood [8, 25, 10].

Natural systems use their LTM if they want to keep information for longer. Presumably,

information from STM becomes reinforced and thus forms LTM, this is sometimes referred

to as consolidation [24, 8, 27]. The reinforcement process takes time and therefore is less

immediate than STM. In addition, memories can be episodic or semantic [9, 8, 24] and can
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later be retrieved to influence current decisions. While information in the working memory

can be used to influence decisions, it does not change the cognitive substrate. However,

long term potentiation (or other neural processes) use this information to change the neural

substrate by presumably forming or modifying connections.

In summary, if we want to model the evolution of learning in natural organisms properly,

we need to take the following statements seriously:

• evolution happens over generations while learning happens during the lifetime of an

organism

• evolution is based on differential birth and death (selection) and learning evolved to

increase the number of viable offspring and/or to avoid death

• organisms do not receive an objective “positive” or “negative” signal, but instead

evolved mechanisms to sense and interpret the world so that they can tell what actions

were positive and which ones were not

• memory is information about the past and can be transient

• information in the WM does not change the cognitive machinery, while learning changes

the substrate to retain information for longer, which turns transient into permanent

information

2.1.1 Machine Learning

Computer science and engineering are typically not concerned with biological accuracy

but more with scalability, speed, and required resources. Therefore, the field of machine

learning is much more of a conglomerate of different methods which straddle the distinct

concepts we laid out above. Machine learning includes methods such as data mining, clus-

tering, classification, and evolutionary computation [103]. Typically, these methods try to

find a solution to a specific problem. If we provide an explicit reference or example class we
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refer to it as supervised learning since the answer is known and the fitness function quan-

tifizes the difference between the provided solution and the ones the machine generates. For

unsupervised learning we provide a fitness function that measures how well a machine or

algorithm performs without the need to know the solution in advance. Genetic algorithms

(GAs), which are a form of evolutionary search, work in supervised or unsupervised contexts,

whereas learning algorithms are typically supervised. A special class are learning to learn

algorithms, which improve their learning ability while adapting to a problem [104] but do

not necessarily apply evolutionary principles.

Genetic algorithms clearly optimize from one generation to the other, while learning

algorithms on the other hand could be understood as lifetime learning. Q-learning [35]

optimizes a Markov Decision Processes by changing probabilities when a reward is applied.

Typically, delayed rewards are a problem, that deep-Q learning and memory replay try

to overcome [105]. Artificial neural networks can be trained by using back propagation

[41, 39, 40], the Baum-Welch algorithm [42, 43], or gradient decent [106, 107] which happens

episodically, but on an individual level and not to a population that experiences generations.

Multiplicative weights algorithm strengthens or weakens connections in a neural network-

based on the consensus of a pool of experts [45, 44], again on an individual level.

At the same time, memory and learning are often treated interchangeably. Recurrent

artificial neural networks can store information in their recurrent nodes (or layer) without

changing their weights, which would be analogous to WM. Similarly, the system we use,

Markov Brains (MB), can form representations about their environment and stores this

information in hidden states (WM), again transiently without changing its computational

structure [72] (For a general explanation of Markov Brains see https://arxiv.org/abs/

1709.05601 [2]). Changes to the weights of an ANN, the probabilities of a Markov process,

or the probabilities of a partially observable Markov decision process (POMDP) [108] reflect

better learning, since those changes are not transient, and change all future computations

executed by the system.
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We also find a wide range of evolvable neural network systems [109, 63, 110] (among

many others) which change from generation to generation and allow for memory to form by

using recurrent connections. Alternatively, other forms of evolving systems interact and use

additional forms of memory [61, 89]. In order to evolve and learn, other systems allow the

topology and/or weights of the neural network to change during evolution while also allowing

weight changes during their lifetime [81, 82, 83, 84, 85, 90, 86, 87, 88, 89, 91]. Presenting

objective feedback to adapt these systems during their lifetime allowed their performance

to improve. As a consequence, the machinery that interprets the environment to create

feedback was of no concern, but, as stated above, natural organisms also need to evolve

that machinery to learn. We think it is quite possible to change these systems to not rely

only on external feedback. Instead, they themselves could create the feedback signal as part

of their output. However, none of the systems mentioned above is an evolvable MB (for a

comparison see Figure 2.1 A vs. B).

In our approach we use MBs [1], which are networks of deterministic and probabilistic

logic gates, encoded in such a way that Darwinian evolution can easily improve them. MBs

have been proven to be a useful tool to study animal behavior [75, 76], neural correlates

[74, 72, 77],evolutionary dynamics [111], decision making [78, 112], and can even be used as

a machine learning tool [73, 113]. One can think of these MBs as artificial neural networks

(ANN) [47] with an arbitrary topology that uses Boolean logic instead of logistic functions.

Through sensors these networks receive information about their environment as zeros or ones,

perform computations and typically act upon their environment through their outputs. We

commonly refer to MBs that are embodied and through that embodiment [80] interact with

their environment as agents (others use the term animat which is synonymous). MBs use

hidden states to store information about the past similar to recurrent nodes in an ANN.

The state of these hidden nodes has to be actively maintained which makes the information

volatile. The information in the hidden states can be used to perform computations and

functions as memory. This form of memory resembles WM or STM more than LTM due
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its volatile nature. In the past, the entire structure of a MB would be encoded by the

genome and would not change over the lifetime of the agent. Here we introduce what we call

feedback gates, which allow MBs to use internal feedback to store information by changing

their probabilistic logic gates (see Methods for a detailed description of feedback gates). Like

other systems these updates do not change the topological structure of the node network

but rather the probabilities within the gates; similar to how learning in ANN is achieved

through weight changes. However, feedback is not an objective signal coming from the

environment but must be generated as part of the evolved controller. The feedback gates

only receive internally generated feedback to change their behavior. This linkage between

inputs, evaluation of the environment to generate feedback, how feedback gates receive this

information, and how everything controls the actions of the agent evolves over time (see

Figure 2.1 B).

feedbacksensor input

neural network

motor output

environment 
evaluates
actions 

sensor input

motor output

Markov Brain
evaluates 

environment

feedback
gates

consistent
world

updates

consistent
world

updates

A) B)

Figure 2.1: Comparison of two different approaches to feedback generation. Tra-
ditional methods have the environment evaluate the actions of a neural network (or similar
system) and then generate feedback which is provided as an external signal, similar to adding
another input (panel A). Our approach (panel B) integrates both the feedback generation
and the feedback gates into the Markov Brain. This way, the world provides consistent
information about itself which can be evaluated so that feedback generation does not need
to be offloaded to the environment, but becomes part of the entire machine. The entire
connectivity as well as feedback gates are integrated as part of what needs to evolve.

Here we introduce feedback gates that allow MBs to change their internal structure
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which is akin to learning and forming long-term memories during the lifetime of an organism.

The closest similarity can be found in Q-learning or deep-Q learning, which changes the

probabilities within a Markov Decision process even if rewards are delayed [103] (for a detailed

explanation of the feedback gate function see Materials and Methods as well as supplementary

information Figure 2.7). We will show that feedback gates function as expected and allow

agents to evolve the ability to decipher sensor inputs so that they can autonomously learn

to navigate a complex environment .

2.2 Results

Natural organisms have to learn many things over their lifetime including how to control

their body. Here the environment used to evolve agents resembles this problem. Agents have

to learn to use their body in order to navigate properly. The environment is a 2D lattice

(64x64 tile wide) where a single tile is randomly selected as the goal an agent must reach.

The lattice is surrounded by a wall so agents cannot escape the boundary, and 1
7

of the

lattice is filled with additional walls to make navigation harder. From the goal the Dijkstra’s

path is computed so that each tile in the lattice can now indicate which of its neighboring

tiles is the next closest to the goal. In cases where two neighbor tiles might have the same

distance, one of these tiles is randomly selected as the next closest. For ease of illustration

we can now say that a tile has an arrow pointing towards the tile that should be visited next

to reach the goal in the shortest number of tiles.

The agent, controlled by a MB, is randomly placed on a tile that is 32 tiles away from

the goal and facing in a random direction (north, west, south, or east). Agents can see

the arrow of the tile they are standing on. The direction indicated by the tile is relative

to the that of the agent, so that a tile indicating north will only be perceived as a forward

facing arrow if the agent also faces north. The agent has four binary sensors that are used

to indicate which relative direction the agent should go to reach the goal.

The agent can move over the lattice by either turning 90 degrees to the left or right, or by
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moving forward. So far, in order to navigate perfectly, the agent would simply need to move

forward when seeing a forward facing arrow, or turn accordingly. Instead of allowing the

agent to directly pick a movement, it can choose one of four intermediate options (A,B,C,or

D) at any given update. At the birth of an agent, these four possible options are mapped

to the four possible actions: move forward, turn left, turn right, do nothing. As a result,

the complexity of the task increases when the agent has to learn which of the 24 possible

option-to-action maps currently applies to navigate the environment properly. The agent

is not given any direct feedback about its actions; a mechanism must evolve to discern the

current mapping which is rather difficult.

In prior experiments [1, 72, 77, 73, 76, 74, 78, 111, 75], MBs were made from deterministic

or probabilistic logic gates that use a logic table to determine the output given a particular

input. Deterministic gates have one possible output for each input, while probabilistic gates

use a linear vector of probabilities to determine the likelihood for any of the possible outputs

to occur. To enable agents to form LTM and learn during their lifetime we introduce a

new type of gate: feedback gate. These gates are different from other probabilistic gates, in

that they can change their probability distribution during their lifetime based on feedback

(for a detailed description, see below). This allows for permanent changes which are akin

to LTM. While MBs could already retain information by using hidden states, now they can

also change “physically”. MBs must evolve to integrate these new gates into their network

of other gates and find a way to supply feedback appropriately.

2.2.1 Feedback Gate Usage

To test if the newly introduced feedback gates help evolution and increase performance,

we compare three different evolutionary experimental conditions. Agents were evolved over

500,000 generations that could use only deterministic logic gates, only probabilistic logic

gates, or all three types of gates–deterministic, probabilistic, and feedback gates to solve the

task.
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When analyzing the line of descent (LOD; see materials and methods), we find a strong

difference in performance across the three evolutionary conditions (see supplementary in-

formation Figure 2.8). None of the 300 agents that were evolved using only probabilistic

logic gates were capable of reaching the goal in any of the 24 mappings. The agents that

were allowed to use only deterministic logic gates failed to reach the goal in 225 of the

300 experiments, but the remaining 75 agents never reached the goal more than five times.

Agents allowed to use all gates including feedback gates only failed to reach the goal in 75

experiments and in the remaining 225 experiments they reached the goal on average 5 times;

the best performer reaching the goal 9 times on average. A Wilcoxon rank sum test [114]

comparing the final distributions of performances for each experimental condition showed

that we can reject the hypothesis that they were drawn from the same distribution (with

the lowest p-value smaller than 10−20). This shows that agents that were allowed to use

feedback gates outperform all other conditions by far.

It is not entirely surprising to us that agents using only probabilistic gates struggle

in this task; because agents using probabilistic gates generally evolve slower, which might

explain the effect. However, to our surprise, we found a couple of agents who were only

allowed to use deterministic gates evolved to solve the task at least a couple of times. In the

group that could use all three types of gates, we found 3 agents that could reach the goal

on average 5 times using only probabilistic gates, as opposed to the 9 times the top agent

with feedback gates could reach the goal on average. This shows two things: the task can

be solved using only the gate inputs (i.e. WM) and providing agents with feedback gates

during evolution allows them to reach the goal more often. This is an important control

because from a computational point of view there is no qualitative difference between WM

and LTM as both methods allow for recall of the past.

Populations allowed to use feedback gates quickly evolve the ability to reach the goal

in any of the 24 possible environments. The variance of their performance supports the

same idea, that agents do not become better by just performing well in one environment,
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but instead evolve the general ability to learn the mapping each environment presents (See

Figure 2.2 panel B).
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Figure 2.2: Performance over evolutionary time. Panel A solid line shows how often the
goal was reached (W ) by all 300 replicate experiments across all 24 possible environments for
agents on the line of descent. The dotted line is the same average performance for the same
agents when their feedback mechanism was disabled. The underlying gray-shade indicates
the standard error. Panel B shows how often on average the 300 replicate agents on the line
of descent could not reach the goal a single time in any of the 24 possible environments as
a black line. In red is the variance in performance on the line of descent as an average over
all 300 replicate experiments.

Now that we have shown that agents with feedback gates are capable of evolving a

solution to navigate in this environment, we have to ask if they actually utilize the feedback

gates. For that, all agents on the LOD were tested again but their feedback gates were kept

from changing their probability tables. Comparing these results with the agents performance

when using the feedback gates regularly reveals that the agents rely heavily on their feedback

gates (see Figure 2.2 panel A). This implies that the evolved agents indeed store information

about the environment for longer periods using their feedback mechanism. If they would

have used hidden states as the only means to save information for later, blocking the feedback

signal would not have caused a loss of function. Therefore feedback gates indeed allow for
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the formation of LTM.

2.2.2 Feedback gates change over time

We find that the probability tables modified by feedback become specifically adapted

to each of the 24 possible mappings the agents get tested in. See Figure 2.3 as an example

of the best performing agent using only one feedback gate. Some rows in the probability

tables converge to having a single high value that is specific to the environment the agent

experienced (for more details see supplementary information Figures 2.9 and 2.10). This

shows, that indeed feedback gates become specifically adapted to the environment the agent

experiences. It also indicates, that agents change their computational machinery according

to their environment and do not rely solely on WM to perform their task.

The change to the feedback gates’ probability tables can be quantified by measuring the

mutual information each table conveys at birth and after the agent completes the task. We

find that the mutual information is generally lower at birth (∼0.25) and higher at the end of

the task (∼0.8). This signifies that the agents have more information about the environment

at death than they did at birth, as expected. We then compute the difference between both

measurements, (∆̄), which quantifies the change of mutual information over the lifetime

of the agent. When discretizing these values for different levels of performance, we find a

strong correlation (r = 0.922) between performance and increase in mutual information (see

Figure: 2.4). This shows that agents who perform better increase information stored in their

feedback gates over their lifetime.

2.2.3 Differences between agents using feedback gates and those

who do not

We wanted to test if feedback gates improve the agents ability to learn. Those agents

that evolved to use feedback gates generally perform very well in the environment, however,

we also find other agents that only use deterministic gates and still have an acceptable
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Figure 2.3: Probability tables of a feedback gate after it learned each of the 24
possible mappings. Each of the 24 gray scale images corresponds to a feedback table
adapted during the lifetime of an agent to a different mapping. The darker the color, the
lower the probability, observe that rows have to sum to 1.0. Some rows, apparently those
of input combinations that were never experienced, remain unadapted. Rows one, two, and
seven of each table converge to a single high value surrounded by low probabilities.

performance. This either suggests that feedback gates are wither not necessary or that they

do not provide enough of an selective advantage to be used every time. It is also possible

that there is more than one algorithmic solution to perform well in this navigation task. All

of these points suggest that a more thorough analysis and comparison of the independently

evolved agents is necessary.

We find that agents that do not use feedback gates require a much greater number of

logic gates than those who do (see Figure 2.5). This seems intuitive, since feedback gates

can store information in their probability tables whereas agents that do not use them need
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Figure 2.4: Change in mutual information of feedback gates for different levels of
performance. The change in performance (∆̄) is shown on the y-axis for different
performances (W). The performance for all 300 final organisms using all types of
gates was measured and put into ten bins, ranging from the lowest performance
2 to the highest performance of 12, with a bin size of 1. Error-bars indicate the
variance.

to store all information in their WM. This suggests that there might be a difference in the

evolved strategy between those agents that use feedback gates and those who do not. When

observing the behavior of the differently evolved agents we find that there are two types of

strategies (see supplementary information Figures 2.11 and 2.12 for details). Agents that

evolved brains without feedback gates use a simple heuristic that makes them repeat their

last action when the arrow they stand on points into the direction they are facing. Otherwise,

they start rotating until they move off a tile, which often results in them standing again on

a tile that points into the direction they are facing, which makes them repeat the last action

(see supplementary information Figure 2.13).

Agents that evolved to use feedback gates appear to actually behave as if they learn

how to turn properly. They make several mistakes in the beginning, but after a learning

period perform flawlessly. Of the 300 replicate evolutionary experiments where agents were

allowed to use all types of logic gates, 56 did not evolve using feedback gates. Comparing
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Figure 2.5: Correlation of number of feedback gates to deterministic gates. Each
dot represents the number of feedback gates the last agent on the line of descent has versus
the number of deterministic gates it has in 300 replicates. The more feedback gates an agent
has the less deterministic gates it evolves; the feedback gates allow agents to decrease brain
size while still solving the task.. The Pearson correlation coefficient between the number of
feedback gates and deterministic gates is −0.52 with p-value of 8.64e−06

the actions those 56 agents take with the remaining 244 which do use feedback gates we first

find that as expected the group using feedback gates reached the goal more often on average

(5.33 times, versus 4.89 times for those agents not using feedback gates) which suggests a

difference in behavior. The usage of actions is also drastically different during evolution

(see Figure 2.6). Agents using feedback gates reduce the instances where they do nothing,

minimize turns and maximize moving forward. Agents not using feedback gates are less

efficient because they rely on forward movements while minimizing times where they do

nothing and turns. In conjunction with the observations made before, we conclude that

indeed agents not using feedback gates, use some form of heuristic with a minimal amount

of memory while agents using feedback gates learn to navigate the environment properly

and quickly (see supplementary information Figure 2.14 and Section 2.6.8 for a more details

regarding the evolved solutions).
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A B

Figure 2.6: Different actions performed while navigating over evolutionary time.
Both panels show the average use of forward (green), do nothing (red), and turn (black)
commands over generations. Gray background indicates the standard error. Panel A shows
those 244 agents that do use feedback gates, Panel B shows the remaining 56 independently
evolved agents that do not use feedback gates. Agents on the LOD were analyzed.

2.3 Discussion

In prior experiments, Markov Brains could evolve to solve various complex tasks and

even form memories that represent their environment [72]. However, these MBs use binary

hidden states to store information about the environment similar to WM or STM, but lacked

a feedback mechanism that allowed them to change their internal structure, very much like

long term potentiation would lead to LTM. Other systems like artificial neural networks

already allowed for a similar process, were weights could be adapted due to feedback. We

augmented MBs with feedback gates that use the multiplicative weight update algorithm to

change their probabilities given positive or negative feedback.

It is important to note that this feedback is not directly provided by the environment to

the agents but must be internally generated by the MB. In addition, MB need to integrate

these feedback gates into their cognitive machinery during evolution. We showed that we

can successfully evolve MBs to use feedback gates. These gates generated internal feedback

and they change their internal probabilities as expected. However, we also find competing

strategies, which instead of evolving to learn deploy some form of heuristic. In the future

it might be interesting to study under which evolutionary conditions either heuristics or
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learning strategies evolve (similar to Kvam 2017). We used a biological inspired task and

we see the future application of this technology in the domain of computational modeling to

study how intelligence evolved in natural systems and to eventually use neuroevolution as the

means to bring about general artificial intelligence. ANNs that are specifically optimized by

machine learning will solve specific classification tasks much faster than the model introduced

here. The idea is not to present a new paradigm for machine learning, but to implement a

tool to study the evolution of learning. While using MBs augmented with feedback gates

will probably not be competitive with other supervised learning techniques, it remains an

interesting question: How would typical machine learning tools perform if challenged with

the task presented here? (see supplementary information Figure 2.15 for a comparison with

Q learning on a single environment).

One problem encountered by systems that receive external feedback is “catastrophic

forgetting” [115, 116]. When the task changes, feedback will cause the system to adapt

to their new objective but they forget or unlearn former capabilities. Requiring adaptive

systems to interpret the environment in order to generate internal feedback might be a way

to overcome this problem; assuming that the fitness function or evolutionary environment

not only changes but also actively rewards organisms who do not suffer from “catastrophic

forgetting”.

We now have the ability to evolve machines inspired by natural organisms that can

learn without an objective external signal. This gives us a tool to study the evolution of

learning using a computational model system instead of having to use natural organisms. It

will also allow us to study the interplay between evolution and learning (aka Baldwin effect)

and explore under which circumstances evolution benefits from learning and when it does

not; we propose to use this model to study these questions in the future. Another dimension

we will investigate in the future is the ability of MBs to change their connections due to

feedback, not just the probabilities within their gates.
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2.4 Conclusion

As stated before, combining evolution with learning is not a new idea. We think that

it is in principle very easy for other systems to internalize the feedback. For example, it

should be easy to evolve an artificial neural network to first interpret the environment,

and then use this information to apply feedback on itself. However, we need to ask under

which circumstances this is necessary. By providing training classes for supervised learning

situations we can already create (or deep learn) machines that can learn to classify these

classes. In addition, we often find these classifiers exceed human performance [117, 46]. If we

are incapable of providing examples of correctly classified data we use unsupervised learning

methods and only need to provide a fitness function that quantifies performance. But we

know that fitness functions can be deceptive and designing them is sometimes more of an art

than a science. When interacting with future AI systems we should find a different way to

specify what we need them to do. Ideally they should autonomously explore the environment

and learn everything there is to know without human intervention - nobody tells us humans

what to research and explore, evolution primed us to pursue this autonomously. The work

presented here is one step into this direction and will allow us to study evolution of learning

in a biological context as well as explore how we can evolve machines to autonomously learn.

2.5 Methods

Markov Brains are networks of probabilistic and deterministic logic gates encoded by

a genome. The genome contains genes and each gene specifies one logic gate, the logic

it performs and how it is connected to sensors, motors and to other gates [1, 72, 111].

A new type of gate, the feedback gate, has been added to the Markov Brain framework

(https://github.com/LSheneman/autonomous-learning),and this framework has been used

to run all the evolutionary experiments. The Markov Brain framework has since been up-

dated to MABE [118]. See below for a detailed description of each component:
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2.5.1 Environment

The environment the agents had to navigate was a 2D spatial grid of 64x64 tiles. Tiles

were either empty or contained a solid block that could not be traversed. The environment

was surrounded by those solid blocks to prevent the navigating agent from leaving that space.

At the beginning of each agent evaluation a new environment was generated and 1
7

of the

tiles were randomly filled with a solid block. The randomness of the environments maintains

a complex maze-like structure across environments, but no two agents saw the exact same

environment.

A target was randomly placed in the environment, and Dijkstra’s algorithm [92] was

used to compute the distance from all empty tiles to the target tile. These distances were

used to label each empty tile so that it had an arrow facing to the next closest block to the

target. When there was ambiguity (two adjacent tiles had the same distance) a random tile

of the set of closest tiles was chosen. At birth agents were randomly placed in a tile that

had a Dijkstra’s number of 32 and face a random direction (up, right, down, or left). Due to

the random placement of blocks it was possible that the goal was blocked so that there was

no tile that is 32 tiles away, in which case a new environment was created, which happened

only very rarely.

Agents were then allowed to move around the environment for 512 updates. If they

were able to reach the target, a new random start orientation and location with a Dijkstra’s

number of 32 was selected. Agents used two binary outputs from the MB to indicate their

actions– 00, 01, 10, or 11. Each output was translated using a mapping function to one of

four possible actions- move forward, do nothing, turn left, or turn right. This resulted in

24 different ways to map the four possible outputs of the MB to the four possible actions

that moved the agent. The input sensors gave information about the label of the tile the

agent was standing on. Observe that the agent itself had an orientation and the label was

interpreted relative to the direction the agent faced. There were four possible arrows the

agent could see– forward, right, backward, or left– and were encoded as four binary inputs,
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one for each possible direction. Beyond the four input and two outputs nodes, agents could

use 10 hidden nodes to connect their logic gates. Performance (or fitness) was calculated

by exposing the agent to all 24 mappings and testing how often it reached the goal within

the 512 updates it was allowed to explore the world. At every update agents were rewarded

proportional to their distance to the goal (d), and received a bonus (b) every time they

reached the goal, thus the fitness function becomes:

W =
n<24∏
n=0

((
t<512∑
t=0

1

1 + d
) + b) (2.1)

2.5.2 Selection

After all agents in a population were tested on all 24 option-to-action mappings at each

generation, the next generation was selected using tournament selection where individuals

are randomly selected and the one with the best fitness transmits offspring into the next

generation [119]. The tournament size was set to five.

2.5.3 Mutation

Genomes for organisms in the first generation were generated randomly with a length

of 5000 and 12 start codons were inserted that coded for deterministic, probabilistic, and

feedback gates. Each organism propagated into the next generation inherited the genome

of its ancestor. The genome had at least 1, 000 and at most 20, 000 sites. Each site had

a 0.003 chance to be mutated. If the genome had not reached its maximum size stretches

of a randomly selected length between 128 and 512 nucleotides got copied and inserted at

random locations with a 0.02 likelihood. This allowed for gene duplications. If the genome

was above 1000 nucleotides, there was a 0.02 chance for a stretch of a randomly selected

length between 128 and 255 nucleotides to be deleted at a random location.
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2.5.4 Feedback Gates

At every update of a probabilistic gate, an input i resulted in a specific output o. To

encode the mapping between all possible inputs and outputs of a gate we used a probability

matrix P . Each element of this matrix Pio defined the probability that given the input i

the output o occurred. Observe that for each i the sum over all o must be 1.0 to define a

probability:

1.0 =
O∑

o=0

Pio (2.2)

where O defines the maximum number of possible outputs of each gate.

A feedback gate uses this mechanism to determine its output at every given update.

However, at each update we consider the probability Pio that resulted in the gate’s output

to be causally responsible. If that input-output mapping for that update was appropriate

then in future updates that probability should be higher. If the response of the gate at

that update had negative consequences, then the probability should be lower. As explained

above, the sum over all probabilities for a given input must sum to one. Therefore, a single

probability cannot change independently. If a probability is changed, the other probabilities

are normalized so that equation 2.2 remains true.

But where is the feedback coming from that defines whether or not the action of that

gate was negative or positive? Feedback gates posses two more inputs, one for a positive

signal and one for a negative signal. These inputs can come from any of the nodes the

Markov Brain has at its disposal, and are genetically encoded. Therefore, the feedback can

be a sensor or an output of another gate. Receiving a 0 at either of the two positive or

negative feedback inputs has no effect, whereas reading a 1 triggers the feedback.

In the simplest case of feedback a random number in the range [0, δ] is applied to the

probability Pio that was used in the last update of the gate. In case of positive feedback the

value is increased; in the case of negative feedback the value is decreased. The probabilities

cannot exceed 0.99 or drop below 0.01. The rest of the probabilities are then normalized.
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The effects of the feedback gate are immediately accessible to the MB. However, because

MBs are networks, the signal that a feedback gate generates might need time to be relayed

to the outputs via other gates. It is also possible that there is a delay between an agent’s

actions and the time it takes to receive new sensorial inputs that give a clue about the

situation being improved or not. Thus, allowing feedback to occur only on the last action

is not sufficient. Therefore, feedback gates can evolve the depth of a buffer that stores prior

Pio values up to a depth of 4. When feedback is applied all the probabilities identified by

the elements in the queue are altered. The δ is determined by evolution and can be different

for each element in the queue.

2.5.5 Line of descent

An agent was selected at random from the final generation to determine the line of

descent (LOD) by tracing the ancestors to the first generation [120]. During this process,

the most recent common ancestor (MRCA) is quickly found. Observe that all mutations

that swept the population can be found on the LOD, and the LOD contains all evolutionary

changes that mattered.
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2.6 Supplementary Information

2.6.1 Feedback Gate

A feedback gate is very similar to a probabilistic logic gate, in that it has inputs, outputs

and a probability table that defines the likelihood that an input gets mapped to an output at

every given update (See Figure 2.7 1). However, it also possesses two additional connections,

one to detect when positive feedback is given, and one for negative feedback (See Figure 2.7

red and green wires going into the gate). In our specific example here, we assume that at

the first update the gate did, it received an input of 0 for A and 1 for B. It then used the

probability table and returned an output of 1 (See Figure 2.7 2). In the probability table

we marked the value that mapped the input 0,1 to the output 1 in blue. Technically, all

probabilities in the row for that input are responsible, but here we call only the probability in

blue the responsible one. The probability should be higher if that mapping was advantageous,

and lower if the decision of the gate was incorrect or had negative consequences. In step

3, the gate now receives a positive feedback signal, and no negative signal otherwise (See

Figure 2.7 3). Consequently, the formerly marked blue probability needs to be increased as

indicated by the upward facing arrow in the probability table (0.7 becomes 0.8). Because

each row in the table is summing to 1.0 in order to ensure that all entries remain probabilities,

we need to re-normalize the row, and thus the other values need to be decreased (light gray

probability with an arrow facing down). After feedback is computed, new inputs need to be

processed. Here the gate receives a 1 for input A and a 0 for input B. This leads to a new

output of 0, which identifies a new probability in the probability table, highlighted in blue

(See Figure 2.7 3 blue highlight).

At the next update (See Figure 2.7 4), the gate now receives a new negative feedback,

but no positive one. This means that the probability remembered (blue) was too high and

needs to be decreased. The arrow facing down in the dark blue section of the table. Similarly,

due to normalization, the other values in that row need to be increased, indicated by the
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upwards facing arrow in the light gray box. Again, after feedback was applied, the gate still

needs to map the newly received input (1,1) to an output, and remembers the responsible

probability (blue).

This principle would only allow for immediate feedback. When implemented A memory

queue is added to remember the sequence of all responsible probabilities. The depth of

the queue is evolvable and when feedback is applied, all probabilities in the queue become

modified (positively or negatively depending on the nature of the feedback). The magnitude

of the change is also evolvable. The elements of the queue are processed sequentially for

oldest to youngest, and after each step of the sequence the probability matrix becomes

normalized again.
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Figure 2.7: Functionality of a feedback gate. See the text for an explanation.
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2.6.2 Minimum Performance Distribution

For each evolutionary experimental condition, we recorded the minimum number of

times each of the 300 agents reached the goal across all 24 maps. We see that minimum

number of times an agent reaches the goal has a left-skewed distribution in all three treat-

ments, indicating that learning the task is non-trivial.
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Figure 2.8: Minimum Performance Distribution for three experimental conditions.
Black: all gates allowed, blue: probabilistic gates allowed, red: only deterministic gates.

2.6.3 Feedback Integration

Agents that were evolved using feedback gates have the potential to change their prob-

ability table within their lifetime. By computing the difference between the tables from each

feedback gate at birth and after 512 updates, we find that indeed these tables change over

their lifetime, but this difference neither increases or decreases over evolutionary time (see

Figure 2.9). The difference was computed using the root mean square method. In addition,

we find only a very weak correlation between the amount of change and performance (see

Figure 2.10).

2.6.4 Computational Networks

When we compare the behavior of the best performing agent using feedback gates with

that of the best performing agent that does not use feedback gates, we find one very striking
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Figure 2.9: Root mean square difference between probability tables at birth and
after learning is over for each generation on the LOD.
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Figure 2.10: Correlation of change in root mean square to performance at the end
of evolution.

difference. To exemplify this we show the best performing agent without feedback gates

(see Figure 2.12) that evolved a complex network of deterministic gates (shown with square

boxes) and seem to make use of the hidden nodes of the Markov Brain. The best performing

agent that has feedback gates (see Figure 2.11) seems to write to the hidden states less and

both output nodes receive a signal from the feedback gate (seen in the octagon).

2.6.5 Performance Plots

Each image (see Figure 2.13) depicts an environment where the cells are labeled using

a gray arrow, pointing towards the optimal path. Dark gray boxes are walls or obstacles in
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Figure 2.11: Computational network of best performing agent using feedback. In-
put nodes are orange, output nodes are blue, hidden nodes are white. Positive feedback
connections are green arrows, and negative feedback are red arrows. Logic gates are rect-
angular boxes, while the feedback gate is an octagon. The top row of nodes represents the
states at time point t, while the bottom row of nodes represents the internal states of the
Markov Brain at time point t+ 1.
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Figure 2.12: Computational network of best performing agent not using feedback.
Input nodes are orange, output nodes are blue, hidden nodes are white, logic gates are
rectangular boxes. The top row of nodes represents the states at time point t while the
bottom row of nodes represents the internal states of the Markov Brain at time point t+ 1.

the environment. The red arrows indicate the orientation and location an agent had during

its life. Once agents reached the goal, they were put back to a random location 23 steps
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away from the goal. The left two images, labeled A and C, depict the path in environment

16, and the right two images, labeled B and D, show environment 21. We see that either

evolved agent moves on a straight line without attempting to take turns when they move

on a straight line of forward facing arrows. However, the agent using feedback gates makes

fewer mistakes when it comes to turns, whereas the agent not using feedback gates struggles

to find the correct direction at every turn and reaches the goal less often.

Best performing agent using feedback gates (mapping 16) Best performing agent using feedback gates (mapping 21)

Best performing agent not using feedback gates (mapping 16) Best performing agent not using feedback gates (mapping 21)

A B

DC

Figure 2.13: Path comparison of the best performing agent with feedback versus
best performer without feedback.

2.6.6 Average Updates to Goals

For the top 50 performing agents using all three types of gates–deterministic, proba-

bilistic, and feedback gates– we recorded the number of updates it takes to get to the first

five goals (see Figure 2.14). This allows us to estimate the progression of learning. We find

that the time to reach the first goal takes about 118 steps, to the next one only 54, and

finally this trend stabilizes at about 50 steps to the goal.
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Figure 2.14: Average updates required to reach first five goals.

2.6.7 Learning a Single Map

To create a fair comparison between Q-learning and MBs we evolved 300 replicates

of MBs to solve one map for 5,000 generations. Here we plot the mean performance over

evolutionary time for agents on the LOD (see Figure 2.15). Agents were able to match the

performance of the Q-learners fewer than 400 generations.
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Figure 2.15: Performance over evolutionary time when evolved on a single map.

2.6.8 General function of feedback learning agents

Reconstructing the set of logic instructions for each agent is simple, however the al-

gorithm implemented by an agent remains epistemically opaque (See Marstaller 2010). All

computations happen in parallel and representations about concepts are spread over nodes
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instead of being neatly compartmentalized. This makes it impossible to distill a narrative.

However, general statements like the number of nodes or the number of gates are possible.

Also, different evolutionary experiments might result in different types of solutions, which

further complicates the attempt to create a narrative for the function of an agent. When try-

ing to understand the evolved agents, we found at least one remarkable design feature. Very

much like the agents controlled by a heuristic, feedback gates preferred to receive positive

feedback from the sensor indicating that the agent now faces forward. It seems reasonable

to do that since actions that turn the agent to be facing forward are always good as they

can advance to the next tile.
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Chapter 3

The Effects of Feedback learning on

Generalization and Reversal Learning

3.1 Introduction

One goal of Artificial intelligence (AI) research is to create algorithms that are able to

adapt to their surroundings. But to adapt in a truly flexible way may requires applying

concepts learned to accomplish one task to a new task not previously attempted. This kind

of flexibility is known as generalization. For example, if a hypothetical robot learned to walk

from point A to point B in a flat room and was asked to go up a flat of stairs to point

C, it would have to use the basic skills of balance and muscle control skills to reach the

next floor. There has been extensive research done to develop systems which adapt through

their physical presence [121, 122, 123] and recent research has shown how we can adapt the

cognitive abilities of the systems [81, 82, 83, 84, 85, 90, 86, 87, 88, 89, 91, 124] (and others).

The cognitive abilities of these systems are often controlled through learning algorithms,

which use past experiences to correctly predict future outcomes. Typically these algorithms

use information gained from a training set, or a subset of the possible data, to construct a

model capable of making accurate predictions. The model is then tested on a different subset

of the data, or test set. Generalization occurs when a model is able to correctly predict the

test set of data [125, 126]. Similarly, great advances have been made using feedback learning
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where an objective external signal informs the learner regardless if the actions were good or

bad [127, 128, 46].

However, these machine learning algorithms suffer common pitfalls of overfitting and

underfitting that limit the robots from generalizing to a variety of task [126]. Overfitting

occurs when the model produces a low bias with a high variance [129] and is a result of either

having a training set that is not representative of the data or using poor feature selection.

In nature overfitting would be akin to an organism being able to perform one task extremely

well and failing at all others. Underfitting demonstrates a high bias with a small variance

[129] and results from not having enough information in the training set to capture a trend.

Underfitting would be similar to an organism that performs many tasks but is not highly

skilled in any of them. Research often focuses on eliminating the overfitting of an algorithm

to a particular task [130, 131, 132]. The same holds true for classifiers or regression models.

Recently we presented a different way to address the problem of creating adaptive ma-

chines. Typically, objective external feedback is given to the system, and then the application

of this feedback directly affects the system. In nature, however, we find that everything starts

with a sensorial percept, that needs to be interpreted so negative or positive feedback can

be generated internally by the organism receiving the percept. Loosely speaking, you had

to first learn that the phrase “good job” is a positive feedback before you could use it as

such. Therefore, we evolved not only an agent to navigate an environment, but also required

it to evolve the machinery that interprets the consequences of the actions it takes and then

apply feedback internally. This resembles much closer what occurs in nature, breaks with

the former paradigm of feedback learning, and raises new questions.

If feedback is not applied directly, but the machine has to evolve the ability to interpret

the environment before it can apply feedback, what does this mean to over- or underfitting?

After all, feedback is now synthesized by the machine, and thus we have to ask if the machine

either evolved to learn only those environments it has seen, or if it evolved the ability to

provide general feedback, so that it can learn an arbitrary environment. In many machine
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learning algorithms positive or negative reinforcement is explicitly provided to the machine

by a external source. Here feedback is not provided by an external source but rather is

internally generated from observations of how past actions influenced the environment. This

means that the typical concept of positive or negative reinforcement might not apply to

machine learning systems anymore.

We can think of the internal feedback that our system uses in terms of the binding or

symbol grounding problem seen in nature. In general terms, a binding problem is when the

brain must integrate multiple stimuli to form a representation of its environment. Assuming

that internal feedback and the binding problem are linked allows us to think about our system

in a different way. In a nutshell, our sensors are general purpose machines that receive stimuli

which first need to be interpreted before we can perceive a qualia and thus a binding between

sensorial inputs and external reality must first be computed (For a more detailed introduction

see [133, 134]). When providing external objective feedback, as in machine learning, we

bypass the binding problem. One could argue that in order to understand cognition (and

learning) we cannot simply detour such a fundamental problem but we instead need to

integrate it in our models. To this end, MBs evolved to perceive the world, and then also

needed to interpret (bind) the environment in order to know whether or not actions were

good or bad. However, it still needs to be tested if such change allows for generalization to

happen, or if the machinery that interprets the environment and generates the feedback is

not prepared to facilitate such change.

Additionally, if a system can still generalize then the question becomes: can they adjust

to different environments using reversal learning? Reversal learning is the ability to become

trained on a stimulus and after some period the stimulus changes and something else or the

opposite needs to be learned [135, 136]. After all to generalize on the system is be able to

adapt to an environment; reversal learning is simply using the same principles of adaptation

to adjust to the changes. Here we will investigate the extent to which Markov Brains (MBs)

[2] are able to generalize from a small subset of test cases and how they will be able to
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reversal learn. The MBs were chosen for this investigation since they already have learning

capabilities [124].

Evolvable Markov Brains, are networks of computational logic units (gates) that are

genetically coded and subject to evolution [1, 72] and have a built in feedback mechanism

[124]. Each MB is represented by a sequence of numbers that serves as the genome and

contains stretches of numbers that encode computational units similar to how genes encode

proteins. These genes determine each gate’s type and starting states along with the networks

inter-connectivity and connections to their sensors and actuators.

Typically, MBs can contain deterministic, probabilistic, or feedback gates and each gate

maps an input i to an output o. In deterministic gates each input correlates to a specific

output, while probabilistic gates are coded to map inputs to outputs using a probability

table. Since inputs and outputs to gates are binary (0 or 1) each probabilistic gate contains

a table of size 2ix2o to account for every possible mapping of inputs to outputs. This table is

defined by the genome, and can be adapted by evolution. During the lifetime of the agents

these values never change. However, the process of learning creates long lasting memories

which typically involve the neural substrate to change. Therefore, feedback gates also use a

probability table but the values are allowed to change due to feedback during the lifetime of

the agent [124].

Feedback gates have been shown to improve an agent’s performance within their lifetime

using a navigation task that contains a large amount of ambiguity. In this experiment agents

are given the task to reach a randomly selected goal. The path to the goal is indicated to the

agent as arrows on the floor that instruct the agent to move forward, to turn left or to turn

right. However, the agent cannot just turn or move; it is given four actions to choose from.

These four actions (A,B,C,or D) map to one of four behaviors (turning 90 degrees to the left

or right, doing nothing or by moving forward) and the way they are mapped is environment

specific. It is this mapping that the agent has to learn, but instead of receiving feedback of a

beneficial or detrimental action, the agent needs to observe the environment, draw the right
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conclusions, and apply feedback appropriately. For example, in map one action A will move

the agent forward, B turns it left, C turns it right and D does nothing. In map two A results

in a forward movement, B turns the agent left, C turns it right and D does nothing (for more

details see 3.1). There are 24 permutations of possible action-to-behavior mappings, some

of which may be withheld during evolution so generalization abilities can be tested. After

the agent has seen all that is allowed during evolution tournament selection was performed

to select the agent with the highest fitness to produce offspring for the next generation for

500,000 generations. Through this evolutionary process agents learn how to associate the

what action results in which behavior to navigate their environment.

This environment has been used to show lifetime learning [124] and to examine how

learning impacts the neuro-correlate Φ [137], which is based on Information Integration

Theory [94, 3, 95, 96, 4, 97]. Here we use the navigation task from Sheneman and Hintze

2017 but evolve agents in a subset of the possible mappings, then determine a) if agents

are able to navigate novel mappings and, if so, b) the minimum number of maps required

during evolution to facilitate generalization. Additionally we will test the agents’ ability to

reversal learn, by first exposing them to one environment which they must adapt to, then

just to move them into a new environment with a different mapping. The question is whether

agents can adapt to a new environment once they have learned to navigate in another. We

will show that the ability to reversal learn evolves for free and that it evolves without being

explicitly selected for.

3.2 Materials and methods

3.2.1 Agent

The Brain of the agents had 4 input sensors, 2 output motors, and 10 hidden states.

Each of the four detectable instructions were wired to an input sensor: sensor 0 indicates that

the agent should stay in the same place, 1 tells it to go right, 2 go forward and 3 turn left.

Each square of the environment contains an instruction that the agent can detect. These

60



e

A B C D
Forward
Right
Left
Right

X

X
X

X

Actions:    BACAAABA

A B C D
Forward
Right
Left
Right

X
X
X
X

Actions:    BACAACABACAA

ArrowAgent Goal Wall

Figure 3.1: Navigation task overview. In both panels, the agent (black vehicle) is tasked
with navigating to a goal (red bulls-eye). An arrow (gray arrow) is placed in each cell that
points to the next cell in the shortest path to the goal. Walls and obstacles (red brick) are
present to make the task non-trivial. The action-to-behavior mapping changes is each time
in agent is placed in a new environment, and the agent is only able to choose actions which
are then mapped to movements. In map one the correct sequence of actions is BACAAABA
and in map 2 it is BACAACABACAA. (This figure is derived from Sheneman and Hintze
2017 The Evolution of Neuroplasticity and the effect on Integrated Information

instructions are encoded as 0 and 1 which are used as inputs to the sensors of the agent. For

example, when a square indicates the agent should go forward next, the agent’s input states

are 0,0,0,1. The agents control how they move around their environment through two binary

motors that output 00, 01, 10, or 11 to indicate what action to take. The binary signals

are translated to four possible actions– move forward, do nothing, turn left, or turn right.

The way that the binary signals are determined depends on the environment the agent is

currently in. For example, in one map go forward might be 01, and in another forward is
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encoded as 00.

3.2.2 Feedback Gates

Similar to all other MB gates, feedback gates have inputs, outputs and a probability

table that controls the percentage of time an input results in a particular output at any

given update. Additionally, feedback gates also have two other connections to detect positive

and negative input. When these connections are fired, the probability table for the gate is

updated so that the correct output is fired more often then the wrong one. While the internal

function of the feedback gates changes within the agent’s lifetime, the connections to other

nodes within the MB do not change. For a complete description of how these gates work see

Sheneman and Hintze 2017.

3.2.3 Environment

Agents were placed in a 64x64, 2D spatial grid where the grid cells were either were

empty or contained an impassable solid block. To keep agents within the environment

the grid was surrounded by the solid blocks. Each time an agent was evaluated a new

environment was produced where 1
7

of the cells contained solid blocks creating complex

maze-like environments.

A random cell was chosen as the agent’s target, and the distances from all remaining

empty cells to the target was calculated using Dijkstra’s algorithm [92]. An arrow was then

placed in each empty cell that pointed to the next closest distance to the target. If two

adjacent blocks contained the same distance the arrow direction was chosen to point to one

of these randomly. Agents were randomly placed in a cell with a Dijkstra’s number of 32

and face a random direction (up, right, down, or left).

The agents were then allowed 512 updates to traverse the environment. If they reached

the target they were relocated to a new random start cell with a Dijkstra’s number of 32 and

faced a random direction. There were four binary output states an agent could produce–
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00, 01, 10, or 11 – which were translated via a mapping function to four possible actions-

move forward, do nothing, turn left, or turn right. Observe that there are 24 combinations

of action-to-behavior mappings that an agent could be placed in. Agents were exposed to a

subset of the 24 possible mappings during evolution.

Performance was obtained by testing how often the agent reached the goal in 512 updates

within each mapping of the subset. The agent was rewarded proportional to their distance

to the target (d) each update and received a bonus for reaching the target (b), making the

function for fitness (W ):

W =
n<24∏
n=0

((
t<512∑
t=0

1

1 + d
) + b) (3.1)

3.2.4 Selection

After each generation in an evolutionary run 100 agents were tested on a set of action-

to-behavior mappings, tournament selection was used to select the population of the next

generation. In tournament selection individuals were selected at random and the agent with

the best fitness was subjected to mutation then placed in the next generation [119]. Here

the tournament size was five.

3.2.5 Mutation

The genomes of the first generation of agents were randomly generated with 5, 000 genes

and contained 12 start codons for deterministic, probabilistic, and feedback gates. The next

generation consisted of agents that propagated from the genome inherited from its ancestor.

All genomes maintained a length between 1, 000 and 20, 000 sites where each site had a

0.003 chance to be mutated. Genomes that were not at the maximum size, randomly a

selected region of between 128 and 512 nucleotides was cloned and inserted into a random

location with a 0.02 likelihood, allowing for gene duplication. All genomes above 1, 000

nucleotides had a 0.02 chance of a stretch of a randomly selected of length between 128 and
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255 nucleotides to be deleted from a random location.

3.2.6 Line of Descent

A random agent from the final generation is selected and its ancestory is traced to the

first generation to determine the line of descent [120]. The most recent common ancestor

(MRCA) is found during this process allowing for mutations swept the population to be

recorded.

3.2.7 Mutual Information

Mutual information [138] quantifies how much information is shared between two ran-

dom variables. It can assess how much one variable is capable of predicting the other. Here

we use mutual information to gauge how much predictive power the input and output to

a logic gate have about each other. Here all input states are characterized by the random

variable Si and all output states are defined by the random variable So. A logic gate that

randomly returns outputs that are independent of inputs should have no mutual information

between the inputs and outputs, whereas a deterministic logic that maps an unique output

to an unique input has perfect mutual information between Si and So. Mutual information

was calculated using:

I(Si;So) =
∑
o∈So

∑
i∈Si

pio log(
pio
pipo

) (3.2)

k-means

To analyze the performance of agents a derivation of k-means clustering [139] was used.

The k-means classification algorithm divides the data into k partitions. The algorithm uses

k centroids, computes the distance of all data points to all centroids, and assigns each data

point to the cluster defined by the closest centroid. Afterwards, the positions of the centroids

are recomputed as the mean positions defined by all data points assigned to each cluster.
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This is repeated until the centroids stop moving. For this experiment the centroids were

predefined so that they were defining specific classes of behavior. These behavior classes

were based on how agents performed on two sets of mappings– familiar and novel– when

they were allowed to use feedback and when they were not. Agents were categorized into

the clusters accordingly. Each distance from an agent behavior vector to predefined centroid

was computed and the centroid with the shortest distance defined the class. Since centroids

were not moved in this procedure the initial centroids define each cluster.

3.3 Results

Many natural organisms use feedback about past actions to improve their performance

on a novel task. Here agents evolved to decode environmental cues to correctly control their

motor outputs in order to reach a goal, as seen in Sheneman and Hintze 2017 [124]. To

test the agents ability to generalize we evolved 100 replicates for 500,000 generations where

at each generation agents were exposed to a subset of the 24 possible mappings. During

analysis we exposed organisms from the line of descent (LOD; see materials and methods) of

each of the replicates to all 24 environments. Performance was averaged over five replicate

transfers. This allows the performance of the agents to be accurately evaluated given that

environments are randomly generated at run-time. Prior research has shown that agents

evolved in this navigation task demonstrate a wide distribution of behavior. Some agents

fail to perform, some evolved the ability to take full advantage of feedback gate and learn to

navigate environments quickly. A third observed behavior was a heuristic which allows agents

to somewhat navigate environments equally poorly. Since we are interested in agents who

are able to exploit patterns encountered during learning we rank the agents by their average

performance and use the top 20 agents for most of our analysis. These 20 agents have a high

average performance and evolved to use feedback gates; agents with lower performance are

removed since they might have some bias or systematic error keeping them from performing

optimally.
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As seen in Fig 3.2, agents were able to solve the task in different ways based on the

number of maps they saw during evolution. Agents shown 1 to 3 mappings during evolution

reach the goal ∼12 times on average when placed in familiar mappings (i.e. those seen in

evolution) and ∼1 on novel mappings. It stands to reason that agents are able to memorize

the small subset of mappings seen during evolution. These agents are able to perform using

only hidden states to memorize the familiar mappings and thus would not see a performance

decrease when feedback is suppressed. In fact, we find that agents exposed to only 1 mapping

rarely evolve feedback gates (4 out of 100 replicates). This trend increases when agents are

exposed to at least 2 maps (in 36 out of 100 experiments agents incorporate feedback gates

into their brains). After agents see three mappings, we find the majority of experiments to

result in agents incorporating feedback gates into their cognitive architecture (see Table 3.1).

Maps in Evolution All Replicates Top 20 Replicates
1 4 3
2 36 20
3 84 20
4 86 20

...
24 94 20

Table 3.1: Number of agents who evolve feedback gates for each subset of maps
seen in evolution.

When agents are shown 4 to 16 maps during evolution their ability to reach the goal

in the mappings seen during evolved lessens while they are able to reach the goal more on

the new mappings. Agents that see more than 4 maps begin to show behavior consistent

with an ability to generalize. Specifically, these agents are able to perform reasonable well

on unfamiliar mappings. The explanation for this is that the agents are using a heuristic

to distinguish between mappings they saw during evolution. Though agents can still reach

the goal in novel mappings using a heuristic they follow a step-wise procedure and do not

learn from their experiences. This procedure results in the agents taking longer to reach the

goal, thus demonstrating reduced performance on novel mappings. It is possible that these
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Figure 3.2: Agents ability to generalize given the number of maps seen in evolu-
tion. Each subplot represents the number of maps agents saw with during evolution. The
solid black lines represent the average number of goals reached (W) on maps previously seen
by the top 20 of 100 replicate experiments. The blue line shows the W achieved on maps
the agents were not shown during evolution. The dotted line shows the average W in all 24
environments. Agents who see 24 mappings during evolution are not presented any novel
mappings.

heuristics are difficult to evolve using only hidden states so agents who incorporate feedback

gates emerge during evolution– a theory supported by Table 3.1.

Agents shown 17 to 24 mappings obtain an average performance of ∼8 on familiar maps

and this performance never deteriorates by an average of more than ∼2 goals when presented

with never before seen mappings. These agents perform well on all types of mappings which

indicates that they are no longer using a heuristic to solve the task rather they are learning

within their lifetime.

The performance increase between the agents who saw 16 mapping and those who saw

17 indicates a change in the method used to determine the agent’s current environment. One

possible explanation for this that the agents who see less than 17 mappings during evolution
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have not evolved the connections necessary to use the feedback gates. This is supported by

the finding that within the top 20 performers who were shown 2-24 mappings all contain

feedback gates (see Table 3.1 top 20 replicates).

Not all gates contained in a MB contribute to the changes in the agent’s behavior,

thus simply evolving a feedback gate does not mean that feedback is actually used to help

the agent solve the task. To test if the feedback gates are being used we can measure the

change in the amount of information, i.e. mutual information, the gates inputs convey about

their output from birth to task completion. A change to the probability that helps an agent

solve the task would result in a positive change in mutual information, whereas a detrimental

change would result in a loss of mutual information. Figure 3.3 shows agents who see a subset

of 4 mappings during evolution began to gain mutual information during their lifetime, which

is the same subset where feedback gates start to evolve (as seen in Table 3.1). Agents who

see more mappings during evolution display a larger change in mutual information, and

when paired with Figure 3.2, suggests an increased ability to generalize. We find a strong

correlation (r = 0.684) between the gain in mutual information and an agent’s ability to

perform on novel maps (See Figure 3.4).

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24

num. evolved maps

0.0

0.2

0.4

0.6

0.8

1.0

∆
 m

u
tu

a
l 
in

fo

Figure 3.3: Mean delta mutual information by subset of mappings seen in evolu-
tion. Each bar represents the mean change in mutual information conveyed from birth to
after task completion for 100 replicates by subset of mappings seen in evolution.

Sheneman and Hintze 2017 [124] observed that agents can develop multiple strategies

to solve the navigation task when all 24 mappings where seen during evolution. Under the
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Figure 3.4: Mean delta mutual information by levels of performance on novel
maps. The gain in mutual information (∆̄) is shown on the y-axis for categories of perfor-
mance on novel mappings. All replicates for the 23 conditions where a novel mappings were
available for tests were placed in six bins ranging from a performance of 0 to the maximum
performance of 12 with a bin size of 2. Variance is represented by error bars.

same principle, we expect evolving agents on a subset of the mappings would result in the

emergence of three different strategies– memorizing, advanced heuristics, and learning– due

to the changes in task complexity. To test this we recorded the agents performance on

mappings seen in evolution and novel mappings each under two conditions: when allowed to

use feedback and with feedback disabled. Agents who are simply memorizing the mappings

they are presented would perform optimally on familiar maps regardless if they are allowed

to use feedback or not. However, when they are placed in a novel map the agents would fail

to adapt to any feedback thus perform poorly both with feedback on and with feedback off.

When agents are using an advanced heuristics they find the goal through a constant series

of trials and errors designed to identify which of the familiar maps they are in. The path

these agents would take to reach the goal would be sub-optimal each time, which results

in fewer goals reached than an agent who has memorized the mappings. Further, disabling

the feedback gates in these agents would also lead to greater reduction in performance.

Agents who are learning have a high performance on all mappings when using feedback but

experience a significant decline in performance when feedback is disabled.
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We expect that the agents who use memorization to solve the task emerge from evolu-

tion when a low number of mappings were seen in evolution since they are presented with

a low complexity task. However, agents who learn emerge when they see many mappings

because they must develop a way to quickly distinguish which mapping they are in to per-

form well. The agents who rely on heuristics would evolve in the intermediate number of

mappings are seen. Using k-means clustering we find that the 100 agents who see only one

mapping memorize the mappings (see Figure 3.5). When looking at all 100 replicates that

saw four mappings during evolution 38 agents memorize the mappings, 33 solve the task

with heuristics and 29 agents learn the mapping they are in. By the subset of 19 familiar

mappings, agents use heuristics in 67 replicates and use feedback gates to learn in the other

37 replicates.
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Figure 3.5: Number of agents in each performance cluster. Black bars represent
the number of agents who memorize the maps. While red bars represent agents who use
heuristics to solve the task and the green bars represent the number of agents who use
learning to solve the task. Panel A represents all 100 replicates for each subset of mappings
seen in evolution, while Panel B shows the 20 top preforming agents.

As previously mentioned (see Figure 3.2) agents who see a subset of 17 or more mappings

maintain a high performance level regardless if they have seen the mapping before or not.

Artificial intelligence researchers are seeking a solution that allows robots to adapt to a
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changing environment. Since the agents evolved for this task can learn how to interpret

novel mappings, is it possible they can learn one environment and then reversal learn to a

different environment.

We explore the agents ability to reversal learn by measuring performance in one map-

ping for 512-steps and then switching to a new mapping and measuring performance in an

additional 512-steps. When analyzing at all 100 replicates in each subset of mappings seen

by evolution, Figure 3.6 Panels A and C we find that agents who are not simply memorizing

the environments seen in evolution are able to adapt to a new environment (those who saw

a subset of 1 to 3 mappings during evolution), achieving between 1 to 4 goals in the second

mapping. We also found that agents who are better generalists, i.e. the top 20 perform-

ers, are worse at reversal learning (see Figure 3.6 Panels B and D), i.e. reached the goal a

maximum of 2 times in the second mapping.

3.4 Discussion

In the past, Markov Brains have been used to study how populations evolve so that

agents have the ability to solve a specific task or set of tasks. In Sheneman and Hintze [124]

agents evolved the use feedback gates which allowed them to use the results of past actions to

influence future decisions. These agents were capable of solving the same complex navigation

task we used here, but were exposed to all 24 possible mappings during evolution. Through

lifetime changes of their probability tables they were able to determine which environment

they were placed in and navigate to the goal. Here we used the same navigation task,

but restricted the number of mappings agents saw during evolution. Through a series of

experiments that controls how many variations of the environment the agents are exposed

to, we evolved and tested agents who are able to both generalize to learn a novel mapping

within their lifetime and reversal learn.

In order to generalize to perform novel tasks agents must be exposed to a minimum

number of possible mappings during evolution. We find that after 17 (out of 24) environ-
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Figure 3.6: Agents ability to reversal learn. Panel A shows the mean performance as
the number of goals reached as the average over of all 100 replicates when first shown a
mapping they saw during evolution. The black line indicates the number of goals reached
in 512-steps in the first environment they see. The green line shows the number of goals
reached when the second environment seen was also seen during evolution and the red line
is the number of goals reached when the second environment is novel. Panel B is a subset
of the top 20 performers given this treatment. Panel C shows the mean the number of goals
reached of all 100 replicates when shown a novel mapping in the first environment they see.
The green and red lines represent the same treatments as panel A. Panel D is a subset of
the top 20 performers in panel C.

ments agents generalize to the remaining 24. It seems obvious that there is some critical

threshold of experiences that organisms must be exposed to before they generalize. We found

that agents who see as few as 4 of the 24 different environments during evolution deploy a

complex heuristic to reach the goal in novel environments, and do not manage to learn a

new mapping. Most of these agents have evolved and are using feedback gates but they

still require continual trial and error to reach the goal without learning from their mistakes

in the long run. Agents who saw at least 17 environments during evolution show only a

marginal loss of performance in the novel environments, while those who experienced fewer

than 17 environments drastically lost performance. We also observe this in nature when

training dogs to detect explosives [140]. When the dogs were exposed to a single component
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of the explosive they were not able to find the explosives. However, when exposed to multi-

ple components separately they were able to use olfactory generalization to find explosives

containing mixtures.

Throughout all conditions we find agents to evolve Brains that incorporate feedback

gates, which allow agents to update their probability tables based on experience. However,

only when agents had the ability to generalize or to reversal learn, did blocking the feedback

signal lead to a loss of function. Therefore, we argue that feedback gates were used oppor-

tunistically in agents who were not able to generalize or reversal learn. Though these agents

possessed feedback gates, the feedback mechanism did not play an important role in their

performance. Once the agents needed to evolve the ability to generalize feedback gates were

used including their feedback mechanism. In this model the threshold to evolve generaliza-

tion was high (17 out of 24 environments). Other systems will have such thresholds as well,

but their exact limit will probably differ.

We also find that agents evolve the ability to reversal learn as a byproduct of the gen-

eralization ability. However, agents who generalized extremely well were not as effective at

reversal learning. We believe that in order to produce perfect reversal learners the environ-

ment must select for the ability to reversal learn. A future extension of this work should test

if presenting the agent with mappings that change during the agents lifetime would indeed

improve the ability to reversal learn.

3.5 Conclusion

The experiments presented here show that agents controlled by Markov Brains which

can use feedback gates evolve the ability to generalize and to reversal learn if the variability

experienced during evolution is high enough. In the context of machine learning, the system

is no longer learning the environments that it sees, but is rather evolving the ability to collect

and apply general feedback. The implication is that they systems can now learn an arbitrary

environment as opposed to being trained to perform a specific task.
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In the task set presented here the system needs to see about 2
3

of all training cases before

generalization is evolved. These findings suggest that natural organisms’ ability to gener-

alize new concepts require a minimal amount of experiences to extract common concepts.

However, it is not clear to what extent natural organisms need a similar ratio to evolve the

ability to generalize their learning ability to other objectives. In addition, we established

that some degree reversal learning is a by-product of the evolution. Future improvements of

the feedback learning mechanism in MBs might reduce that ratio further, which will shed

more light on the generalization in nature.

All this work was performed within the same task domain. It is entirely possible that

generalization would work also across task domains, which needs to be tested in the future,

but this requires us to show within task domain generalization before this question can

be addressed. For now, we showed that Markov Brains equipped with feedback gates can

generalize from a small subset of examples to the whole set, and by circumstance evolved

the ability to reversal learn as a bonus.
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Chapter 4

The Evolution of Neuroplasticity and

the effect on Integrated Information

4.1 Introduction

Information integration aims to measure a system’s ability to make a decision by com-

bining information obtained from multiple environmental sensors with knowledge of past

outcomes. Imagine a child playing soccer for the first time trying to score a goal. To kick

the ball she must visually locate the ball and determine how to make contact with her foot

to move the ball in the desired direction. The cognitive structure she has as a child is drasti-

cally different from that of the professional soccer player she might become. We assume that

the amount of information integration is different for the child and the professional because

the neural structures are different [96], but we are unsure if the amount of information inte-

gration increases or decreases with neural development. The child’s cognitive system might

need to process a lot more information while the professional’s cognitive system is already

streamlined by training to the point that kicking goals becomes a near unconscious reflex. Al-

ternatively the professional, being much more accurate and having more experiences, might

integrate more information than the child. Here we investigate which assumption is correct

using computationally evolved artificial animats that can change their architecture through

lifetime learning.
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The neuro-correlate Φ is used to quantify the amount of information integration a cogni-

tive system performs. Since the introduction of information integration theory [96, 94, 95, 97],

it has been shown that the amount of integrated information a system has increases over

the course of Darwinian evolution [1, 74]. Further we have established that task complexity

defines a lower bound of Φ [74] for the task to be solved and that more complex environments

require an ever increasing amount of Φ [77]. These observations were made using computa-

tionally evolved animats (others use the term agent which is synonymous) controlled by a

Markov Brain (MB) [1, 74, 77, 79].

MBs are networks of computational logic units (which from now on we will refer to as

gates) that are genetically coded and subject to evolution[1, 72, 77, 73, 76, 74, 78, 79, 75]

(For a detailed description of Markov Brains see https://arxiv.org/abs/1709.05601 [2]).

The MBs contain deterministic and probabilistic gates each of which can be thought of

as a 2i × 2o state transition table, P , where i is the number of inputs and o is the number

of outputs . Probabilistic gates are coded so each input is associated with a vector of

probabilities that determine the likelihood for each possible output to occur. Deterministic

logic gates work the same, except that their vector contains a single probability of 1.0 and

the rest are 0.0. Each MB is represented by a sequence of numbers that serves as the genome

and contains stretches that encode computational units similar to how genes encode proteins.

These genes determine the number, type and if needed as in probabilistic and feedback gates

the probability tables. In addition, each gene contains information about how gates are

connected to each other and how they interface with sensors or actuators.

To this framework, we added feedback gates, which are similar to probabilistic gates

but change their probabilities within their lifetime using the success or failure of previous

executed actions. For a detailed description see Sheneman and Hintze 2017 [124]. In essence,

feedback gates have two additional inputs for positive or negative reinforcement. At each

update, a feedback gate records which output was mapped to the current input. In the case

of positive feedback, the probability that lead to this mapping becomes increased, in the case
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of negative feedback this probability becomes decreased. After that, the probability table is

normalized so that the sum or each row of the probability table sums to 1.0. The strength

of the feedback as well as the number of time points the feedback gates record is evolvable

as well, and encoded in the genes describing each feedback gate. Observe, that the feedback

itself is not supplied externally from a supervisor, but that that MB itself has to evolve a

mechanism to detect which actions have a positive or negative outcome. Based on this, MB

then have to apply feedback to their feedback gates internally.

A key component of evolving MBs is that they interact with their environment which

requires that they be embodied [80] as an animat. These learning animats evolve to use an

internal feedback mechanism to change the function of feedback logic gates. As a conse-

quence, we can now compare animats that are näıve about their task with those that have

experienced the task before. These experiences change the neural substrate and thus Φ can

change as well.

Animats can store representations about the environment in states of their MBs that are

not observable to the outside world [72], i.e. hidden states. So far, when evolving animats, Φ

was always measured over the animat’s lifetime using the information about the environment

that was stored as brain states, or by evaluating their brain directly, which do not change in

topology or function over their lifetime.

However, natural brains change in many different ways. The transition from wakefulness

to sleep or anaesthesia has the most profound effects on information integration [141, 142].

Neurotransmitters are chemical messengers that can modify the function of the brain, halt

functions, and change the function of the brain, disrupt functions, and signal the need

for unconsciousness rest, which prevents the brain from integrating information. Similarly,

patients in a coma do not integrate information [143]. A more subtle type of change can be

the neural development, thus the ability to integrate, that occurs during the transition from

an juvenile to an adolescent or senescent brain, or even simpler changes such as learning.

Modeling sleep, unconsciousness, or development in a digital animat seems challenging, but
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a recent development in MBs allow animats to learn [124]. Here we use learning animats to

study how neuroplacsticity affects Φ.

In prior work, we evolved animats who learn to solve a navigation task (see Figure:4.1)

and we can now use these animats to investigate the effect of learning on Φ. To evolve these

animats we placed them in a 2D lattice (64 x 64 cells wide) environment whose outer edges

and a small fraction of inter cells contained walls. From the remaining cells we selected a

random goal and computed Dijkstra’s path [92] to the goal from all other cells. Each of the

cells on the path then are assigned an arrow that points to the next cell on the path to guide

the animat’s navigation. The animats were then randomly placed a set number of steps from

the goal (here 32 steps) and oriented in a random direction. The animat has 512 updates to

reach the goal as many times as it can.

To navigate to the goal the animat chooses one of four actions (A,B,C,or D) which maps

to one of four behaviors (turning 90 degrees to the left or right, doing nothing or by moving

forward). There are 24 possible ways the set of actions can map to the behaviors and every

time an animat is placed in a new environment the animat is shown a different combination.

For example, in one map the action A may result in a left turn, B in a right turn, C does

nothing and D goes forward. In the next map the selection of A moves the animat forward,

B does nothing, C leads to a left turn and D leads to a right turn. Once each animat in

the population had experienced all 24 combinations tournament selection was preformed to

determine which animats reproduce. Over 500,000 generations animats evolve the ability to

properly navigate their environment. In order to do so, they needed to learn over a trial

and error phase, how actions mapped to turning and forward locomotion, so that they could

reach their goal in all possible environemnts.

Using animats evolved in this environment we can now measure the amount of Φ animats

have over their lifetime. The method used to measure Φ has changed over the history

of information integration theory. The latest version of ΦMax [77] seems to be the most

appropriate method to measure the amount of information integration because this version
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actions: CBABBCBAB
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Figure 4.1: Overview of the navigation task. An agent (orange) has to navigate towards
a goal (blue cross). Each cell contains an arrow (gray arrow) indicating the shortest path
towards the goal, circumventing obstacles and walls (black/gray blocks). However, the agent
has no definite control over its body and can only choose actions which are mapped to
movements. An example sequence of action, as seen in the figure (CBABBCBAB) might lead
towards the goal (mapping 2 green path) while given a different mapping (mapping 1 dark
red path) it might lead the agent astray. Assuming the agent can integrate the information
it collected while navigating erroneously (dark red path) it could learn the correct mapping
and proceed to the goal (orange path).

can measure Φ at a particular moment in time. However, ΦMax requires all components

to be solely determined by their inputs. The probabilistic and feedback gates we use here

violate this requirement due to instant causation which requires that each gate have exactly

one output (for a much more detailed explanation see Schossau et al. [144]) and therefore

prevent us from using the latest version of Φ [144]. In order to avoid overestimating Φ,

which is also called the effective information EI. EI is defined in Equation 4.1 where X is

a random variable at time points, P is a partition of the system whose states are compared

across time. Note that for each time point t the state of all k parts P must be known

in order to compute the entropies used here. Earlier versions searched through all possible

partitions of the system to find that combination of elements that integrates the least amount

of information [1].

EI(X0 → Xt|P ) =
k∑

i=1

H(P
(i)
0 |P

(i)
t )−H(X0|Xt) (4.1)

The complexity of the Φ calculation depends on the number of nodes in the system and
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can be approximated as O(BnN
2), where Bn is the Bell number of n, which scales super

exponentially. To put this in perspective, with current technology, assuming one million

partitions per second, it takes about one month to compute Φ for a system of 16 nodes.

Here we would need to repeat this for 512 times per animat (once per update), and we

would need to do this for 50 animats, which prevents us from pursuing this approach.

Fortunately Φatomic (see equation 4.2 and 4.3) assumes that each component of the system

belongs to its own partition, which reduced the problem to a complexity of O(n2) (for a

more detailed description of Φatomic see [1]).

SIatomic = I(Xt : Xt+1)−
n∑

i=1

I(X
(i)
t : X

(i)
t+1) (4.2)

Itotal = I(Xt : Xt+1) = H(Xt)−H(Xt|Xt+1) (4.3)

At the same time it is a very good correlate to more complex versions of Φ. In prior

experiments [1, 74], Φatomic has been calculated using all the animat’s brain states over its

entire lifetime, and not for specific time points. Here, we compartmentalize the lifetime

of an animat into different phases using milestones, record the brain states in each phase

separately, and are thus capable of measuring changes to Φatomic within its lifetime.

4.2 Results

Animats were evolved to perform a navigation task where they had to use environmental

clues to determine the correct motor outputs as seen in Sheneman and Hintze 2017 [124].

Given the difficulty of the task not all replicates produced animats that performed well at

the end of evolution. To isolate animats capable of learning we tested the same 300 animats

that were evolved for the previous original navigation task again. This time, to assess their

performance more accurately, they were exposed to each of the possible 24 mappings five

times. The animats start 32 steps from the goal. Only 45 of the 300 replicates reached the

80



0 100k 200k 300k 400k 500K

generations

0.5

1.0

1.5

2.0

2.5

3.0

3.5

4.0

4.5

Φ
a
to
m
ic

1)

0 1 2 3 4 5 6 7 8 9

Φatomic fb on

0

1

2

3

4

5

6

7

8

9

Φ
a
to
m
ic
 f

b
 o

ff

2)

Figure 4.2: Φatomic over evolutionary time. Panel 1) in black Φatomic on the line of
decent, measured for animats using feedback. In red Φatomic for the same animats, but no
feedback applied. The gray background indicates the standard error. Panel 2) shows the
last generation of the same data measured with (fb on) and without feedback (fb off) plotted
against each other. The dashed line indicates where no change in Φatomic would occur.

goal an average of five times or more. From these 45 elite performers, all agents on the line

of decent (LOD, see Methods for details) were tested in the same environment to analyze Φ.

4.2.1 Effects of Evolution on Phi.

Earlier experiments with Φatomic showed that Φ increases over evolutionary time [77, 1,

74, 79], which we observe here as well (See Figure 4.2 panel 1). While Φatomic increases rapidly

over the first 100,000 generations, it eventually arrives at ∼4.2 after 500,000 generations,

when evolution was stopped. When analyzing the last agent on each replicates LOD, we

find that Φatomic drops in almost all cases when feedback is disabled as expected (See Figure

4.2 direct comparison with regular performance panel 2, and over evolutionary time red line

panel 1).

In addition to the increase of Φ over evolutionary time, it was observed that performance

defines a lower bound on Φ [74]. There is a point where animats cannot evolve better perfor-

mance unless Φ also increases. We make the same observations here (See Figure 4.3). The

81



Figure 4.3: Lower bound relation of Φatomic vs performance. For all best animats
performance and Φatomic was recomputed over 5000 time steps for all 24 possible mappings
to improve the accuracy of the measurement. The performance was normalized to the
maximum performer (animats reach the goal at most 400 times over 5000 time steps). All
data points are from the line of decent and are color coded so that early generations are
shown in blue and sequentially turn green the further evolution progresses. The dashed line
was added to illustrate the lower bound relation between Φatomic and performance. Values
for Φatomic higher than 1.0 were not shown, since only the lower bound is of interest here,
and the data points above 1.0 do not effect our conclusions.

correlation between the performance and Φ can also be exploited to accelerate evolutionary

adaptation [79]. These tests confirm that the learning-navigation task performed here also

increases over evolutionary time and with performance.

4.2.2 Effects of Learning on Phi.

The addition of feedback gates to MBs allows these brains to not only change from

generation to generation, but to also change during their lifetime. This allows us to test how

these lifetime changes (learning) effect Φ. To analyze the effects of learning on Φ we need to

measure Φ at various time points within an animat’s lifetime. A large amount of time points

are needed to establish an accurate measure of Φatomic [96], here we require a minimum of

10,000 data points per measurement of Φatomic to ensure accuracy.
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In the navigation task animats were placed in an environment for 512 updates, not

resulting in the required 10,000 measurements. Further subdividing these 512 time steps

would result in a highly inaccurate calculation. To compensate for lack of precision, we

sample the animats’ brain states multiple times in the same environment resulting in a

sufficient number of data points. We further define intervals within in the agent’s lifetime.

Interval boundaries are defined by the time points where agents reach goals. Animats are

placed at new random locations after successfully finding the goal, which makes this moment

a natural point to subdivide the lifetime. For each interval Φatomic was calculated separately.

As a result, we can now quantify Φatomic for each phase of an animat’s life in such a way

that we can accurately measure the information integration at each milestone. We use the

Φatomic computed when feedback is turned off as the amount of Φ contained at the beginning

of the experiment. Figure 4.4 shows that when no feedback is used animats have a Φatomic

of ∼ 2.5. The first and second time the goal is reached Φatomic peaks at ∼3.52 then very

slowly decreases each sequential time the goal is reached. In this environment animats learn

the most when navigating to the goal the first time [124]. The sharp increase in Φatomic at

goal one combined with the knowledge that the animats learn the most on their path to

the first goal indicates that animats integrate more information as they learn. A drop in

Φatomic due to learning would have indicated that the cognitive process controlling the actions

becomes more streamlined and there is less integrating. Here however, we find evidence for

the opposite, suggesting that learning causes the system to integrate more information, and

that this increase in Φatomic allows for better performance. A positive correlation of 0.500

between changes in Φatomic and performance due to learning supports that notion.

Over the course of evolution animats evolve the ability to navigate their environment.

They do this by first incorporating feedback gates in their cognitive architecture and then

learning to use them. Animats who maximize the utilization of their feedback gates perform

better, and thus can increase the difference between performance with and without feedback.

This performance differential can be defined as ∆performance as seen in Equation 4.4 where
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Figure 4.4: Mean Φatomic each time the goal is reached. Each point represents the
mean Φatomic measurement of the 45 elite performers when the goal is reached. The error
bars indicate the standard error of the measurement. To increase the resolution for this
measurements animats were placed only 10 steps away from the goal.
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Figure 4.5: The effect of feedback loss on performance and Φatomic. All animats
performance and Φatomic was measured on the line of decent with and without feedback. As
a consequence, we can display the change in Φatomic and performance as a vector, originating
at the point with feedback, and pointing towards loss of feedback. All vectors were then
binned on both axes and their average vector of change is displayed for bins containing 50 or
more data points as black arrows. The effect on performance is scaled by 0.1 to reduce the
overlap between arrows. The colored patches indicate bins, and are colored by the length of
the vector so that strong effects are more red, while weak effects are more blue.

W is performance.

∆W = Wwith −Wwithout (4.4)

In addition Φatomic not only increases over generations but also as a result of learning, i.e.

∆Φatomic (see Equation 4.5 and Figure 4.5). Since performance and Φatomic depend on each

other, we can correlate the change in performance with the change in Φatomic (correlation

coefficient 0.5 with p < .0001).

∆Φatomic = Φt
atomic − Φt+1

atomic (4.5)
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4.3 Discussion

This work is purely computational, and the learning mechanisms used here might not

reflect natural learning mechanisms. Here we argue that animats which increase their per-

formance either during evolution or during lifetime learning. Though, this work is purely

computational, and the learning mechanisms used here might not reflect natural learning

mechanisms. The system we MB framework is in principle similar enough to natural sys-

tems for us to make meaningful predictions. Obviously, one should test if indeed Φ changes

over a learning period in natural systems to confirm our predictions.

The way Φ is measured has iterated over time; here we used the more computational

tractable Φatomic which computes information integration over some period instead for a

single time point, as provided in ΦMax. As explained before, the types of probabilistic logic

gates used here, prevents us from applying ΦMax. This can be remedied by either using

gates that have only a single output and not up to four as we used them here, or gates would

need to be decomposable [144]. Decomposable means, that a more complex gate can be

described as a combination of simpler ones. While this has been achieved for probabilistic

gates, feedback gates with more than one output are not decomposable yet. If this can

be achieved, it would be interesting to compare these results to ones obtained using other

versions of Φ.

4.4 Conclusion

From earlier experiments we already knew how Φ changes over evolutionary time, that

there is a lower bound so that performance can only increase together with an increase in Φ,

and that increasingly complex environments require an increase in Φ as well. While we knew

that learning increased the animats performance, we did not know how lifetime learning

affects Φ. Further, it was unclear if the increase in performance is due to streamlining the

computation and thus reducing the amount of integration, or if better performance requires
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more integration of information? To determine how the integration of information was

affected by learning, we tested how Φatomic behaves over evolutionary times as well as it is

affected by lifetime learning. Through these test we confirmed all prior observations about

Φ. In addition, we find that animats not only evolve to integrate more information over

time, but that lifetime learning increases their capability to integrate information.

Animats improve their ability to integrate information during initial learning, but once

the task is learned the change in Φatomic becomes minuscule. When we relate this to our

example of the child learning to play soccer we see that she has been evolved to improve her

ability to integrate more information as her career progresses. This supports the idea that Φ

increases not only over evolutionary time, but also during lifetime learning. In addition, we

find that the system’s ability to increase performance is positively correlated with a system’s

ability to increase Φ. Therefore, we suggest that a system that can dynamically adapt Φ

will learn better.

4.5 Methods

To study how information integration changes over an organism’s lifetime, we create an

animat based simulation where animats are required to correlate an action with a symbol.

The brain of each animate is a probabilistic finite state machine that consist of sensor nodes

(input), memory nodes (hidden) and action nodes (output), or a Markov Brain (MB) [1].

The animates were evolved using a genetic algorithm (GA) that selects for individuals that

successfully decode a variety of symbols.

4.5.1 Environment.

The animats were originally evolved to perform a navigation task for Sheneman and

Hintze [124] and were placed 32 cells from the goal. The final generation of the initial animats

were then tested in all 24 mappings between action choices and behavioral outcomes in five

unique environments. Agents that did not reach the goal at least 5 times in each mapping
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were discarded. The process results in 45 elite performers out of 300 replicates.

4.5.2 Animat.

Animats brains consist of 16 states: 4 input sensors, 2 output motors, and 10 hidden

states. Each input sensor is assigned a direction to detect: sensor 0 fires when the animat is

told to stay put, 1 indicates turn right, 2 go forward, and 3 turn left. The sensors each read

the block that the animat inhabits. When the sensor detects its given direction the state is

set to 1, otherwise the state is 0. For example, if the map indicates the animat’s next closest

step is to the left, its first four states are: 0,0,0,1.

4.5.3 Line of Descent.

The line of descent (LOD) for an experiment is determined by choosing a random

animat in the final generation and tracing its lineage to the first generation [120]. Through

this method the most recent common ancestor (MRCA) and all mutations that reached

fixation in the population are recorded.

4.5.4 Feedback Gates.

The key feature of feedback gates is their probability that an input i results in output

o has the potential to change with each update. Each time these numbers change so does

the amount of predictive information shared between nodes resulting in a change to Φatomic

[1]. It is important to note that the typology, or the connections, between nodes does not

change, only the information contained in the connection changes.

4.5.5 Phi.

All computations of Φatomic are done using the same method as in Marstaller et al. 2013.

88



Chapter 5

Conclusion

Markov Brains (MBs) have been evolved to solve many complex tasks [77] and even

demonstrated a way to mimic memory [72]. This research has focused on harnessing the

evolutionary processes of MBs to solve tasks. However, as stated in Chapter 1, there is a

difference between learning– where past actions influence future decisions– and memory–

which allows knowledge gained during learning to be stored. While learning takes place

within one’s lifetime, the neural mechanisms used by memory can be developed through

evolutionary principles. Here I introduced feedback gates which allow MBs to evolve the

ability to learn, and thus provide a more in depth model for the evolution of neural plasticity,

i.e. learning, in natural organisms.

5.1 Summary

In Chapter 1, I explained the mechanics of feedback gates, and how when incorporated in

MBs these gates do not rely an objective external feedback signals to learn. Instead feedback

gates use the multiplicative update algorithm to update their probability tables based on

positive or negative feedback. This learning process is similar to how natural organisms

interpret the environmental effects of their actions in order to generate internal feedback,

which results in learning.

In Chapter 2, feedback gates are proven to work within the MB paradigm by presenting
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agents to solve a complex navigation task. In order to optimally reach the goal agents must

first decipher how their actions translate to behavior and then incorporate the new knowledge

in future action selections. Agents are allowed to turn to the left or right 90 degrees or move

forward, but they must do so by selecting from four intermediate options (A,B,C,or D). Given

that there are four actions and each one can result in any of the four behaviors, there are

24 action-to-behavior mappings. In this experiment agents experience all mappings during

each generation of evolution (See Section 2.5.1 for a detailed description). I show that

feedback gates not only are able to modify their probability tables as I assumed, but that

these changes align with increased performance: those who learn more perform better. In

fact, the probability tables of these gates partially resemble that of a deterministic gate (see

Figure 2.3), i.e. some rows converge to a single high value for an input/output combination.

I further show that the majority of learning takes place during the agents first trek to the

goal, which is analyzed in Figure 2.14. There are some agents who forego the use of feedback

gates and instead evolve an advance heuristic to solve the task. However, these agents do

not perform as well as their peers who use feedback gates. These findings establish that

MBs with feedback gates are a viable system for further research on the evolution of neural

plasticity.

Chapter 3 extends the same navigation task to test agents’ ability to generalize and

reversal learn. First, generalization is the ability to apply concepts organisms learn from

past experiences and apply them to new situations. Here agents were evolved in subsets of

the possible mappings, and then their generalization abilities are tested using all 24 possible

action-to-behavior mappings. I find that agents needed to experience 2/3 of the mappings

before they are able to generalize. Second, I examined agents’ ability to reversal learn, which

is where an agent learns how to process the stimuli from one environment before the meanings

of the stimuli are switched. The switch in stimuli forces the organisms to adapt their neural

mechanisms to survive. I test the ability of the MBs to learn by exposing agents to one

mapping and switching them to a different mapping. Results show that reversal learning is
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a natural by-product of generalization.

While modeling generalization and reversal learning provides insight to how natural

organisms learn, it contributes a new dimension of autonomous learning to machine learning.

Autonomous learning allows the agent to learn new concepts without human intervention.

Previous work in machine learning has focused on developing advanced methods of supervised

and unsupervised learning. I found MBs with feedback gates are able to generalize and are

no longer focusing on learning the environments they see during evolution. They instead

evolved to interpret the environment to generate internal feedback.

In Chapter 4, I use MBs to study how learning effects the neuro-correlate Φ which

measures the amount of information integration a cognitive system performs. I use the same

agents evolved for Chapter 4, but performed additional analysis where I specifically looked

at measurements of Φatomic. When populations evolve the ability to learn Φatomic increases

over evolutionary time. I also subdivide the lifetime of the agent into natural milestones

to measure how Φatomic changes. I find that individual agents increase their Φatomic as the

probability tables of the feedback gates stabilize.

5.2 Future Work

The advent of feedback gates in MBs has already proven to advance both the artificial

intelligence field and the study of natural organisms. However, the research presented here is

merely the beginning of how these gates can contribute to these endeavors. There are open

questions on:

• Future updates to feedback gates.

• The extent of generalization.

• Biological insights.

• The impacts on information integration theory.
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Though feedback gates are already powerful tools for studying the evolution of learning,

there are additional features that will add to that power. For instance, we know that in

nature, neural mechanisms are reconfigured during consolidation. In feedback this is anal-

ogous to changing the connections to the state buffers, a process that is only accomplished

though evolution in the current implementation. Future work may focus on adding process

to an agent’s abilities within their lifetime, as with this ability we could then have insight

into consolidation. Nonetheless, there are still concepts that can be explored within both

machine learning and biology with the current implantation of feedback gates.

A current hot topic in machine learning is creating autonomous robots. To achieve this

goal machine learning needs to have a wide range of generalization capabilities. Though I

have shown that MBs with feedback gates are capable of creating an autonomous system, I

use a limited task domain. A reasonable next step to having autonomous robots controlled by

MBs would be to explore cross domain generalization– that is agents are able to generalize

to solve multiple types of tasks. First we must answer if the agents who are capable of

performing cross domain generalization will emerge from evolution. Instinctively we know

that populations must be exposed to multiple domains in order to extrapolate a wide range

of concepts to apply to new challenges. However, it is unclear if there is a lower bound

for the number of domains that agents need exposure to, to develop global generalization

capabilities. It is quite possible that global generalization is not feasible; after all a single

human cannot be an expert in all things. Previous computational models have suffered from

”catastrophic forgetting” which means that systems that attempt to learn new information

but in doing so simply forget or unlearn former capabilities. Feedback gates may in fact

overcome these challenges given the right fitness function and/or evolutionary environment,

but more research is required to determine this.

As I mentioned in Chapter 1, there are many aspects of natural learning we don’t

currently understand. For instance, I found that reversal learning evolves with generalization,

but would an agent be able to have greater success at adapting to the second stimuli if we
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selected for that in evolution? Further, would generalization then be an ability that these

agents automatically possess?

The measure for integrated information theory, Φ, has been iterated throughout its

history. In order to capture the amount of information integration over multiple periods of

time, I choose to use Φatomic in Chapter 4. However, a newer version of the measurement

exists, ΦMax [77], which requires that all outputs of the computational components of the

MB brain have independent outputs (decomposable); which probabilistic and feedback gates

do not have. However, if we are able to replicate the logic of these more complex gates

with a network of single output gates– in essence decomposing them– we can use the newer

measurement. Schossau et al. presented decomposable probabilistic gates that allows ΦMax

to be calculated. However, since the feedback gate’s probability table can change from update

to update there is currently no method to decompose them. Once a method is developed, a

comparison of how ΦMax and Φatomic respond to learning could prove interesting.

As mentioned above, the way integrated information is measured has changed several

times. In Chapter 4, I transformed Φatomic into a time local measurement by measuring the

amount of integrated information between time points t and t+1, which I termed a milestone.

However, there is a difference between the amount of integration a system performs and the

idea that new information becomes integrated into the system. The work I presented did

not include a measure that focused on the new information integrated between milestones.

In addition, we humans perceive learning as a conscious endeavor, while the application of

something learned can be done unconsciously. This change in attention might affect our

perception of our own consciousness, however Φ as a measure of information integration is

not designed to take attention into account. It is still unclear how integrated information

theory would address any of this. Future versions of integrated information theory might

incorporate a way to account for attention. My model would be a tool to test future Φ

theories in a convenient way.
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